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## Introduction

This book was written for the person who wants to get the most out of his or her ATARI computer. If you have a good understanding of BASIC but want to know how to get more special effects, more sounds, and more graphics from your computer, this book is for you. Every program is explained in detail so that after you enter the program and understand how it works, you can use this knowledge in writing your own programs.

All the programs will run on any ATARI personal computer. The ATARI BASIC cartridge CXL4002 and ATARI DOS (for disk programs) were used in creating them.

Memory locations that are used by the Operating System are presented. Explanations are given on how to change their values for different programming effects. The chapters on the disk explain the file structure to give you control over the drive. Everything is included here to make you an Advanced Programmer!

There is a chapter on creating your own character sets, mixing graphic modes, using the player/missile graphics, and flipping screens. You will even learn how to enter a machinelanguage subroutine to play music while a BASIC program is running!
futadydand

Note: Because many of the listings in this book use graphics characters and/or reverse video, the following codes have been used in the listings:

- 3 clear Press the escape key and the shift/clear key. This clears the screen.
- $J$ characters or letters $\zeta$ Press the control key and the letter indicated between the brackets. All characters or letters between the brackets $\gamma$ are graphic characters.
- Underlined characters or letters are in reverse video.




## Chapter 1

## Working with Numbers

Ever since man had the need to know how many items he had in his possession, how much grain he needed, or how many days since the last rain, he has had to devise counting systems. It is believed that some ancient tribes used the base two, or three for counting. There is some evidence that base twenty was used by a few early tribes, since their handiest counting device was their fingers and toes.

With numbers came the need to do simple calculations. Soon the problems were no longer simple, and man quickly learned that if he marked the numbers in the dirt or on a tablet he could compute much faster. Stones were probably used much the way we use poker chips today with each type of stone representing a different group of numbers-ones, fives, tens, etc. The figures themselves evolved from crude lines and shapes to the forms we are familiar with today.

The abacus is the oldest, and yet the simplest, adding machine invented. The principle of moving the beads on rods has survived the test of time. Many people consider the abacus to be the first type of computer.

## BINARY SYSTEM

As with the abacus, the computer uses its own number system—binary. If you think of a light bulb, a candle, a lock, or a trap, each item has only two states. It can be either on or off, open or closed, set or sprung. The computer operates in the same manner. Each memory location in the computer can be either on or off.

The memory in your computer can hold a charge. This is represented by the number one. When a location has no charge, it is represented by a zero. The computer, then, uses binary or base 2 as its number system.

In our decimal system, each number position is a multiple of ten. The position to the left of the decimal is the unit position. In the binary system, each position is a multiple of 2 with the position to the left of the decimal the unit position. In the decimal system, there are ten numerals, 0 through 9 . In the binary system, only the numerals 0 and 1 are used. The binary number 10110 is 22 in decimal. To convert a binary number to decimal, we add the places that contain a 1 and ignore the place values where there is a zero.

2631
84268421
00010110
In our example, 10110 , there is a 1 in the 16 's column, a 1 in the 4 's column and a 1 in the 2 's column. If we add $16+4+2$, we arrive at 22 , the decimal equivalent of 10110 . Most computers have 8 positions in each memory location. This means that each location can contain a number from 0 to 255 .

The number that is stored in each memory location is called a byte. Each one or zero in the byte is referred to as a bit. The ATARI computer is an 8 -bit computer. There are some 4 -bit and 16 -bit computers also. Each byte can also be divided into two 4 -bit nybbles.

Although it seems confusing at first, using the binary system in computers conserves on space and increases speed. If a switch with ten different settings were used, the computer would first have to determine whether or not the switch was set; and then determine which setting it was pointing to. In binary, there are only two possibilities, a 1 or a 0 . It takes only 8 bits or switches to count to 255 . By adding 8 more, any number up to 65535 can be displayed. Work the following examples to practice converting binary numbers to decimal.

1. 01100001
2. 10110111
3. 11001000
4. 00111001
5. 01110010
6. 00111100
7. 00011110
8. 11011000
9. 01111010
10. 11110001

The decimal equivalents are: $1-97 ; 2-183 ; 3-200 ; 4-57 ; 5-114 ; 6-58 ; 7-30 ; 8-216 ; 9-122$; 10-241

## UNDERSTANDING HEX

Although the binary system increases the computer's speed, most of us cannot readily convert a string of 1 s and 0 s into a number that we can understand. To help us, most programmers and manuals reference the memory locations and the numbers stored in them in hex. The hexadecimal system uses the base 16. The numbers after 9 are represented as the letters A-F. To convert a binary number to hex, we first divide the byte into two nybbles. If, for example, we needed to convert 11001101 into hex, we would divide it into two nybbles: 1100 and 1101. Each nybble consists of four bits. Now we treat each nybble as a separate number. By adding the place values of the first nybble, $8+4$, we get 12 . Twelve is not a one digit number, so we use the letter C. The next nybble is $8+4+1$, or 13 . One number higher than C is D . Our hex number for 11001101 is CD.

Let's try that again with another binary number: 10010111. Divide this 8 -bit number into 2 nybbles: 1001 and 0111 . The first nybble is $8+1$ or 9 , the second is $4+2+1$ or 7 . The hex number for 10010111 is ' 97 '.

There are times when you will want the decimal equivalent to a hex number. When you are
working in BASIC and want to poke a location with a number，both the location and the number that you are poking must be in decimal．Often the manual you are using will provide only the hex addresses to be poked or the hex values that should be entered．To convert a hex number to decimal is fairly easy．Since each number／letter represents a value from one to 15 ，each place value in hex is a multiple of 16 ．If the hex number has only two place，for example，B3，you should multiply the number in the second position from the end by 16 and add the value in the rightmost position． B is equal to 11 decimal， $11 \times 16$ is 176 ．Add 3 and the decimal value of hex B 3 is 179 ． Since the computer can access over 64000 memory locations，the hex number will often contain four places．To convert C253 hex to decimal we would multiply the C（decimal 12）by 4096 ，the 2 by 256 ，the 5 by 16 and add 3 ．

$$
(12 \times 4096)+(2 \times 256)+(5 \times 16)+3=49747
$$

To convert a decimal number to hex，you should divide the number by the largest place value feasible；the quotient is the value for that place．Then divide the remainder by the next place value，and continue until there is a remainder less than 16 ．That number is the last number of the hex number．If，for example，the decimal number is 21013，we would divide the number by 4096. The first or leftmost value of the hex number then is a 5 ．The remainder is 533 ．When this number is divided by 256 ，the next quotient is a 2 with a remainder of 21.21 divided by 16 is 1 with a remainder of 5 ．

Therefore，the hex equivalent of 21013 is 5215 ．

4096 | -----5 | ---2 | --1 |
| ---: | ---: | ---: |
| 21013 | $2 5 6 \longdiv { 5 3 3 }$ | $16) 21$ |
| -20480 | -512 | -16 |
| ----- | ---- | -- |
| 533 | 21 | 5 |

The following program will convert a decimal number to hex or binary，and a binary or hex number to decimal．

## Listing 1－1．Conversions

10 KEM LTSTTNG 1.1
20 FEM BY L，M，SCHKFTBEF FOF TAB BOOKS
30 स゙：M CONUFRSTONS
40 MTM A和（ 8 ）\％WM MOST FOSTTTONS IN A B TNAFY NUMBEF



60 FEM FFTNT ontrym tomake the tow a
no bottom of box．
70 FOSTTTON 6ッ2＊T＂





## Listing 1-1. Conversions (continued from page 3).

```
kerrow to meke left & risht =ides
90 FOSIMTON ByS:? "F|emse amter s selle
ctiom:"
100 ? &T &T " & Mewimel bo Hex"*RE
M एकcTAE
```



```
M esctag
```



```
=ctas
```





```
TNWT NifEM TW0 SFACFS ... 2 escommtrob b
Ack arrow: ... er*se # wrevidum m"#Wer
```



```
OF COFBECT TNFUT
160 ON N 00SUB 200y%00y700y900
170 60T0 %o
190 WEM KOUTTNE:TO CONOWFT MEOTMAL NUM
BEFS MO HEX
```



```
AL_ NUMBEER TO BE:EONUEFTEW TO HEX&" "? "
    NUMBEF CANNOY WXCFEM 6:W3A."
```



```
s
210 ? ? " "TO FXTT THTS FOUTMNE:E GTMFI...Y
```



```
220 TFAFF W0
230 INFUT N
2F0 TF N%6W3% OR NO THEN 2OO
```



```
FOF THE CONUEFSION ROUTTNE
270 F=1:%=4096:NEM F-MS THE HEX FOSTTI
ON ... II IS EOUAL.. TO THE UAL...UE OF THE H:
X FOSTYTON
280 GOSUB 390%FEM USE THE: SUBFOUTTNE T
HAT GETS THE FTEST FOSTTTON
```



```
ON ... X IS THE UALUNE OF THAT FOSTTION
300 G0SUB 390
```



```
ON ... H TS THE VALIUE OF THAT FOSTYTON
320 GOSUB 390
330 F=4:N:=1.
```

```
340 G05UB 400
3WO ? %? "THE HEX EQUTVALNENT OF "夕N夕"
TS 10人和
360 GOTO 210
380 FEM THTS ROUTNNE MOES THE ACTUAL.. ©
ONUEFSTON
```



```
N
400 H=TNT(NL/W) &REM MTUTOE THE NUMBEF
BY THE VAL..UF:OF THF:FOSTTTON
```



```
FOF THE NEXT CONVEFETON
```



```
UFN
```



```
490 REM CONUEFT A MHCOMAL NUMBER TNTO
A BTNAFY NUMBEF ... GTVTWE: THE NUMBEFE BY
    EACH FLLACE: VAl.UE:
GOO ? "JCLEAR}FLEASE ENTER THE WFCTM
AL. NLMBEF TO BF CONUFRTEO TO BTNAEY*"*
? " NUMEFF CANNOT FXCEEW 2W:"
GOF FEM CLEAF SCFE:NN% 2 esomemtrl dowm
s
G10 ? "? "TO EXIT THTG FOUYTVE:E STMFI...Y
```



```
#%0 TFAF 50
G30 TNFUT N
F%O TF N205 OR N<O THEN WOO
G60 NL=N:FEM STORE THE:NUMBER ENTEREW
FOF THE CONUEFSTON FOUTINE
```



```
TION .-. IS EQUAL.. TO THE UAI...UE OF THE
BTNARY FOSTTTON
G80 GOSUB 390%FEM USE THE SUBFOUTTNE T
HAT GETS THE FTHST FOSITTON
```



```
N -- r TS THE UALUE: OF THAT FOSITTON
600 GOSUB 390
6I0 F=3:1%=32:00SUE 390
6%0 F:=4:H=16:005UB 390
630 F:=%:0:% % G0SUB 390
640 F=6:###4%GOSUE 390
6%0 F=7:W:=2:00SUF 390
660 F=:=8:1=1%GOSUE 400
```

Listing 1－1．Conversions（continued from page 5）．

```
670 ? !? "THE ETNAF:Y EQTVAL...#NT OF "方N:
```



```
680 60T0 W10
```



```
UMBEF TO BE:CONUEFTEW TO MNCTMAL." "? "
```



```
710 ? *? "TO EXTT THIS mOUTTNE:E STMFHY
```




```
730 TF A.%:% " " THEN :WO
```



```
STTTONS
7% TF F%A THEN 700
```



```
O THEN 7OO:NEM TNUAL..NX LIETTEF/CHARAGTE:
F
```



```
&EM TF TTGS NOT A LETTEK THEN GFT THE:
    VAILUE:
780 0N F
790 N=C*4096:NEXT M
800 N=N+C*2W6:NNXT W
810 N=N+C*IG%NEXT M
820 N=N+C
830 ? ?'? "THE WWOTMAL FOUTVANENT OF " 人े
A倠名?" 1S "名N
840 60T0 710
900 ? "SClEAFYF'NEASE ENTER THE: BTNAF
Y NUMBER TO BE CONUFFTEW TO MNOMAN.."*
```



```
910 ? %T "TO EXIT FHIS FOUTINE, SIMFMY
    FFESS THE FWTUFN K゙EY*"? *?
920 N=0%TNFUT A生
930 TF A&F:" " ' THEN WO
```



```
SITHONS
95O TF F.% THEN 700
```



```
))
970 IF O% THEN 900&FEM TNOOEWKOT ENTR
Y
```



```
0y1040%1030y1020%1010%1000.990
985 NEXT K
```

```
990 N=C*128%NEXT #
1000 N=N+C*64%NEXT I
1010 N:N+C*S%*NEXT #
1020 N=N+C*16:NEXT #
1030 N=N+C*B?NEXT W
1040 N:=N+C*4%NEXT M
10%0 N=N+C*2*NFXT W
1060 N=N+C
```



```
yA束!? "TS "乡N
1080 60T0 910
1090 FNNL
```

Line 40 sets the string space used for the binary or hex numbers.
Line 50 removes the cursor, clears the screen, changes the color of the background and border to violet, and draws the top and bottom of the box. To use the plot and DRAWTO commands, you must specify the graphics mode. The color 18 is a control R.

Line 70 draws the right and left side of the box for the on-screen display. Use a control Q , shift =, and a control $Z$ for the left side of the box; and a control E , shift $=$, and a control C for the right side. Use a down arrow and a backspace between each character.

Lines 90-130 place the menu on the screen. Keep it neat by using an extra print and a tab in each line.

Line 140 uses the trap command. If a letter or character is entered instead of a number, the program will not crash. The two spaces and backspaces will clear any input that was incorrect.

Line 150 checks the input. If the number entered is incorrect, the program goes back to the previous line and waits for the correct entry.

Line 160 directs the program to the correct routine. The program will return to the menu in line 170 .

Lines 200-210 clear the screen and place the directions on the screen.
Line 220 is another trap. If you enter a letter or simply press the return key, you will return to the main menu. When writing a menu driven program, it is a good idea to give the user a way out in case the wrong selection was made.

Lines 230-250 get the number to be converted and check to make sure that the number is within the specified range. If it is not, the program will go back to the beginning of this routine.

Line 260 stores the number entered in another variable, N 1 . The number in this variable will be converted to a hex number.

Lines 270-340 convert the number into a hex number. The variable P is the position that is being converted. When converting numbers from decimal to hex or binary, we start with the leftmost position and work to the right. The value of the first hex position in a four digit hex number is 4096 . This number is stored in the variable D. The program then uses the subroutine that begins with line 390 to convert the number. Each time we return from this subroutine, the value in $P$ is increased by one to reflect the next place in the number and the value of $D$ changes to the value of the place. In line 340 we GOSUB to line 400 since this is the last or one's position and the value here will most likely be larger than the value of D .

Lines 350-360 display the number entered and its hex equivalent. The program goes back to line 210 and waits for another number or a return.

Lines 390-430 do the actual conversion of a decimal number to hex or binary. First the number is compared to the place value. If the number is less than that value, a zero is stored there. Next the number is divided by the place value. The integer or whole number is stored in the variable H . To get the remainder, we multiply the place value by the whole number and subtract it from the number. The new number or remainder is now stored in N1 and will be used when we continue to convert the number. Line 420 is used for decimal to hex conversions. The number is checked to see if it is greater than a 9. If it is, it must be converted into a letter (A-F). This is done by adding 55 to the number. If the number is less than 10 , that number is placed into the string. In either case, the routine returns to continue the conversion.

Lines 500-680 convert a decimal number to binary. Again, we trap the input so that pressing the return key will return you to the main menu. The number is tested and stored in N1. Lines $570-660$ keep track of which position is being converted and the value of that position. The same subroutine that was used to convert the decimal number to hex is used to convert the decimal number to binary.

Lines 670-680 display the results of the conversion and go back to the beginning of this subroutine.

Lines 700-840 convert a hex number to decimal. This time we are using a string for the input. If the string is empty, the program will go back to the main menu. The program checks the length of $A \$$. If more than 4 letters or numbers have been entered, the program will go back to the beginning of this subroutine. The ASCII value for each number/letter is stored in C. If the value of C is greater than 70 , the letter entered is invalid and the program goes back to the beginning of this subroutine. If it is a valid letter/number, 55 is subtracted from it. If C is less than 10 , that position contains a number and its value is placed in C . If the position contains a letter, the value of that letter is obtained by subtracting 55 from its ASCII value. The value in C is multiplied by the place value of its position and added to any previous conversion value. The new conversion value is stored in N . Once the hex number has been converted into its decimal equivalent, both numbers are displayed on the screen. This subroutine continues until the return key is pressed.

Lines 900-1080 use the same principle to convert a binary number to decimal. Since the program is expecting only 1 s and 0 s , a trap is placed in line 960 for any letter/character. The value of each position is stored in C , one at a time. If this value is greater than 1 , the program returns to the beginning of this module. If C is 1 , the value of that position is added to the value in N . This number will be the decimal equivalent of the binary number.

# Chapter 2 <br> Working with the Display List 

All microcomputers have one thing in common-a CPU or central processing unit. It is the brains or workhorse of the system depending on how you look at it. Whether it is a $6502,8080, \mathrm{Z}-80$, or some other processor, it is what keeps the machine going. The ATARI, however, has three special-purpose LSI (large-scale integrated) chips to take some of the burden off the 6502 . They are called ANTIC, CTIA, and POKEY. This chapter will discuss the purpose of ANTIC and how to make use of its capabilities.

## THE PURPOSE OF ANTIC

ANTIC is a microprocessor that is dedicated to updating the screen display. It is a true microprocessor because it has its own instruction set, a program, and data. It operates simultaneously and in conjunction with the 6502. ANTIC uses the same bus and memory locations that the 6502 does. In order to operate, ANTIC must stop or halt the 6502, get its information, and then let the 6502 continue its work. Both must operate without missing a step.

ANTIC's job is to keep the screen updated with the current information. A television screen is normally updated 60 times a second. Since ANTIC must stop the 6502 each time it does its job, the higher the resolution that is displayed on the screen, the more often the 6502 will be interrupted. If you turn off the ANTIC chip completely, the 6502 will operate at maximum efficiency.

The ATARI computer and many other personal computers like the Apple and the TRS-80 have memory mapped screen displays. This means that the information that you see on the screen is also stored in a specific portion of the computer's memory. The higher the graphics resolution, the more memory is needed to store this information. The upper left corner of the screen is the lowest memory address, and the lower right corner is the highest memory address. The address of each location in between follows the first address sequentially. In most other computers, you have a choice of one or two graphic modes, or text. It is not always possible to mix the types of graphics modes. The ATARI offers 14 different modes with its CTIA graphics chip. Each mode can be displayed individually or mixed with the others. This is the reason for the ANTIC chip. It has its own program just above the memory set aside for the screen. This program is really a list of the graphics modes that we are using in our program. ANTIC checks this list for the mode of the line, and sends this information along with the data that will be displayed on this line to the CTIA
(or GTIA) chip. This chip is the television interface chip. It in turn converts the information that it receives into the signal that we see as a picture or text on the screen. If each line is a different mode, ANTIC tells this to the CTIA (GTIA) chip, and it translates the signal accordingly.

## FINDING THE DISPLAY LIST

Just before the memory set aside for the screen display is the display list that ANTIC uses. The address of the display list is stored at memory locations 560 and 561 . To obtain the address of the display list enter this command.

## PRINT PEEK(560) + PEEK (561) 256

The number that appears on the screen is the starting address of the display list. In graphics mode 0 , the display list is 32 bytes long. To see the list type:

## 10 DLIST $=\operatorname{PEEK}(560)+\operatorname{PEEK}(561) * 256$ <br> 20 FOR X=DLIST TO DLIST + 31:? PEEK(X):NEXT X

Your list should look like:

## 112

112
112
66
64 may
156 differ
2 -
2 -
2 - (23 twos)
2 -
2 -
65
32 may
156 differ
Before interpretting the display list, you must understand your screen. If you look very closely at the screen, you will see that each character is made up of tiny dots. The picture that you see on the screen is actually many rows of dots stacked from the top of the screen to the bottom of the screen. You do not actually see the complete picture on the screen. The parts of the picture that are above, below, or to the sides of the screen are called overscan. The picture that is transmitted from the networks contains information on the lines above the actual picture. You never see this information because it is in the overscan area.

Now look at the display list again. The first three numbers tell ANTIC to display three blank lines that are 8 rows high. This makes sure that the text or picture will be on the screen and not in the overscan area.

The next number, 66 , is a two part instruction. A 64 tells ANTIC that the following two bytes contain the address of the beginning of the screen display area. The 2 added to the 64 is the ANTIC mode of the first line of the screen. Any number from 2 to 15 can be added to the 64 . The number added is always ANTIC's value for the graphics mode. We will discuss the fourteen
graphics modes and their ANTIC values later in this chapter. For now, your screen is in graphics mode 0 , which is ANTIC mode 2.

If you multiply the sixth number in the display list by 256 and add the fifth number of the display list, you would know the exact memory location of the first location in the first line on the screen, or position 0,0 . If you poked this location or any location after this one with a value, you would see characters on your screen. This is a memory mapped screen display. The contents of the memory locations set aside for the screen are visible on the screen. When you use the locate command in BASIC and you tell the computer LOCATE 5,6,B, the computer calculates the memory location of the fifth column and the sixth row based on the mode that we are using and sets the variable $B$ to the value in that memory location. If your screen display begins at memory location 40000 ( 40 K system), and you are in graphics 0 , you can use the locate command to find out what is stored on the screen at any location. The command in this example is LOCATE $5,6, B$. The computer multiplies the row number by the number of characters in the row, in this case 40 , and adds the column number: 6 times 40 plus 5 equals 245 . This number is added to the first memory location for the screen. The computer examines that memory location and changes the value found there to ATASCII. This value is stored in B, and the computer can tell you the value of location. Now that you know how it's done, you can use either the locate command, or the peek function for yourself.

Going back to the list of numbers that make up the display list, you see that there is a string of 23 twos before you come to any other numbers. In graphics mode 0 , there are 24 rows on the screen. ANTIC knows from the display list that the first row is in graphics mode 0 . It also knows where the beginning of the screen display is. The next 23 numbers tell ANTIC that the next 23 rows will all be in graphics mode 0 or ANTIC mode 2 . The next number after all the twos is a 65 . This again is a two part instruction. The 64 tells ANTIC that there is an address in the next two bytes that it should jump to, and the 1 tells ANTIC to wait for a vertical blank before jumping.

When the last number in this list is multiplied by 256 and then the number just before it is added to this product, the total is equal to the beginning address for this display list. Thus ANTIC will repeat these same instructions over and over again until they are changed. It will start at the beginning of the display list, look at the mode the first line is in, take the information from the screen display area, and transfer this information to the CTIA chip for the actual screen display. It goes to the next line, looks at the mode, gets the next lines information, and transfers it. The process is repeated until it reaches the 66 , where it waits for a signal called a vertical blank and goes back to the beginning of the display list.

What's a vertical blank? The picture that you see on your television screen, whether it's generated by a computer or comes from the main television station, is "painted" on your screen line by line. A beam called a raster scan starts at the left side of the screen (as you look at it), and paints a picture by turning on the correct color beams in that row. When it reaches the end of the row, the beam shuts off, retraces the line, steps down a row, and turns itself back on to paint another line on the screen. The line that has been painted is called a horizontal scan line. The time that the beam is shut off to retrace the line is called a horizontal blank. When the beam reaches the last row on the screen, it not only has to come back to the left side of the screen, but also has to go back to the top of the screen. This period of time, while the beam is shut off and going back to the top side of the screen, is called the vertical blank. If the computer was not synchronized with the television, the display would appear jittery and distorted. By waiting for the vertical blank before beginning the display list again, ANTIC is sure that the display will appear correctly on the screen.

## ANTIC'S INSTRUCTION SET

Looking at the display list again, you see that ANTIC does have a set of instructions that it follows. A blank line can be inserted anywhere in the display list. This blank line can be from one to eight pixels tall. In the display list, the first three numbers were $112,112,112$. In hex this translates to 70, 70, 70. When you want to tell ANTIC to send a blank line, you use an instruction that only uses the left nybble of the byte. Table 2-1 shows the values used to issue a blank line from one to eight pixels high.

ANTIC is also capable of jumping. At the end of the display list, it has the instruction 65. In a jump instruction, the second nybble of the byte is always set to 1 . The first nybble can be either 0 or 4 hex. If the instruction is 1, ANTIC will jump to the address indicated in the next two bytes, and continue there. If the instruction is 65 or 41 hex, ANTIC will wait for the vertical blank before jumping. The jump instruction, 1 , is used when the display list must cross a 1 K boundary in memory. ANTIC cannot calculate past 255 , so it must be told to jump to the next location. This jump should be placed just before the boundary. The two bytes after the jump instruction should contain the low order and then the high order address of the location that ANTIC should jump to.

ANTIC also has display instructions. This time the instruction byte is divided into its individual bits. The last four bits of this byte tell ANTIC which display mode to use. ANTIC's display modes are 2-15. If bit 4 is set to 1 , then ANTIC can do a horizontal scroll. If it is 0 , it cannot. Bit 5 is set to enable the vertical scroll and when bit 6 is set, ANTIC will use the next two bytes as the beginning of the screen memory. See Fig. 2-1.

## COMBINING GRAPHICS MODES

Looking at the ATARI manual, you see that there are eight graphics modes, one for normal text, two for color text, and five for graphics. Yet, looking at ANTIC's instruction set, you can see that there are fourteen different modes. Six of these modes cannot be accessed by BASIC with the graphics command. They can, however, be used with BASIC when you create your own display lists.

Combining the different graphics modes and creating your own display list takes a little imagination and the ability to add to 192 . Why 192? Think back to the television screen and the horizontal scan. The beam that paints a picture on the screen does so row by row. Every row is the same height. Therefore, every picture has the same number of scan lines. When you count the number of pixels used in a character in graphics mode 0 , you see that the character stands 8 pixels or rows high. There are 24 rows in mode $0.24 \times 8=192$. Multiply the number of rows for any other mode time the number of pixels used in one row. The answer will always be 192. Therefore,

Table 2-1. Values to Issue Blank Lines.

| blank <br> lines | hex <br> value | decimal <br> value |
| :---: | :---: | :---: |
| 1 | 00 | 0 |
| 2 | 10 | 16 |
| 3 | 20 | 32 |
| 4 | 30 | 48 |
| 5 | 40 | 64 |
| 6 | 50 | 80 |
| 7 | 60 | 96 |
| 8 | 70 | 112 |


when you create a new display list，you want the number of rows used in each of the modes to total 192.

To create a multi－mode screen，you must first decide what you want your screen or display to look like；which graphics modes are best suited for the display；and how you want to organize the general layout of the screen．Once you decide how the screen should look，you are ready to create a new display list．As an example you are writing a program that involves some text，some prompting from the program，and a score that is kept on the screen．The main part of the program will be done in graphics mode 7．The first thing that you have to decide is how many lines you need for the text．This program will only need two lines for text：one line at the top and one line near the bottom．This leaves the rest of the screen for the graphics．In a full screen（no text window）， graphics mode 7 has 96 rows，each 2 pixels high $(96 \times 2=192)$ ．For this program you will use graphics mode 2 at the top and graphics mode 1 near the bottom．To calculate the number of rows that will be in graphics mode 7 ，you must first determine the number of rows of pixels the other two modes will use．The characters in graphics mode 2 are 16 rows high．The characters in graphics mode 1 are only 8 rows high．This means that 24 rows of the screen will be used by these two modes $(8+16=24)$ ．By subtracting this number from 192 ，you can calculate that there are 168 rows left for graphics mode $7(192-24=168)$ ．Since each row of graphics mode 7 uses two rows of pixels，there will be 84 rows of graphics mode 7 on the screen（168／2＝84）．The following program，which draws a baseball diamond，creates a new display list for your program．

## Listing 2－1．Mixed Modes Program

10 FEM LTSTTNG2． 120 FEM MIXED MOOES30 FEM BY L．M，SCHRETBEF FOF TAB BOOKS1982FUTEF SET XISFMAY 1 IST FOF OFAFHTCSWTTH NO TEXT WTNDOW


N THE SHACOW FOF ANTTCS'S STATE:

ISFLAY LIST CHANGES
80 FOKE WISTHZックロFEM MAK゙: THE: FIFST

## Listing 2-1. Mixed Modes Program (continued from page 13).

```
I..INF:.: GFAFHTCS2
```



```
    ROW GFAMFWTCS 1
```




```
120 FOKE OUST+92yFFEK(%GI)
IBO FOKE WFOyNTICOREM TUFN ANTHC BACK
    ON TO IT S FFEUNOUS कTATE
```



```
*256
```



```
FEN FAFENTHESTS ... FTFST ONL...Y
160 BOTTOM=MEMORY+2
1.70 FOF X:EOTTOM TO BOTTOM+1FN(M&) w.w.#
```



```
)):NEXT X
```



```
CHARACTEFS ARE INUFFSE
1.90 BOTTOM=83*4O+MEMORY+?2
```




```
)) :NN:XT X
210 COLOR I:FIOT O&I:ONAWTO 60y40:DFAW
T0 0.80&FLOT 1.:%y0:MKAWTO 99.39:DRAWTO
    159.79
250 60T0 250
```

Line 40 sets $\mathrm{M} \$$ to 20 . This string will be used to store the characters for the message that will appear, on the screen. The graphics mode is set to 23 , which is graphics mode 7 without the text window. Of the three modes that will be used, graphics 7 mode uses the most memory, so it is advantageous to set the mode to 7 . The computer will calculate the amount of screen memory needed and move the display list above it. This leaves you with less to figure out.

Line 50 finds the address for the beginning of the display list.
Line 60 stores ANTIC's state in the variable ANTIC. The value in this memory location varies depending on what control the program will have. It determines the width of the playfield and the resolution of players and missiles, and enables the use of player/missile graphics.

Line 70 turns off ANTIC while the display list is changed. If ANTIC was left on, it would be using the values in the display list while it was being changed. This could cause the program to crash.

Line 80 changes the first row on the screen from graphics mode 7 to graphics mode 2 . Remember, you must add the display instruction to the graphics mode in this location.

Line 90 changes the last row on the screen to graphics mode 1 . You must add 89 to the display
list to arrive at the position of the last row of the screen in the display list 89 is obtained in the following manner:

1. The total number of rows on the screen, calculated in terms of graphics mode 7 , are tabulated. This number is 96 . (Each row is two pixels high.)
2. The total number of rows, calculated in terms of graphics mode 7 , done in modes 1 and 2 are calculated. Row 1, which is in mode 2, is 16 pixels or 8 mode- 7 rows high. The last row, which is in mode 1 , is 8 pixels or 4 mode- 7 rows high. The total $(8+4)$ is 12 .
3. The 12 from item number two is subtracted from the 96 obtained in item one: $96-12=84$. These are rows $0-83$ in terms of graphics mode 7 . We know that the first three bytes of the display list (0-2) are for the overscan. The fourth byte (3) sets the first row on the screen, and the next two bytes ( 4 and 5 ) indicate the memory location of the screen. $83+5=88-$ therefore the 89th row in the display list is set for graphics mode 1.
Lines 100-120 move the jump and the address of the beginning of the display list into the correct position.

Line 130 turns ANTIC back on to its previous state. Now it can execute the new display list.
Line 140 finds the location of the screen memory in the display list and stores it in the variable MEMORY. We will use this value when we display the message on the screen.

Line 150 places the message in $\mathrm{M} \$$. The first open parenthesis is in inverse video. If you have been replacing the character set in your ATARI with a new character set in RAM, you have probably discovered that the character set does not follow its ATASCII or decimal values. Because we have set the graphics mode to 7 , the computer will not print a message as such on the screen. Graphics mode 7 means: "use only two bits from every byte; add four 2-bit combinations together and store them in a memory location on the screen." If we told the computer to PRINT"PRESS" on the screen, it would use only the last two bits of each letter between the quotation marks. The PRES would be combined for one character, the $S$ would be the second. The character on the screen would be the character that was in that location of the ATARI character set. In the next chapter we will redesign a character set.

Line 160 stores the value of MEMORY +2 in the temporary variable BOTTOM.
Line 170 is a for . . . next loop that pokes each character of $\mathrm{M} \$$ into the memory that is reserved for the screen. Now the ATASCII value of each character of $\mathrm{M} \$$ is stored directly on the screen.

Line 180 stores a new message in $\mathrm{M} \$$. This is the message that will appear on the bottom of the screen. Once again, the message that appears on the screen is not the same as the characters between the quotes.

Line 190 calculates the memory location of the last row on the screen.
Line 200 pokes this message directly into the screen memory.
Line 210 draws the diamond on the screen. This can be done with the simple plot and DRAWTO commands. Notice that the position PLOT 0,1 is actually the center of the screen rather than the left side. All the positions are shifted over by 80 . This often happens when different modes are mixed. Our first row on the screen is in graphics mode 2. ANTIC took the first 80 bytes for this row because it was set for graphics mode 7 which uses 4 bytes for every location on the screen. It knew, though, that graphics mode 2 only needed 20 locations on the screen ( $20 \times 4=80$ ). Graphics mode 7 uses 160 bytes for every line. The next 160 bytes are displayed on the next row on the screen. The computer thinks that the first 80 bytes belong to the previous row. When the computer calculates the memory position for PLOT 0,1 , though, it does not look at the display list to see if any of the rows have more or less bytes in them than the present mode
calls for. It simply multiplies the row number by the number of bytes in a row. Because this is a graphics mode, before it adds the column, it divides by the number of bytes used to display one byte (in this mode, 4) and then adds the column divided by 4 . Every row on the screen will be off center because of this method of calculation.

Line 250 loops back on itself. You can stop this program by pressing the system reset key.

## THE FOURTEEN MODES

One of the features of the ATARI that has not been widely publicized is that the number of graphics modes is not 9 but 14 with the CTIA chip. When we are working with BASIC, we have 9 choices, Graphics modes $0-8$. Graphics mode 9-11 are reserved for the GTIA chip. Any other number will give us an error message. However, when we work directly with the display list, we learn that ANTIC will set the screen for any graphics mode from ANTIC 2 to ANTIC 15. Table 2-2 shows us the different modes and the unique features of each mode. ANTIC modes 2-7 are all text modes. ANTIC modes 8-F are graphics modes. ANTIC gives you three additional text modes and two additional graphic modes.

## TEXT MODES

There are two 2-color text modes available: the standard text mode referred to as Graphics mode 0 , and ANTIC mode 3 . ANTIC mode 3 has ten scan lines or rows for each character. This feature allows for true descenders on the letters $q, y, p, j$ and for subscripts and superscripts. Because each line in this mode uses ten scan lines or rows on the screen, the display will be two rows shorter than a normal display $(10 \times 19=190)$ or eight rows longer $(10 \times 20=200)$.

When you redefine a character set for use in this mode, you do not need to add two blank bytes either before the character or after it. When the computer reads the bytes for the characters from the character set, it will add the two blank bytes automatically to the character. For all the characters, numbers, and uppercase letters, the two blank bytes will be added to the bottom of the letter. Lowercase letters are treated differently. The computer takes the first and second byte of the character and places it in the ninth and tenth row of the character on the screen. It places 2 blank lines in the first and second row and then places the rest of the bytes in the correct position. This can cause some problems if you are using this mode with the character set in ROM.

In the following program, the display list will be changed to use ANTIC 3. A message will be printed on the screen using the character set from ROM. Notice the distortion in the letters $1, \mathrm{j}$, and k . There is no distortion in any of the capital letters, numbers, or graphics because they are not the last 32 characters/letters of the character set.

| value in two <br> bits of <br> graphic byte | color <br> register | Fig. 2-2. Color register codes. |
| :---: | :---: | :--- |
| 00 | 0 (background) |  |
| 01 | 1 |  |
| 10 | 2 | 3 |
| 11 | 3 |  |

10 FEM 1 TETJNO2．
20 REM ANTTC 3
30 KEM BY … M －SCHFWTEFF FOF TAB BOOKS

א゙k LI Mm Na OO Fw Qo Fir se Tt Un UV W

 ：FFFK（5G9）：FEM GET THE UALUE TN THE SH ATOW FOR ANTHCS＇S STATE
60 FOKE WW9yO F FEM SHUT OFF ANTTC FOF TSFI．AY TST CHANGES
70 FOKE WITST＋3， 67 ：KEM MAKE THE FIFST LTNE：ANTTC 3
 ＊FEM CHANGE $1 . \mathrm{TST}$ FOR ANTC 3
90 FOKE MLTST＋2Gy 6 ：FEM MOUE THE JUMF


120 FOKE FE9yANTTC：FEM TURN ANTIC BACK
ON TO IT：S FREUTOUS STATE

HARACTEF SET こK BEFOREENE OF MEMOKY … STORE UALUE IN NE
 ABACTER SET TN FOM


 160 FOR X WH TO THナ ：FOKE NByFEFK゙（X）：N


 X）：NB＝NB＋I NEXT X：TH：TH＋8：X＝TH：NEXT LE
 $B=N E+1$ NEXT X OTH：X \＆FEM SAME：
190 FOR 1 CO2e TO 6A5FOKE NByFEEK゙（X＋7）：


 OKE NE，FEEK（X）\＆NB＝NB＋1：NEXT X：THWX：NEX T

TO TH＋6：FOKE NByFEFK（X）：NB：NB＋N：NEXT


## Listing 2－2．ANTIC 3 （continued from page 17）

```
20 FOK LOC=SI TO 90%FOF X=WH YO TH+7:F
OKE NByFEEK(X) &NB:=NB+1,NN:XT X:TH:X:NEX
T LCOFEM SAME
```




```
(X)命E=NB+1:NEXT X:TH=TH+Q:X=TH
240 NEXT I..C
250 FOF X:WH TO TH+7%FOKE NB,FEWK゙:(X):N
B=NB+I:NEXY X:TH:=X:FE:M SAME:
260 FOKE NEyFWFK(X+7):NB:NB+1:FOF X=TH
    TO TH+6:FOKE NByFEFK(X):NB:NB+1:NEXT
X:TH=TH+8:X=TH:FEM F
270 CB=A*2W6+103*8:FOKFECB+1, FFEN゙(CB):
FEM MOUE BYTE MOWN ONE
2BO FOKF CByFFF゙:(CB+7):REM REFEAT LAST
    BYTE:
290 OB=A*2F6+106*8%FOKE CB+1,FFEK(CB):
FEM MOVE BYTE MOWN ONE:
```



```
    BYTE:
```



```
FEM MOVE BYTE MOWN ONE
320 FOKE CB,FWF゙N(C&+7) &FEM FEFFAT LAST
    BYTE:
```



```
KEM MOUE BYTE MOWN ONE:
```



```
    BYTE
```



```
RWM MOUE BYTE OOWN ONE
360 FOKE CByFFFE(CB+7)事EM FEFEAT L..#ST
    BYTE:
370 FOKF%7569A
```

Line 40 is the line that will be printed on the screen．It clears the screen and prints each letter of the alphabet in both upper and lowercase．It also prints some numbers，symbols，and graphics on the screen．

Line 50 stores the beginning location of the display list in DLIST and the display status in ANTIC．

Line 60 shuts off ANTIC so that we can change the display list．
Lines 70－110 change the display list from ANTIC mode 2 to ANTIC mode 3．The jump command is moved up since there will be fewer display lines in this mode．The beginning address of this display list is also moved up．

Line 120 turns ANTIC back on with the same value or status that it had before we changed the display list．

Line 130 subtracts 8 from the amount of memory available in our computer. This value is 2 K less than the amount of memory in our computer. We will leave the top 1 K for the screen display and the display list. The second 1 K will be used for the character set. We will store the actual decimal address in NB.

Line 140 stores the address of the character base in ROM in the variable CB. We also want to store this value in two more variables. Now we can manipulate the address without losing it.

Lines 150-260 move the character set from ROM into RAM. If you look at your screen while the character set is being moved, you will see the distortion in several of the lower case letters. You will also see that the letters with descenders are no different in this mode than they are in mode 0 . Line 150 transfers the characters from the space to the plus sign from ROM into RAM. When we transfer these characters, we want to take the last byte of the character and place it into the first byte for the character in RAM. The rest of the character will remain the same. Now the character will appear one scan line lower on the screen. The next character is the comma. We do not want to move its last byte first because the comma uses its last byte for data. The other characters that we just transferred do not. If we moved the comma the same way that we moved the other characters, the character would be distorted on the screen when it was printed because the data that it needs for the last row would be in the first row. The 13th through 26th characters will move down one scan line when they are moved. What we are doing in these lines is lowering all the characters one scan line so that the lower case characters that use the second byte for data will not be distorted on the screen ( $1, \mathrm{j}, \mathrm{k}, \mathrm{d}, \mathrm{b}, \mathrm{f}, \mathrm{i}, \mathrm{t}$ ). The characters that use the 8 th byte for data, the graphic characters, the comma, and the semicolon are moved into RAM exactly the way they appear in ROM.

Lines 270-330 move the data that is in the first byte for these letters into the second byte and repeat the data from the eighth byte into the first byte. These are the letters that have descenders. By adding one more byte of data to these letters, they will appear on the screen with true descenders.

When the program is finished, move the cursor over some of the letters on the screen. You will see that the uppercase letters are centered and the letters with descenders are aligned with the last two rows of the cursor.

The only letters or characters that place the first two bytes in the last two rows on the screen are the characters from the heart to the end of the character set. By replacing some of the lowercase letters/characters with numbers, you could create superscripts and subscripts. If you are not using any of the lowercase letters, you do not have to transfer the character set the way we did in this program. As long as you are using uppercase letters, numbers, and graphics, you can do a direct transfer of the characters, then create your own characters that would occupy the area normally used for the lower case letters.

## COLOR TEXT MODES

As you can see in Table 2-2, ANTIC modes 6 and 7 correspond to graphics modes 1 and 2. These modes are capable of producing text in four different colors, plus a background color. The difference between these two modes is the size of the characters. Graphics mode 1 characters are just as high as graphics mode 0 characters, but they are twice as wide. Graphics mode 2 characters are both twice as high and twice as wide as graphics mode 0 characters. If you are writing a program where you need colorful letters, numbers, or characters of your own creation, it is much wiser, in terms of memory use to use one of these modes with a redefined character set than to use a higher resolution mode that uses more memory.

Table 2-2. All Display Modes Available with CTIA.


There are two more text modes between graphics mode 0 and graphics mode 1 . These are ANTIC 4 and ANTIC 5. Both of these modes are unique in that they support multicolored text. They can also be used when you want to produce redefined characters that give the illusion of high resolution graphics using only a fraction of the memory.

Normal text cannot be used in either of these modes because unlike graphics modes 1 and 2 , these modes produce both the color and the shape of the character from the data in the character set. Normal text is illegible in these modes. The following program changes the display list to illustrate these ANTIC modes.

## Listing 2-3. ANTIC 4 and 5

```
10 REM L.ESTTNG 2.3
20 FEM ANTHC 4 & %
3O REM BY ... M.SCHFETEER FOR TAB BOOKS
```




```
TNG THE BEGTNNTNG OF THE MTSFI...AY ITST
```



```
M CHANGF THE FTST FOW TO ANTTC 4
```



```
NEXT X:FEM CHANGE ALIN THE ROWS FXCFET
THE FTFST ONE TO ANTTC 4
80 1. TST %FW LTST THTS FFOGRAM ON THE
SCFEEN TO SHOW THE MUNTTCOLOR MONE
90 FOF X=\ TO GOO:NEXT X:FEM WASTE TIM
E
```



```
EM CHMNGE THE FTST WOW TO ANTIC 4
110 FOF X=01. TST+6 TO \MTST+28:FOKE X,G
#N:XT X FFEM CHANGE ALN THE FOWS EXCEFT
    THE: FRGT ONE TO ANTTC:
120 I..ST *FFM I. TST THTS FFOGFAM ON THE
    SCFENN TO SHOW THE MUNTTCOLOE MO#F
```

When this program is run, the listing is shown in vivid yellow and blue. It is nearly impossible to read because the letters blur into each other. ANTIC 5 is nearly the same as ANTIC 4. The only difference is the letters/characters are larger.

If you look again at Table 2-2 you will see that there are four different modes that support four colors, three character colors plus the background color. The fourth mode is sandwiched between graphics modes 7 and 8 . With this mode, ANTIC E, each point on the screen is only one scan line high, but two pixels wide. It's height is half that of a point in graphics mode 7 , but it is just as wide. To use this mode, you would set the screen for graphics mode 8 , then change every row in the display list from 15 to 14 . This is the highest graphics resolution that is available with color.

In this table, you will also see an additional mode for two color graphics. It is located between graphics modes 6 and 7. This ANTIC mode is identical to ANTIC E except for the number of colors that it supports. With this mode, you can only set one color plus the background color.

Graphics mode 8 is listed as a two color mode. In actuality, it is like graphics mode 0 . The second color depends on luminance or brightness rather than being a true second color.

Each of the modes from ANTIC 8-F uses more memory than the text modes. With the text modes, each memory location is one character. If our screen display is 40 characters wide by 24 rows, we are using 960 bytes for the screen display. The size of each character is $8 \times 8$ pixels. Which pixels are on and which are off is determined by the information in the character set. Each character uses 8 bytes of information stored in the character set. If the ATASCII value of the character is less that 128, the character will appear in normal video. If the ATASCII value is greater than 127, that is, if the high order bit is set, the character will appear in inverse video on the screen. The same holds true for ANTIC mode 3.

In graphics modes 1 and 2 , which are both text modes, the character on the screen will be either $8 \times 16$, or $16 \times 16$. Each row on the screen is 20 bytes long. Graphics mode 2 with no text window uses 480 bytes of memory ( $24 \times 20$ ). Graphics mode uses 240 bytes of memory ( $12 \times 20$ ) for the screen display. Both of these modes use only the last 6 bits of the internal value of the character on the screen. The first two bits determine which color is used. This is why only half of the character set can be displayed at one time. (If you have redefined characters, you will know that the order that the characters appear in the ROM character set is not according to their ATASCII value.) By using the first two bits of each byte, the computer can choose one of four colors for the character that will be displayed on the screen.

```
00 (character) = color 0
01 (character) = color 1
10 (character) = color 2
11 (character) = color 3
```

The background color is set with color 4.
The nontext modes do not follow this pattern. Graphics modes $3,5,7$, and ANTIC mode E are four color modes. The character blocks on the screen can be one of three colors, the background is the fourth color. Each point that appears on the screen is not a byte. It is, rather, part of a byte. All the modes that are not text modes use only one or two bits per byte to determine the color that will appear on the screen.

Graphics mode 3 displays 10 bytes in each row. With no text window there are 24 rows. 240 $(10 \times 24)$ bytes of memory are used for screen display in this mode. Let's say that we tell the computer to plot a point on the screen in position 0,0 . We want the point to appear orange, so we will use COLOR1. The computer will determine where in memory the first byte of the screen is located. This address is found in the display list. When the computer looks at the value of this byte, it should see 00000000 because there is nothing on the screen in this location or the next three locations. After the orange point is on the screen, the value of this byte of memory will be 64. The binary value of this memory byte is 01000000 . The first two bits now tell the computer to use the color in color register 1. The next three positions are left empty. If we wanted to use green, the color in the second color register, the value of this memory byte would be 128 decimal, or 10000000 binary. When a color is plotted in the next position, the computer changes the values in the next two bits of the memory byte. Refer to Fig. 2-2 for the color values and to Fig. 2-3 for a sample point.

Graphics modes 5 and 7 are nearly the same. Graphics mode 5 uses 20 bytes in each row, and graphics mode 7 uses 40 . Because of the way that the ATARI stores the color information, only three colors plus a background color can be displayed in these modes. If the computer used 4 bits per byte to display color, we could have 16 colors on the screen. Of course, the computer would need twice as much memory for the screen display.

The number of pixel rows per graphic row will depend on which mode we have chosen. Graphics mode 3 is 8 pixels high, Graphics mode 5 is 4 , and graphics mode 7 is 2 . ANTIC E also displays three colors plus the background color. It uses one row of pixels per row.

Graphics modes 4 and 6 can display only one color in addition to the background color. Each bit in the byte of memory on the screen determines whether or not that point will be on. If there is a 1 , the color in color register 0 will appear on the screen. If there is a 0 , that point will appear blank. Mode 4 is the same resolution as mode 5 , but because each memory byte in mode 4

represents one point on the screen, it uses half as much memory for screen display as mode 5 . Graphics mode 4 displays 10 bytes in every row on the screen. Each point is 4 pixels high. Graphics mode 6 uses 20 bytes in each row. Each point is 2 pixels high. The ANTIC mode C also displays one color plus the background color. It displays 20 bytes in each row. Each row is one pixel high.

Each of the graphics modes described above is as many pixels wide as it is high. Each point appears as a square on the screen. The two ANTIC modes are both two pixels wide, but only one pixel or scan line high.

Graphics mode 8 is the only mode where each pixel can be individually controlled. Each row on the screen is 40 bytes. Each bit of each byte controls one pixel on the screen. If the bit is a 1 , the pixel will be on. If it is a 0 , it will be off. Unfortunately, the color of the on pixel is set by the luminance or brightness of the color in color register 1, but the actual color is the same as the background color. Graphics 8 uses the same amount of memory as ANTIC E.

Remember the first program in this chapter where we poked values onto the screen? The computer thought that we were in a graphics mode. Each character that it was given to print on the screen was treated as a graphics character. That is, it took the last two bits of the character and stored them in a byte for the screen display. It took the last two bits of the next character and stored them in the next two bits of the memory byte. By poking the data directly into the screen memory, we were able to trick the computer into printing the characters that we wanted on the screen. The characters also had to be the hardware value for the characters that we wanted displayed rather than the ATASCII value. We will go into the differences between the hardware value of a character and its ATASCII values in Chapter 12.

Listing 2-4. Color Artifacting

```
10 हEM LTETTNO -. 4
2O FWMOOLOR AETIFACTING
30 FEM BY N, M, SCHFETBEF FOF TAB BOOKS
40 कNAFHTUS 8
```




Listing 2-4. Color Artifacting (continued from page 23).

```
70 X=6
```



```
+Xy I. 4
90 TF FEEN(OLTST+X)=CTHEN FOKE: MLIST+
XyC-1.
100 X=X+1%NW X2200 THEN 120
110 00T0 80
12O COLOR 1*FOR R=0 TO 9*FOR C=O TO 1.
9%FIOT C,F%NEXT C&NEXT R
130 COLOR 1,FOF F=10 TO 1.9:WOF C=1 TO
159 STEF %*F゙NOT C,F%NFXT C*NEXT R
140 FOF F=20 TO 29*FOR O=0 ro 1w8 STEF
    2%FOT C,F&NEXT C*NFXT R
1.:O STOF
```

This program changes the display list to ANTIC E. Using only one color register, it paints different colors on the screen.

## Chapter 3

## Graphics

Once we have decided on which mode or modes we will be using for our program, we can decide whether or not the standard character set will be suitable for our program. If it is, we can start working on the program. More than likely, if we have a particular design to our program, we will want to construct our own character set. We may want to redesign all the letters for special effects, or we may just want to recreate a few of the graphics characters for our particular application. Before we can redesign the characters, we must understand the size and structure of the character set.

## CHARACTER SET MAKE-UP

As we determined in the previous chapter, each character in graphics 0 is 8 pixels or one byte wide and 8 rows or bytes high. The information to create one character on the screen occupies 8 bytes in the character set. The entire character set uses 1 K or 1024 bytes of memory. This information is stored in ROM beginning with location 57344.

The characters in the character set are not in ATASCII order. In order to implement the color text modes (graphics modes 2 and 3), ATARI chose to change the order of the characters. On any computer, the ASCII value of A is 65 . This is true on the ATARI computer. The change occurs internally. When the character set is stored in ROM, the first character is the space. It is followed by the exclamation point, quotation marks, etc. These hold the ATASCII values 32,33,34. What has happened is that the characters from $32-95$ have been shifted up. These are the numbers, symbols, and uppercase letters. The graphic characters which appear to occupy the first 32 positions in the character set are moved to the area just past the uppercase letters and just before the lowercase letters as shown in Table 3-1. Now when you work in graphics modes 1 or 2 , you can select either uppercase letters with numbers and symbols, or lowercase letters with graphics.

Each character in the character set uses 8 bytes. To find the set of bytes for a particular character, we multiply its place in the character set by 8 and add the product to 57344. Let's look at the construction of the exclamation point. It is the second character in the character set, but since the first character is in the zero position, the exclamation point's place is 1 . $1 \times 8+57344=57352$. The data to place an exclamation point on the screen begins in this memory location. Use the following program to PEEK at this information.

## Listing 3-1. Data for Exclamation Point

10 FEM 1 ISTTNG 3.1
20 FEM MATA FOR FXCIAMATION FOTNT
30 KEM BY LINDA M, SCHRETBEF FOF TAE B
$00<8$

CHABACTER SET IN FOM
 OF THE CHAFACTER BY B ANO AOM THE BEG INNTNG AOMFES OF CHARACTEF SET

 ATION
80 ? FFEK (X): REM FFINT THE TNWFMATON
90 NEXY X
The following number should appear on your screen:

## 0

24
24
24
24

24
0
This information determines which pixels will be turned on to form the exclamation point as shown in Fig. 3-1.

Because the character set is located in ROM, it is fixed. This character set cannot be changed. But . . . there is a pointer in RAM that tells the computer where the character set begins (location 756 decimal). By changing the value of this location, we can point to a new character set-one that we have created and stored in RAM. The only limitation we have is that the character set must begin on an even 1 K boundary if we are using 1024 bytes or the entire character set. It must begin on an even $1 / 2 \mathrm{~K}$ boundary if we are using the color text modes. The color text modes display only half of the character set at a time, so we do not need the entire character set in RAM. The character set developed and stored in RAM can be placed in any convenient location. Of course, it should not be in the way of the screen display, display list, or BASIC program. The best place for it is just before the display list. This way it is high enough in memory to be out of the way of our program, but it will not interfere with the screen in any way.

## RESTRUCTURING THE SET

There are several programs on the market today to help you restructure or edit your character set. What these programs essentially do is move the character set from ROM into RAM, then display the character that you want to edit in a large form on the screen. You turn on or

| decimal <br> code | character |
| :---: | :---: |
| 32 |  |
| 33 | space |
| 34 | $\vdots$ |
| 35 | $\#$ |
| $\vdots$ | $\vdots$ |
| $\vdots$ | $\vdots$ |
| 65 | $\dot{a}$ |
| 67 | B |
| $\vdots$ | $\vdots$ |
| $\vdots$ | $\vdots$ |
| 0 | (cntl , ) |
| 1 | (contl A) |
| 2 | (cntl B) |
| $\vdots$ | $\vdots$ |
| 9 | $\vdots$ |
| 98 | $a$ |
| 99 | b |

Table 3-1. Position of Characters in Character Set.
off the pixels that make up the character. When you are satisfied with the character, you can store it in the character set. When you are finished creating new characters, you can store the new character set on disk or cassette.

Another way to create a new character set is to move the character set into RAM, design your new characters on graph paper, set the decimal value of each of the eight rows that make up the character, and then poke these values over that character that you intend to replace.

Obviously, it is much easier to create new characters with the aid of a program than it is with paper and pencil. If you are redesigning most of the characters in the set, you would want to use the first method. To redesign a few characters, you could use the pencil method. The following program will allow you to redesign the character set and save the new character set to disk or cassette. This set can then be used by any BASIC program.


## Listing 3－2．Character Set Editor

```
10 kEM LISTTNG 3.2
20 सEM CHAFACTEF SET EOTTOF
30 REM BY L.. * M SOHFETEWR FOF TMB BOOK`
```



```
) ッF1生(20)
GO MATA !y y | ; , y EWTT,NETETEF
```




```
M BOX
60 GKAFHTCS O&FOKE 7%2y %? "CTFL...# ...
TO ELIT A CHARAGTER"家 "OTRL.. S -.. TO S
TOF EmITM
```




```
Q -... QUIT"
80 F0% X=16 TO 23:W0% C=6 TO 13%FOSITT
ON X,C:? " "NEXT C&NEXT X`FENM MAKE AN
    8×8 WTSFL..AY WTTH CTFL..T
```



```
ION 9yX#? B$%NEXT X
```



```
NEW CHARACTEF SET OK BEFOFF:WNNOM MFM
OFYY
```



```
THE NEW CHAFACTEF SET AMOFESS ANX THE:
FOM AMMFESS
```



```
(B) :NEXT X:FEM MACHTNE L..ANGUAGE SURROU
TINE TO MOUE CHAFACTEF SET
12F MATA 104y162,4y160y0y177y20Fy 1. 45y2
034200,208.249y230.206,230y204y2029208
y24.96"
```



```
NGUAGE FROGFAM WTTH THE USE FUNCTTON
140 FOKE 7W6yA:F゙:M NOW WE:CAN USE THE
SET IN FAM
```




```
CHFi$(X)क*NEXT X
160 FOSITTON 3y,9%FOR X=32 T0 63:? CHE
&(X)乡:NEXT X
170 FOSTTTON 3:2O&FOR X=64 YO 95:? CHF
&(X)\hat{y}\ddaggerNEXT X
180 FOSITTON 3و2I*WOF X=96 TO 124*? CH
```




```
190 OFEN :#Ay4yOy"K゙%" %FEM OFFN K゙EYBOAFO
    FOR A FEEAX
200 FOSITTON 3.16:? "REAOY FOR FWTT
                                    "F=0:X=16%%=6:F%NM FOSTTTO
N OF FTFST CHARACTEF EMTT LETTEFE
```



```
OTO 4OO#FEM EWITT CHAFACTEF
200 IF B=1.% ANX E:=1 YHEN E:=0%GOSUB 800
:GOTO WOO:FEM MONE WTTH THAT CHARACTEF
```



```
CHAFACTEF SET
```




```
AFACTEF SET
2WO TF B=12 ANM F:=0 THEN 1690*REM GFT
NEW CHAKACTEF SET
260 REM USE THE:NNXT W FOF TO EOTT A C
HAFACTEF
```



```
GHT
```



```
EFT
```




```
WN
```



```
E BlT
320 6OTO 210
400 FOSTTTON 3y 16%T "FEESS LFTTWF TO F
```



```
410 IF (B226 लN\ B<32) OR (BP124 ANO B
```



```
HR摂(B):COTO 460
420 TF B%1%7 THEN 4%O
440 FOSTTION &Ny O%? CHF本(B):GOTO 460
4%O FOSITION Gy%7:? "C`ANNOT FOTT THAT
```



```
460 FOSITTON 3,IG:?"
    *&FOSTTTON %y17%?"
    " % IF F==0 THEN 210
470 AS=B:TF BPZ\ ANW BCOG THEN AS=B--32
```

Listing 3-2. Character Set Editor (continued from page 29)

```
\(: 6070490\)
480 IF B 32 THEN AS \(=\mathrm{B}+64\)
490 CF NCBHAS*QRREM FOSTTION OF CHARAC
TER IN CHARACTER SET
```



```
    THE VALUES FOR THE CHARACTER
```



```
+ CV: CU 128
```



```
CU=CV-64
```



```
CU=CV-32
```



```
CU=․․ 16
```



```
\(\nu=0 \mathrm{Cv}\)
```



```
UmCU-A
\(570 \mathrm{CV}(6, \mathrm{Q})=0: 1 \mathrm{FW} \mathrm{CU} 1 \mathrm{THEN} \mathrm{CU}(6,0)=1: \mathrm{C}\)
\(\mathrm{V}=\mathrm{Cu} \mathrm{-}\) ?
\(580 \mathrm{CV}(7, \mathrm{Q})=\mathrm{CU}\)
590 NEXT
```




```
1 THEN FOSITON X+QMyCRE? "
610 NEXT QIRNEXT Q\&OCATE XyOMH\&OCTT
```



```
620 ? "*"
630 TF E= \(=1\) THEN POSTTION 3,16 ? "USE A
REOW KEYS TO ENTT"
640 GOTO 210
```



```
23 THEN X=16
660 GOTO 720
```



```
16 THEN X=23
680 goro 720
```



```
\(<6\) THEN CO. 13
700 Goro 720
710 FOSTTON X,C:? CHRS (CH):C=C+1:TF C
213 THEN C=6
720 LOCATE XyCyCH:FOSTHON XyC:TF CHI
27 THEN ? "*" \(\ddagger\) GOTO 740
```

```
730 ? "*"
740 GOTO 210
7% LOCATE X,CyC2*TF C2%128 THEN CH=20
```



```
760 CH=160*02=[2+128:CU(X-1.6,C-6)=1
770 FOSITTON XyC%? CHF$(C2)%00TO 210
800 FOSTTTON 3y 1.6%T "WWTT FTNTSHEW
" *FEM CHANGE MESSAGF
810 CU=0*B=128*FOK Q=0 T0 7%FOK QN=0 T
O 7%FEM CONUEFY THE: & & O'G TO MECTMAL
820 |F CU(Q1, (%)=1.THFN WU=WU+B
```



```
HFOSTTTON
840 FOKE CW+QyCU*FWM CHANGE THE BYTE I.
N THE CHABACYEF SET
```



```
FOR NEXT BYTE:
```



```
870 EFWNCB%FOSITMON 1. y.10:? " " *RETURN
    #F%M FESET TO CLEAR THE CHARACTER FFO
M SCFEEN
1640 NAM隹:" "%OSTTTON 3,
16;? "ENTEF NAME FOF FTLNE" 夕 = TNFUT NAME
$ $TF NAME:$:=#" THEN 2OO
```




```
AFACTEF BASE
1660 TFAF 1740:0FEN #2y8y0yNAM非:FOR Q=
```



```
    UALUES FOF THE CHAFACTEFSET
1670 FUT :#%yCU:NEXT Q:FENM FUT THE: UAL...U
ES ONTO MISK
1680 Cl_OSE #2:GOTO 200
1690 NAM非:" "$FOSITTON 3%
16:? "ENTFFE NAME:FOF FILE" " : INFUT NAME
```




```
(LEN(NAME&)+Z):=",CHB"*FEM COME FTLEF FO
FE CHAFACTEFE BASE
```




```
UALUES FOF THE CHARACTEF SET
172O FOKE Q,CU#NEXT Q:E゙EM FUT THE: UALUU
```

Listing 3-2. Character Set Editor (continued from page 31)

```
ES ONTO OTSK
1730 CLOSE 栍:G0T0 200
```



```
    EFFOF NUMBEF% & COSE FTINE
1750 TF EF=170 THEN FOSITION 3y 16%" "F
IIEE NOT FOUNI
OO&FEM GTVE FFFOR MESGABF
1760 TF FFF=0.62 THEN FOSITMON 3.16%" "#
ISK FUIIL "$GOTO 1.8
00
1770 TF EF=169 THEN FOSTTTON 3y16:T "#
IFECTORY FULI.... GET NEW MTSK ":GOTO IB
00
1780 FOSTTTON 3.1.6:? "WF:VE GOT A FFOB
LEEM
1800 FOR X=1 TO 100:NEXT X:00TO 200
```

Line 50 is the data needed to draw the box on the screen to show what letter/character is being edited. Be sure that this data line is entered exactly as follows: an exclamation point, a space cntrl-Q cntrl-R cntrl-C, space shift-equals space shift-equals, space cntrl-Z cntrl-R cntrl-Z, space EDIT, LETTER.

Lines 60-70 set the graphics mode to 0 , erase the cursor, and print the control codes on the screen.

Lines $80-90$ print the grid and box on the screen. Use the cntrl-T to make the $8 \times 8$ grid.
Line 100 finds the end of memory and calculates the address that would be 2 K before the end of memory. This leaves 1 K for the character set and 1 K for the screen display and display list.

Line 110 pokes the new character set address and the old character set address into RAM. These two values will be used in the machine language subroutine that moves the character set from ROM into RAM.

Line 120 contains the machine language subroutine to move the character set from ROM into RAM. P1 \$ must be exact if the routine is to work correctly. The data for the subroutine is in line 125. Be sure that these numbers are entered correctly. If they are not, the program will crash.

Line 130 uses the USR function to call the machine language subroutine. The Q is a dummy variable.

Line 140 changes the address of location 756 from the character set in ROM to the character set in RAM.

Lines 150-180 print the entire character set on the screen. In order to print some codes, the escape key must be entered first. When we are printing characters using the CHR $\$$ command, we can issue an escape code by printing $\operatorname{CHR} \$(27)$ just before the character. In this way we can display all the characters in the character set.

Line 190 opens the keyboard for reading. When editing the character set, we will use only one key stroke commands.

Line 200 prints the prompt under the square and grid. There are 15 spaces after the T to clear out any previous message. We will be returning to this line after several of the subroutines in this program. The variable E will be our flag to let the computer know whether or not we are editing a character. When it is set to 0 , we can use the control codes to begin an edit, load a character set, save a character set, or quit. When the E is set to 1 , we can stop an edit or edit a character using the arrow keys. The variable X is the row that the cursor is in on the screen, and C is the column.

Line 210 gets the keystroke from the keyboard and checks it for a control-E. If it is a control-E and we are not in the edit mode, the variable E will change to 1 and the program will go to line 400 .

Line 220 checks the variable B for a control-S. If the program is in the edit mode, and the control-S is pressed, the program will leave the edit mode and go to the routines that will restore the grid and erase the character in the box. The variable E is also reset to 0 .

Line 230 checks for a control-D. When a control-D is pressed and the program is not in the edit mode, the program will save the character set displayed on the screen. This program stores the character set to disk. It can be changed to store the characters to cassette by opening the cassette instead of the disk. You do not need a name for the file if you are using a cassette.

Line 240 will end the program when a control- Q is pressed. Before ending, the program will restore the ROM character set, restore the cursor, and clear the screen. Whenever an alternate character set is used in a program, it is good programming practice to reset the pointer to the ROM character set. Loading a new program with an alternate character set could confuse the next user.

Line 250 will direct the program to the routine that loads a new character set from disk or cassette when a control-L is pressed.

Lines 270-310 will direct the program to the lines that alter the character set when the variable E is set to 1 and an arrow key or space bar is pressed.

Line 320 will loop back to line 210 if the key pressed is not one of the control keys used in this program.

Line 400 begins the edit mode. The prompt under the grid is changed and the program waits for a key to be pressed.

Lines 410-460 check the key that has been pressed. If it is one of the screen function keys, clear screen, line up or down, etc., the program will not allow it to be edited, and will print a message to that effect on the screen. If it is a character that can be edited, it will be printed in the box on the screen.

Lines $470-480$ check the value of $B$ and store the actual location in the character set in variable AS. B is stored in AS before it is checked. There is no else command in ATARI BASIC, so we will store the actual value of $B$ in AS. If it is not a character whose location needs to be changed, AS will be set correctly. If the ATASCII value of the key pressed is greater than 31 and less than 96 , that is any key other than a graphics character or lowercase letter, the program will subtract 32 from B and store it in AS. These are the characters that have been moved up in the actual character set. If the value of $B$ is less than 32 , a graphics character has been entered and the program adds 64 to the value of $B$ and stores it in AS. Remember that the graphics characters are located between the uppercase letters and the lowercase letters in the actual character set.

Line 490 calculates the position of the first byte of the character in the character set. The position of the character that is stored in AS is multiplied by 8 (each character uses 8 bytes) and this value is added to the location of the character set. The variable CP contains the location of the first byte of the character that will be edited.

Lines 500-590 convert the decimal value of each byte into a binary value. Each bit is stored in the array CV. This routine is similar to the routine used in Chapter 1. It takes the decimal value of the byte and compares it to 127 . If the number is greater than 127 , then the first bit is a one. The program subtracts 128 from the value in CV. The next line checks the remaining value to see if the next bit should be set. Each line continues to check the value of CV against the value of that bit less one. We use one less than the actual bit value because if that bit were set, and we subtracted the bit value, the remainder would be zero. There would be no indication that we should get that bit unless the decimal number was larger than the bit value. By using the bit value less one, we will get a remainder of one if the decimal value is equal to or larger than that place value. Every time the program sets a bit to one, it subtracts the value of that place or bit from the decimal value of the byte. This routine is repeated 8 times; once for each byte that makes up the character set.

Lines 600-620 reset the row and column values for the $8 \times 8$ grid and using the values in the array CV, draws the character onto the grid. A control-T is printed. Then the value of CV is checked for a 1 . If that element of the array does contain a 1 , an inverse-video cursor will be printed. Once the entire character has been drawn, the program will use the locate command to find out what has been printed in the upper left corner of the grid. The ATASCII value of this character will be stored in the variable CH . The asterisk will be our cursor while editing. If the character in the upper left corner is in inverse-video, an inverse-video asterisk will be printed there.

Line 630 checks $E$ to see if we are, in fact, in the editing mode. If we are, it prints the prompt on the screen. This routine then goes back to line 210 .

Lines 650-740 move the asterisk cursor in the grid. The character that is stored in CH is printed in the grid where the asterisk is. If we are moving the asterisk to the right (line 650), the variable X is incremented. If we are moving it to the left (line 670), X is decremented. Moving the asterisk up (line 690) decrements C and moving it down (line 710) increments C . After the variable X or C is changed, the program checks it to make sure that it is not beyond the grid area. If it is, the variable is reset to the other side of the grid, giving it a wrap-around feature. Once X or C are correctly set, the program gets the ATASCII value of the character that the asterisk will be replacing and stores it in CH . Once again, if the character was in normal text, an asterisk will be printed. If the character was an inverse-video cursor, an inverse-video asterisk will be printed.

Lines 750-770 change the character in the grid from a ball (cntrl-T) to an inverse-video cursor and back again. When the space bar is pressed, and the program is in the edit mode, it will be directed to this routine. The locate command gets the ATASCII value of the cursor. If it is in inverse-video, then the value of the character that was there will be changed to 20 (cntrl-T), and the asterisk will be reprinted in normal video. Otherwise, the character that was there will be changed to the inverse-video cursor value, and the asterisk will be printed in inverse-video. When the value of CH is changed to 160 , indicating that we are setting that bit, the value in the array CV is changed to 1 for the corresponding bit. When we erase a bit from the screen, the value of the corresponding bit is changed back to 0 .

Lines $800-870$ are used when we are satisfied with the new character that we have just created. The new prompt is printed on the screen, and the values stored in the array CV are converted into decimal. This procedure is simpler than the convert from decimal to binary routine. The variable CV is cleared. This variable contains the decimal value of the character. The variable $B$ is set to 128 - the bit value of the most significant bit in the byte. If the leftmost bit is set to one, this value will be added to CV. Since each bit is half the value of the preceding bit in a byte, we divide B by 2 each time we check the next element of the array. Each time an element
contains a 1, we add the value of B to CV. After we have checked each of the 8 elements of the array that represent the byte, we will have the decimal value of that byte. That value will be poked into the position of that byte in the character set in RAM. The variables CV and B are reset after each byte. Once the entire character has been moved into the character set, it is removed from the box on the screen and the routine returns to the main part of the program. Since the entire character set is displayed on the screen and it is being used for the prompts as well, it would not be wise to change the uppercase letters or the characters that are being used in the editing modes, especially the control-T, unless absolutely necessary.

Lines $1640-1680$ save the character set that we edited to disk. The string variable NAM $\$$ is cleared of the last entry, or garbage that the string contains from the previous program. The name that you want to call this set is placed in NAME\$. If you press the return key without entering a name, the program will return to the menu. All good programs have an abort code that returns you to the menu should you enter a routine by mistake. When you enter the name of the character set, you do not have to enter the D: before the name.

Line 1650 takes the name that you enter and adds the D : before the name. It also appends the name with .CHB. This will separate the character sets from any other programs or files on the disk. The program then opens the file and, using the peek command gets every byte of the character set, and puts in on the disk. When the entire set has been stored on disk, the file is closed. There is a trap set before the file is opened. If the disk or the directory is full, it will be reported on the screen.

Lines 1690-1730 get the character sets that we previously stored on the disk. The string variable NAM\$ is cleared, and the program asks for the name of the character set that you would like to bring in. If you press the return key without entering a name, the program will return to the main menu. Once again, the program will add the D : to the beginning of the character set name, and .CHB to the end of the name. The trap is set, and the program will bring in the character set. This routine can be used in any program to bring in a character set that is stored on disk. Instead of having the program ask for the name of the character set, you could specify it in the program lines. This way, any character set that is designed with this program can be used with any other program. Once the character set has been read in, the program will close the file and return to the menu.

Lines 1740-1800 trap the disk errors. The error number is stored in decimal location 195. By peeking at this location, we can get the number of the error. If the file was not found, the disk is full, or the directory is full, this message will appear on the screen. If any other error caused the program to go to this routine, We've got a problem will be printed on the screen. Normally, every possible error is tested for, but in this case, the error could be 144 , which could be the result of anything from a bad disk to the disk door being left open. In this program, we'll let the user know that something has gone wrong, and then return to the menu.

The character sets created with this program can be used in any program that requires a different character set. It can be used in text mode or the colored text modes. If you have a cassette recorder, change the following lines.

70 change the word disk to cassette
1640 delete the INPUTs
1650 delete
1660 change the OPEN command to OPEN \#7,8,0,"C:"

```
1680 CLOSE #7
1690 delete the INPUT
1700 delete
1710 change the OPEN command to OPEN #7,4,0,"C:"
1730 CLOSE #7
```

Lines 1740-1800 can be deleted or changed for cassette errors: error 143 and error 138.
When using the new character set in another program, calculate the location of the new character set. This will be the first location that the first byte of the character set will be poked in. Always begin the new character set at least 1 K before the display list and the screen display.

## THE INVISIBLE MODES

In the last chapter, we looked at all the modes that are available on the ATARI. Some of these modes are available in BASIC, others can only be accessed by changing the display list. Using the character editor in this chapter, we could reconstruct the lowercase letters for ANTIC 3, save them to disk, then read them in for the program. We would not have to move the character set from ROM. We would have our new set on disk.

Two other modes between graphics mode 0 and graphics mode 1 are ANTIC 4 and ANTIC 5. Both of these modes are text modes, but they support multicolored characters. Each character in these modes is eight pixels wide, but the pixels are turned on or off in pairs. The net effect is that the character is four bits wide.

The color of the character is determined by the bit combination of every pair of bits in the byte. Look at Fig. 3-2. The first bit pair is 11. The pixels that would be turned on for this part of the character would be in the color set by color register 3 (peek 711). The second pair of bits, 01 , will be the color of color register 1 (peek 709). The third bit combination, 10 , will be the color of color register 2 (peek 710). The last bit combination is 00 . This is the background color, the color of register 0 (peek 708).

The characters designed using these modes can be one color, or several colors. In the following program, we will design a screen that uses ANTIC mode 4. It gives the illusion of being graphics mode 7 without the memory consumption.

This type of program is called a simulation. It simulates a simple circuit. When the circuit is complete, the light will light; when it is broken, the light will go out. The bottom of the light and the wire is the same character. The top of the battery and the wire is also the same character. By using two different bit patterns in each of these characters, we can create a two-color character. By using three different bit patterns, we could create a three-color character.


```
Fach wair of mits rewresemts a differemt color
resistter +
```

10 REM LTSTTNG 3.3
20 REM ANTTC \＆… MUNTMOOLOR CHAFACTERS

40 ITM FI非（20）

EW CHARACTEF SET 2K BEFOKE FND OF MEMO FY

HE：NEW CHAFACTEF SET AKOFESS ANOTHEF
OM AMDFESS
 B）＊NEXT X：FFEM MACHTNE LANGUAGE SUBFOUT INE TO MOUE CHARACTEF SET
 39200920892492309206,2309204920292089 242996
 MACHINE LANGUAGE FROGRAM WTTH THE USK FUNOTION

ET THE LOCATTON OF THE：XTSFAAY LTST
 ST LTNE TO ANTTC 4
 FAFHTCS O THE MIST TS उ2 BYTES LONO

TO ANTHC， 4
130 NEXT X
1． 40 FEM CONTROL A … UFFWF $\angle W F T$ CORNEF
150 以АTA $65964 y 64964 y 64964964964$
160 सEM CONTROL B ．．．．TOF $1 . . \mathrm{TNE}$

180 REM CONTROL C ．．．TOF OF BATTEFY
190 0АTA 81 y 17 y 17 y 17 y 170 y 170 y 170 y 170


220 FWM CONTFOI E ．．．．LOWEF KTOHT COFNEF

240 सEM CONTROL F … BOTTOM LINE：
250 DATA $0,0,0,0,0 y 0 y 0 y 85$
260 FEM CONTFOL $G$ … BOTTOM OF BULB

280 下EM CONTFOI．H … BOTTOM IEFT COFNEF

Listing 3－3．Multicolor Characters（continued from page 37）

```
290 [АTA 64y64y64y 64y64y64y64y85
300 REM CONTHOL.. I ... LEEVEFF UF
310 पАTA 0yOy0y2y8y32y,28y0
3O FEM OONTFOL.. J ... L...WEEFFAFTWAY MOWN
330 पАTA 0y0y0y0y10y32y128.0
340 REM CONTROL.. K゙ ... LEUEFF NEAFL...Y MOWN
360 MATA 0,0y0y0y0y10,160y0
370 KEM CONTKOL L...... RTOHT GTMF
380 \IATA 64y64y64y64964y64y64y64
390 REM CONTROL M .-. LFFT STME
400 mATA l.gaglydydydydgd.
4IO FEM CONTROL.. N ... LEVFFE MOWN
420 MATA OyOy0y090,0,0y170
4%O FEM CONTBOL.O -.- BATTEFY BOTYOM
440 MATA 170y170y170y170y170y170y170y1.
7%
4%O FEM OONTFOL...F ... BUNE TOF
```



```
470 FOF X=NCB+6G*8 TO NCB+B1*8-\cdots% %FMM F
TRST BYTE OF CONTROL. A
480 FEAO B%FOKE XッB%NEXT X%FWM FEWFG%G
N CONTROL CHARAOTERS
```



```
EKSET
```






```
G0 TL.:%0%G08UB 600:TL=:%
530 FOSITTON 17%13%T "%.J" %005u8 610%F
EM BRTNG THE SWTTCH MOWN
```




```
%0K゙: 710%1%
W60 TL...=30%605U# 600%TL=:=5
```



```
G05UB 610
G80 FOSTTTON 17,13:T "}.J"$GOSUB 610
F90 FOSTTTON 17%1%%? "%T%"#60T0 5%O
600 IT" FEEK゙(53279)<6 THEN 600
```



```
UFN
```

Line 40 sets P1 for 20 characters．The machine language subroutine to move the character set from ROM into RAM will be placed in this string．

Table 3-2. Machine Language Listing to Move Character Set From ROM to RAM.

| Пewimw بome |  | A\%\%emm 1 | 1..."\%u\%\%e |
| :---: | :---: | :---: | :---: |
| 104 | FI.... |  |  |
|  |  |  | the stwek. |
| $16 \%$ | 1. $11 \times$ | \# 4 | 9\%osd the incer $\times$ with 4 * |
| 4 |  |  |  |
| 1.60 | $1 . .17$ | \#\% | \%oma the inmex $Y$ with o. |
| 0 |  |  |  |
| 1.77 | 1.. 110 | (20\%) \% ${ }^{\text {\% }}$ |  |
| $20 \%$ |  |  | with the contents or the |
|  |  |  | memore lowetion thet is: |
|  |  |  | arrived wt me addims the |
|  |  |  | contents of index $Y$ to |
|  |  |  | the memors locetion |
|  |  |  |  |
|  |  |  | 206. |
| 1. 45 | ¢TA | (203) ${ }^{\text {Y }}$ | gtore the mumber int the |
| 203 |  |  | ecummotor in the |
|  |  |  | कठनess arrived कt bs |
|  |  |  | actins the contemts of |
|  |  |  | the imoser $Y$ with the |
|  |  |  | contemts of lometioms |
|  |  |  | 203-204. |

Table 3－2．Machine Language Listing to Move Character Set From ROM to RAM（continued from page 39）．

| 200 | TNY | \＃Increment the imome $Y$ 。 |
| :---: | :---: | :---: |
| \％e | ENE： | ¢ramen if the indes $Y$ is |
| 249 |  | not o meekwerds 6 metes． |
| $2 \%$ | TNU 206 | शिक one to the mammer im |
| 206 |  | 10¢\％tion 206． |
| 230 | TNO 204 | Я⿵冂 ¢me to the rummet ini |
| 204 |  | 100．tion 204 ＊ |
| 202 | W｜\％ X | Fhemrement the indes X 。 |
| 200 | BN： | \％Bremen if the imome $x$ is |
| 242 |  | mot 0 mackuards 13 metes． |
| 96 | FTS | शरetum to BASTO． |

Line 50 subtracts 8 from the number of pages of RAM in your system．This is 2 K of memory． 1 K is set aside for the screen and display list．The other 1 K is for the character set．We will move it just before the display list．The variable NCB will contain the decimal location of the new character base．

Line 60 stores the location of the new character base and the ROM character base in two temporary locations．These locations will be used by the machine language subroutine．

Line 70 contains the machine language subroutine．The data for the machine language subroutine is in line 75 ．Be sure that all the numbers are entered correctly．

Line 80 uses the USR command to execute the machine language subroutine．See Table 3－2 for the assembly language listing of this routine．

Line 90 calculates the beginning address of the display list by multiplying the value of decimal location 561 by 256 and adding it to 560 ．The address of the display list is always a 2 －byte figure．

Lines 100－130 change the display list from graphics mode 0 （ANTIC 2 ）to ANTIC 4 ．The first line of the screen is combined with a command that tells the CTIA where the first memory location of screen data is．To change this line to ANTIC 4，you must add 3 to the first address of the display list and poke this memory location with 68 ．Since ANTIC 4 uses the same number of lines on the screen as graphics mode 0 ，we know that there are 23 more locations to change from 2 to 4 ． By adding 6 to 28 to the address of the display list，we can change the entire screen from graphics mode 0 to ANTIC 4.

Lines 140－460 contain the data to change the standard graphics characters to the ones that



Fig. 3-3. continued from page 41.
will be used in this program. Each character can be one, two, or three colors depending on which bits are set in each byte. See Fig. 3-3 for a detailed description of each character.

Lines 470-480 read the bytes for each character and poke them into the correct locations.
Line 490 changes the character set used from the one in ROM to the modified one in RAM.
Lines $500-510$ print the diagram on the screen. Each letter in the quotation marks should be entered as a graphics character. Use the control key to enter these characters into the program.

Lines 520-610 make up the body of the program. The variable TL is set to 30 . This value will be used in the timing loop. The program goes to the subroutine in line 600 . Here it waits for the start key to be pressed. The program will continue to loop until the start key is pressed. Once it is pressed, the program will reset the attract mode, and enter the timing loop in line 610. This timing loop is needed to smooth the program. Without it, the computer would read that the start key was pressed before you had a chance to take your finger off the key. After the timing loop, the program returns to the line that it came from. The variable TL is reset to 5 , and the program will lower or raise the lever. Again, be sure that each letter in the quotation marks is entered as a graphics character. We will use the timing loop after each time the lever is drawn. If the lever is being lowered, the light will glow once the connection has been made. If the lever is being raised, the light will go out as soon as the connection is broken.

ANTIC 5 could use the character set that we created in this program. The characters, however, would be 16 scan lines tall instead of the 8 in ANTIC 4 . The display list would be shortened by 12 bytes. The characters drawn with ANTIC 5 would appear to be in graphics mode 5. Again, we can obtain higher resolution graphics without using large amounts of computer memory.

。

# Chapter 4 Principles of Animation 

Good use of graphics will enhance any program. But graphics alone are like cake without icing. We all prefer movies to snapshots. Movies, cartoons, television, and most other forms of entertainment rely heavily on movement along with color, sound, and pictures.

In real life, people, animals, and objects move with a particular rhythm. Any movement that differs from the norm appears unnatural and artificial. Artists try to imitate the natural movements of their characters when they create cartoons. Hundreds of drawings make up one feature length film. Each drawing is slightly different than the last, so that when they are run together, the characters move smoothly across the screen.

Using animation in programs is not difficult, but it does take extra planning to create believable characters that move gracefully on the screen.

## CHARACTERS WITH A PURPOSE

If we had a computer with block graphics, and no way to redefine the character set, we could make a few stick figures and leave the rest to the user's imagination. But, we don't. We can change the characters to create believable figures and characters. We can alter parts of the character so that when it is printed on the screen, we have true animation.

Good graphics and good animation does not come easily. Each character that is drawn on the screen must be carefully thought out. We have several different graphic modes available to us. Before designing the character set, we must decide what type of program we are designing, how much animation or movement will be involved, and how the screen will be laid out for good color and movement.

Once we have decided on the type of program, we can begin to design the characters. By using graph paper, we can set a good idea of what the character will look like on the screen.

The first program that follows uses a very simple form of animation. As the keys 1-8 are pressed, a note floats up from the corresponding pipe and a tone sounds. The note does not appear all at once. Figure 4-1 shows the parts of the note that appear on the screen. Once the entire note is on the screen, it floats to the top of the screen. Four more characters are used to give the illusion of movement on the screen. When the note reaches the top, it does not disappear from the screen all at once. One row of the note is removed at a time until the entire note is gone. As you can see from the drawings, several characters had to be redefined to give the notes the different

| 1 | 1 | 1 | 1 | $1 \times 1$ | 1 | 1 |  |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| 1 | 1 | 1 | 1 | $1 \times 1 \times 1$ | 1 |  |  |
| 1 | 1 | 1 | 1 | $1 \times 1$ | $1 \times$ | 1 |  |
| 1 | 1 | 1 | 1 | $1 \times 1$ | 1 | 1 | 1 |
| 1 | 1 | 1 | $1 \times 1$ | 1 | 1 | 1 |  |
| 1 | $1 \times 1 \times 1$ | $1 \times 1$ | 1 | 1 | 1 |  |  |
| $1 \times 1 \times 1 \times 1 \times$ | $\times 1$ | 1 | 1 | 1 |  |  |  |
| 1 | $1 \times 1 \times 1$ | 1 | 1 | 1 | 1 |  |  |

$!$


## : 1 :


$\%$


:

非

| 1 i i i | 1 X X 1 |
| :---: | :---: |
| $1 \quad 1 \quad 1$ | \| $\times 1 \times 1$ |
| $1 \quad 1$ | \|X1 |
| 1 i i i | \|X1 |
| $1 \times 1 \times 1$ | \|X1 |
| 1X1X:X1X | $1 \times 1$ |
| : $\times 1 \times 1$ | 1 i i |
| 11 | 1 1 |

8


Fig. 4-1. Character set for notes.

)

$+$


| 1 | $1 \times 1 \times 1$ | $1 \times 1$ | 1 | 1 | 1 |
| :---: | :---: | :---: | :---: | :---: | :---: |
| $1 \times 1 \times 1 \times 1 \times$ | 1 |  |  |  |  |
| 1 | $1 \times 1 \times i$ | 1 | 1 | 1 | 1 |
| 1 | 1 |  |  |  |  |
| 1 | 1 | 1 | 1 | 1 | 1 |
| 1 | 1 | 1 |  |  |  |
| 1 | 1 | 1 | 1 | 1 | 1 |
| 1 | 1 | 1 | 1 |  |  |
| 1 | 1 | 1 | 1 | 1 | 1 |
| 1 | 1 | 1 | 1 | 1 | 1 |
| 1 | 1 | 1 |  |  |  |
| 1 | 1 | 1 | 1 | 1 | 1 |
| 1 | 1 | 1 |  |  |  |

* 



Y



Fig. 4-1. continued from page 47.
forms that they need. Each note is just slightly different than the others. This keeps the movement of the notes smooth as they appear and disappear. If the notes were drastically different, their movement would be choppy and artificial looking.

## Listing 4-1. Simple Animation

40 KTM NTF゙：（8）y Fid（20）
 ARACTEF SET 2K BEFOFE：WNO OF MEMORY


OM AnOHFES
 B）\＆NEXT X：FEM MACHTNE L．．．ANGUAGF：SUBFOUT INE TO MOVE CHAFACTEF SET

 242996
 GUAGE FFRGFAM WTTH THE USF FUNCTTON
 EXT X
100 IATA 891291098989049248996

120 TिTA $092,3959 y 106 y 24 y 48$

140 以公 $112 y 192 y 3291698948$ y 112.96

160 MATA $109898 y 104 y 248996 y 090$
170 MATA $898 y 104924896909090$
180 MATA $891049248996 y 0 y 090 y 0$
190 OATA 10492489969090909090
200 MATA 24899690y090y0．000
210 MATA $969090,0 y 0909090$
220 MATA $0,0909090,09098$
230 DATA 0,0909090909892
240 IIATA $0,0909090 y 8 y 12 y 10$

260 WATA $090,0 y 8912 y 1098 y 8$

280 MATA 0， $9,12 y 10 y 89,104928$

W5
 5
 XT MODF：

SETT IN F゙AM
360 F＂天＝9：FOR F＝10 TO 2O＊FOF X＝2 TO 16

## Lisţing 4－1．Simple Animation（continued from page 49）



FEM MAKE THE FTFE SOLIN
 HOLE：
390 NEXT X：NEXT K



OAFLIFOR A KEAK

 FESSEK
 NUMBEF
440 CLOSF：\＃ 4 ：KNM GOT THF：NOTE：


ON THE SCFFFN
 OUNG OF THE NOTE：



GOO NEXT FI BEEM GET THE WHOLE NOTE OUT
510 FOSITTON Xyk ？


THE SCREEN
 NE OF TWO FOSTTTONS
 OTE MTSFI．AY
 NT THE NOTE

 EMEMBER THTS ONE：
GフO NEXY F＇\＆FEM ALI．．．THE WAY UF THE SCRE EN
G80 FOSTTTON XI口O＊ HE NOTE
590 FOR $\mathrm{F}=0$ TO 6：FOSTTMON XIッO＊T $\# 6 \% \mathrm{CH}$

```
K$(38+R)*OOSUB 600%REM MAKE: THE NOTE ...
TSAFFFAに
600 NEXT F
```



```
T
```



```
NI
630 60T0 410
640 ENN
900 FOR T=:= TO 10&NNXT T&RETURN
```

Line 40 dimensions two strings. NTE $\$$ will contain the characters whose ATASCII values represent the tones $\mathrm{C}-\mathrm{C} . \mathrm{P} 1 \$$ will contain the machine language subroutine to move the character set from ROM to RAM.

Line 50 subtracts 2 K from the amount of RAM in the computer. The decimal address of the first location of the character set in RAM is stored in CB.

Line 60 pokes the high order address of the memory location of the RAM character set into 204 and the location of the ROM character set in 206 . These addresses will be used in the machine language subroutine that moves the character set from ROM into RAM.

Line 70 places the machine language subroutine into $\mathrm{P} 1 \$$. The data is read from line 75 and placed in $\mathrm{P} 1 \$$. Be sure that the numbers in the data line are correct.

Line 80 calls the machine language subroutine.
Line 90 reads the data from lines 100-300 and replaces the characters in the character set from the exclamation point to number five. The variable X is first set to 8 . The first 8 locations in the character set (0-7) contain the data for the space. If the information is changed, the screen will not be clear. By adding the value of X to CB, we will change the next 21 characters after the space.

Line 340 begins the program. The graphics mode is set to 17 -large color print with no text window.

Line 350 pokes 756 with the value of A . The variable A contains the high order address of the RAM based character set. By poking this location, you can change the character set.

Lines 360-390 draw the pipes on the screen. To place the air hole in the correct position in each pipe, R2 is set to 9 . When the difference between the pipe's row and its column is equal to R2, the air hole will be drawn instead of the solid pipe. After the air hole is drawn, R 2 is decreased by 1. Each air hole will therefore be slightly lower than the previous one.

Line 400 places one character for each note into NTE\$. Be sure that this line is entered correctly, or you will hear some strange tones. It is - yl control period left bracket $\mathrm{QH} @<$

Line 410 opens the keyboard with the read command.
Line 420 clears location 764 . By setting it to 255 , you guarantee that the next key pressed will be the tone that you want. If you didn't clear it, the last key pressed would be stored in that location. It could be a key that you pressed by accident. Now the program will wait until a key is pressed. The ATASCII value of the key will be stored in the variable C . If the value of C is greater than 127, it means that the inverse key was accidentally pressed. The program subtracts 128 from the value of C to get the correct value of the key pressed. By poking location 694 with a 0 , the inverse flag is reset. The next key pressed will have a value less than 128.

Line 430 checks the value of C to make sure that it is a number between 1 and 8 . If it is not, the program goes back to line 420 to wait for another key value.

Line 440 closes the keyboard.
Line 450 calculates the key that was pressed. Since the ATASCII value of 1 is 49 , we can set the correct value of the number keys by subtracting 48 from C.

Line 460 calculates the column of the pipe that the note will appear above. The pipes are all 2 columns apart. The value of C is multiplied by $2 . \mathrm{R}$ is the row that the note will be printed in.

Line 470 turns on the sound. We use the ASCII of the character located in position C of NTE\$. Remember, C is the key pressed. If a 2 was pressed, the tone would be the ASCII value of a lowercase 1 . This value corresponds to the tone of $D$.

Lines 480-500 print the note above the correct pipe. Each time the note is printed, it is the next note in the sequence of characters that make up the notes. First the tip of the note shows, then a little of the stem, etc., until the entire note appears on the screen. The characters used for the notes come one after another in the character set. By adding the value of R1 to 44 (the character just before the first note), we can print the entire sequence of notes easily.

Line 510 prints the entire note above the correct pipe. The position of this note is stored in the variables X2, R2, and R1. These locations will be used in the next routine.

Lines 520-570 give the illusion that the note is floating to the top of the screen. Each note is printed either in the same column as the pipe, or one column to the right of the pipe. Line 530 chooses either a 0 or a 1 . Add this value to the value of the pipe column $(\mathrm{X})$ in order to calculate the column for the next image of the note. Line 540 chooses one of the five variations that the note can have. The value of N is added to 33 to arrive at the note that will be printed. Line 550 prints the chosen note in the correct column and row. The last note is erased, and the values of the new note are stored in X2 and R2.

Line 580 prints the note one last time before it begins to disappear off the top of the screen.
Lines 590-600 erase the note slowly from the screen. This time the characters that make the note disappear one row at a time will be used. These characters are also placed sequentially in the character set. By adding the value of R to 38 , each character for the note will be printed.

Line 610 erases the last row of the note.
Line 620 turns off the sound.
Line 630 sends the program back to 410 to open the keyboard and wait for another key to be pressed.

Line 800 is the timing routine. The program uses it everytime a note is printed on the screen. Without it, the characters would be printed too fast on the screen.

In the next two programs, the character set for an airplane is redesigned. The plane will travel from right to left across the screen. Listing $4-2$ uses graphics mode 2 without the text window. Listing 4-3 uses the text mode. In both programs, the plane shows some hesitation. The movement is not as smooth as in the previous program. This is because more than one character is moving on the screen at the same time. In the previous program, only one character was moving at any particular time. BASIC was fast enough to erase one character and replace it with a new one. In these programs, the five characters that create the plane are moving at the same time. There are three characters that must be erased while the plane is being drawn in the new position. BASIC is too slow to erase and draw this many characters at one time.

## Listing 4-2. Simple Animation-Second Method

```
10 FEM LISTINE 4.2
20 एEM STMFIE ANTMATTON
30 WEM BY L...#, SCHFETEFR FOF TAB BOOKS
```






```
HE:NEW CHAFACTEFSET AMMFESS ANO THN: F
OM AMMNES
```



```
B) *NEXT X:FWM MACHTNE LANGUAGE SUBFOUT
TNE TO MOUF CHARACTEF SET
```




```
242996
```



```
GuAgE FROGRAM WITH THE USF FUNCTHON
90 FOR X=O TO 63`FEAK C&FOKE CB+XyC:NE
XT X
```



```
110 WATA 0,0,8,11,77.11.g.0
120 MATA OyOyOy11,7y 11.90y0
1.30 mata Oy0y0y0.12y30y30y30
```



```
150 [OTA }30y30,30y30y12,000y
160 MATA 0,6,7y2W4y25%y254y7%6
1.70 GFAFHTCS |%%EM LARGE COLOF TEXT
190 FOKE 7W6yA
```




```
HT TO ...ETV ACROSS THE SOFEEN
```



```
&OTO 23O&FEF USE LONGEST FFOF ONOE OU
T OF" 4
```




```
ST FFOF ONCF OUT OF 4
```




```
240 FOF T:=1 TO 2W%NWXT T
2% NEXT X榇EM OO MLI..THE WAY ACWOSS
260 80T0 1%0
```

| 1 | 1 i |  |  |
| :---: | :---: | :---: | :---: |
| ! | 1 | $1 \times 1$ | i i |
| ! | , | $1 \times 1$ | 1 ' |
| ' | 1 i | $1 \times 1$ | $1 \times 1 \times 1$ |
| 1 | 1 i |  | X $1 \times 1 \times 1$ |
| , | , | $1 \times 1$ | $1 \times 1 \times 1$ |
| ; | 1 | $\|X\|$ | 1 |
| ! | $1 \quad 1$ | $\|X\|$ |  |



II

\%/4
非
8

Fig. 4-2. Character set for airplane.

Line 40 dimensions 4 strings. P1 $\$$ will be used for the machine language subroutine that moves the character set from ROM into RAM. The other three strings will store the characters for the airplane.

Line 50 subtracts 2 K from the amount of RAM in the system. The variable CB will hold the decimal address of the first memory location of the new character set.

Line 60 pokes the address of the new character set into location 204 and the address of the ROM character set into location 206. These two locations are used by the machine language subroutine.

Line 70 places the machine language subroutine in P1\$. Be sure that the data line is entered correctly.

Line 80 sends the program to the machine language subroutine. When the program returns to BASIC, the ROM character set will be in RAM.

Line 90 reads the data in lines 100-160 to change seven characters in the RAM character set. See Fig. 4-2 for the characters that will be replaced.

Line 170 changes the graphics mode to 17 -large color letters with no text window.
Line 180 tells the computer to use the new RAM character set.
Line 190 sets each string so that it will form a particular part of the airplane. The plane uses three rows on the screen. The main body of the plane is stored in PLN $\$$. This is the propeller, the body of the plane and the tail. PN1 $\$$ is the top wing; PN2 $\$$ the bottom. There is one space after the characters in each string. This space is needed to erase the character that was drawn in that position previously.

Lines 200-250 move the airplane across the screen. The variable X is the column that the plane will be drawn in. By starting with 15 and counting backwards to 0 (step -1 ), we will be moving the plane from right to left. Lines 210-220 will determine which propeller to use. One out of every four positions will use the longest propeller. When the variable X divided by 4 is equal to the integer of X divided by 4 , the computer will use the longest propeller, which is a redefined exclamation point. If this propeller is used, the program will be directed to line 230. In line 220, the middle size propeller is placed into the string. It is the redefined quotation mark. Since BASIC will not allow a quotation mark within quotation marks, the ATASCII value must be used for this character. This propeller size will be used twice in every spin. Now the variable $X$ is checked to see the shortest propeller. The longest propeller is used when X can be evenly divided by 4 . The shortest propeller is used when the remainder of $X$ divided by 4 is .5 , or half-way between numbers. When the remainder is .5 , the propeller will be changed to the character that replaces the pound sign. Otherwise, the propeller is already set to the correct length. Line 230 prints the plane in the three rows on the screen. The column is set by the value of X . Line 240 is a short timing loop. Without it, the plane would move too fast across the screen.

Line 260 sends the program back to line 170 to repeat it again and again. To stop this program, press the system reset key.

## Listing 4-3. Animation in the Text Mode

```
10 FEM L.TSTTNG 4.3
2O FEM ANTMATTON INN TEXT MOWF:
```




```
)
```



Listing 4-3. Animation in the Text Mode (continued from page 55)
AFACTEF SET 2K BEFOFE ENX OF MEMORY
60 FOKE 2OAyA:FOKE 2O6y2つA FFEM STOFE T
HE: NEW CHARACTEF SET AOMFESS ANM THE R OM AMMFESS
 B) :NEXT X: FEM MACHINE LANGUAGE SUBFOUT TNE TO MOUE CHAKACTEF SET
 34200 y $2089249,230 y 2069230904920292089$ 242,96
 GUAGE FFOGRAM WTHH THE USF FUNCTION
90 FOR X $=8$ TO 63:FWAOC:FOKE CB+XyC:NE $\times \mathrm{T} \times$

110 आATA 0909891197919890

130 MATA Oy 0 y 0 y y y 2 y 30 y 30 y 30

1 GO MATA $30,30,30 y 30 y 12 y 0,0 y 0$



190 FINN渄"! ! \% \& "

$H T T O \quad N W$ ACFOSS THE SCKEN


* GOTO 23O: FEM USE LONGEST FROF ONOE OU

T OF: 4


ST FROF ONCE OUT OF 4

SEMTCOLON REWUCES FITCKEFTNO
240 FOF T: $=1$ TO 2O:NEXT T
2FO NEXT X \#FEM GO ALI. THE WAY ACFOSS
260 ? " 9 " $\% 0 \mathrm{OO} 200$
This program is essentially the same as the previous one. It is, however, done in the text mode. The two lines that are different are 40 and 190.

Line 40 dimensions two strings. This time PLN\$ is dimensioned to 20 to accommodate the entire plane.

Line 190 stores the entire plane in PLN\$. This string should read-exclamation point, percent sign, escape up-arrow, escape back-arrow, dollar sign, space, escape down-arrow, escape down-arrow, escape back-arrow, escape back-arrow, and sign, space, escape up-arrow, escape

| i i i i i i | O |
| :---: | :---: |
| 1 i i i i ililit | 3 |
|  | 1. |
|  | \% $\%$ |
|  | \%W |
|  | इW |
|  | W世 |
|  | 304 |

\#


| 1 | 1 | 1 | 1 | 1 | 1 | 1 | $:$ | 1 | 1 | 1 | $:$ | 1 | $:$ |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |


$111111.11: 11111111$



! I 1 : :

非

| i i i i i i i | \% |
| :---: | :---: |
| 11.1. i i i i i i | $19 \%$ |
| 11:111: 1 ! i i i | 240 |
|  | \%\% |
|  | W! |
|  | \%. |
|  | \% |
|  | 94 |

## "







 ‘\#! ! ! ! ! !










## *

Fig. 4-3. Character set for carousel.


| 10111 | 1.44 |
| :---: | :---: |
| 1011110: $\quad 1 \quad 1$ | 9 |
| 10111011 $\quad 1 \quad 1$ | 80 |
| 101110:11 i i i | 80 |
| 11101011: i i i | 1.44 |
| 10:1, 110 i i i i | 9. |
|  | 25 |
|  | 25 |


|  |
| :---: |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |




Fig. 4-3. continued from page 57.
back-arrow, apostrophe, space.
The new spaces must follow the upper and lower wings and the tail to erase the characters that were previously drawn in those locations.

Both programs display some animation. If the for . . . next loops are left in the program, but the position of the plane in line 230 is made constant, you can see the propeller spin on the plane. It is very difficult to see it spin when the plane is moving across the screen.

## SCENES AND MOVEMENT

Up to now, the programs that we created made very limited use of the character sets. The characters were simply created and the animation or movement was there, but there was very little in the way of a scene.




 $\because \mathrm{B}|\mathrm{E}| \quad 1 \quad 1 \quad 1$
 $8: 8 ; 8+8+8: 8: ~$


Scenes need two parts, the background or picture, and the characters that will move. The ATARI uses the term background to indicate the color of the screen. This color will show through any character, letter, or number that has any bits that are not turned on. If you print the letter O on the screen in graphics 2, the $O$ would appear orange. The center of the $O$ would have the background color showing through. Try this in the direct mode:

## GR. 2:POSITION 2,2:? \#6;"O"

The background color in all modes except the text mode is stored in decimal location 712.
Playfield characters are either the characters that can be printed on the screen in graphics modes $0-2$, or the lines that are drawn on the screen with the plot and drawto commands in the other graphics modes. In the last three programs, the playfield characters were notes, pipes, and pieces of an airplane.

The playfield characters can be numbers, letters or graphic characters. The next program will draw a carousel on the screen using redefined characters. ANTIC mode 5 , which will produce large multicolored characters, will be used in this program.

In ANTIC modes 4 and 5, characters are colored by setting one or two bits in every two bit set to indicate the desired color. Both pixels are turned on to that color. The characters appear to be $4 \times 8$. In contrast, in the text mode or in graphics modes 1 and 2 , each bit that was set in the character turned on the corresponding pixel. An $8 \times 8$ grid contained one character.

In Fig. 4-3, the characters that replace the ROM characters are drawn. Instead of an X in the location of a pixel that is turned on, a 1 or a 0 is in that bit position. Next to it is the decimal code that will be used in the program. Next to that is a drawing of how the character will look on the screen. The B pixels will appear blue on the screen, the R will be red and the Y yellow.

## Listing 4－4．Carousel

```
10 REM LTSTTNG 4.4
20 FEM CAFOUSFI
3O FEM BY L..#, SCHFETBER FOF TAB BOOKS
40 MIM F1$(20)
```




```
6O FOKE 2O4gAFFOKE 206y224%FEM STOFE T
HE NEW CHAFACTEF SET AXXFESS ANO THE F
OM AOMRESS
```



```
B) %NEXT X:FEM MACHINE:LANGUAGE: SUBFOUT
TNE:TO MOVE CHAFACTEFSET
```




```
242,96
80 Q"USF(AOR(FI非)):FFEM USE MACHTNE L.EN
GUAGE FFOGRAM WITH THE USK FUNOTION
```



```
EXT X
```




```
O4
```



```
130 MATA 9y%y'5y,59,6y%g
140 MATA 144,96,90,80y 1.44996,80y80
150 \АTA 144y96y80y80y 1.44y96925%y%5%
160 MATA 9y6y%y%y9y6y2W%y%%
```



```
190 0АTA 21.84%2I.001.92y240y252%252
200 GRAFHTCS 1%
```



```
FING THE BEGTNNTNG OF THE UTSFL...AY LIST
220 FOKE OHTST+3.69
230 FOF X:=6 TO 2G:FOKE MI TST+XyG%NEXT
X&FEM CHANGE ENTTRE MTSFI..AY LIST TO AN
TCC
240 FONE 7G6yA
```



```
N TOF
```



```
串非非非㗉%"
270 FOF X=6 T0 1. STEF 2&FOSTTTON 7yX:
? ##乡" & & & < " %NFXT X$FE
M F゙TNT THEFOMES
```

```
2B0 FOSTTION 7%X:T #G%"3NY)YNNNNNYONN
NNNNY (ONNNNNY (JNO"
290 60T0 290
```

Lines $40-190$ are the same as in the last program. In this program only one string is dimensioned. Otherwise, the machine language subroutine to move the character set from ROM to RAM is the same. The data lines replace the characters from the pound sign to the plus sign. These characters will draw the carousel on the screen.

Line 210 calculates the beginning of the display list. As mentioned before, this program will use ANTIC 5, which will produce multicolored characters.

Line 220 changes the first row on the screen from graphics mode 0 to ANTIC 5.
Line 230 changes the rest of the display list from graphics mode 0 to ANTIC 5.
Line 240 tells the computer to use the RAM character set.
Lines 250-280 print the new characters on the screen. The *+ is the flag on the top. The roof has 20 dollar signs ( $\$$ ) between the pound sign (\#) and the percent sign (\%). Line 270 draws the poles. There is one space, the and sign (\&), five spaces, the and sign (\&), six spaces, the apostrophe ('), five spaces, and another apostrophe ('). The last line prints the bottom. It uses the same spacing as the poles, CTRL N, close parentheses $)\}$, five CTRL Ns, close parenthesis $)\}$, six CTRL Ns, open parenthesis $\{( \}$, five more CTRL Ns, one last open parenthesis $\{( \}$, and a final CTRL N.

Line 290 loops back to itself.
To add animation to this scene, we will use the player/missile graphics. Players and missiles are terms used by ATARI for special characters that can be created and stored in memory. They are unlike the character sets because each player is only 8 bits or 1 byte wide. The player is, however, as tall as the display screen - using 255 bytes in the single line resolution or 128 bytes in double line resolution. Each player can be thought of as a band that extends from the top of the screen to the bottom. The character is drawn on this band. It can be moved from side to side, and up or down.

Because the players are stored in an area of memory other than the memory used for the screen display, their image seems to be superimposed onto the background and playfield characters.

In this program, we will create a horse for the carousel. To make it look realistic, we will use two players side-by-side. The horse can move up and down while it is going around on the carousel. Figure $4-4$ shows how the horse is created.

Figure 4-5 shows the amount of memory needed for player/missile graphics. There are two different modes for player/missile graphics: single resolution and double resolution. In the single resolution mode, each byte is one row or pixel high on the screen. Each player and missile has 256 bytes of memory set aside for it. The area of memory set aside for the players and missiles must begin on an even 2 K boundary. This means that the first byte of the memory must be evenly divisible by 2048. An easy way to find the boundary is to subtract 4 from the end of memory for every 1 K . Memory location 106 contains the amount of memory available in the computer. In a 40 K system, the amount stored in this memory location is 160 . Multiply 160 by 256 and you get 40960 - the amount of actual RAM available. Each time you subtract 1 from the number, you are
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Fig. 4-4. Player graphics for carousel.
actually subtracting 256 bytes. By subtracting 4, you will subtract 1 K from the amount of available RAM. Since the operating system uses 1 K of RAM for the screen display and display list in mode 0 , you cannot use the last 1 K of RAM for the player/missile graphics. If you subtracted 8 from the amount in memory location 106 , you would have an even 2 K boundary, but you would be using the same memory that the screen and display list were using. When you are using single line resolution for our player/missile graphics, we subtract 16 from the amount of RAM available.


This leaves 2 K for the screen and display list and gives us an even 2 K boundary to begin our graphics.

The second mode for player/missile graphics is the double resolution mode. This mode draws each byte on the screen twice as high, or uses two rows for each byte. Since it draws each byte twice, it uses only 128 bytes for each player or missile. The entire mode uses 1 K of memory. To set aside memory for player/missile graphics that are double resolution, we need to start on an even 1 K boundary. We can subtract 8 from the amount of RAM available. This will give us 1 K for the player/missile graphics and 1 K for the screen and display list in the text mode.

In addition to the two modes, the players and missiles can be in any of three sizes. When we set the mode to single or double resolution, we do it for all the players and missiles. Each player and/or missile can be in one of three sizes independent of each other. If the size is not set, the players and missiles will default to normal size. Each bit in the byte will be one pixel wide. Double size makes each bit two pixels wide and quadruple size makes the figure four times as wide as a normal one. Note: These figures refer to the width of the player. The resolution determines the height of the character.

By adding a few lines to the previous program, we can add a horse to the carousel. The following program uses double width and double line resolution.

## Listing 4-5. Carousel-Animated

```
10 אEM 1. TTTNO 4.E
20 सFV CAROUSF!
30 FEM BY ... *, SOHFETBEF FOF TAB BOOKS
```




```
AFACTEF SET 2K BEFOFF:= NW OF MEMORY
60 FOKE 2O4yA*FOKE 206y22A&FEM STOFE T
HE NEW CHARACTEF SET AOMRESS ANOTHE R
OM AONRESS
```



```
B) \NEXT X FFEM MACHTNE LANGUAGF: SSUBFOUT
TNE TO MONE CHA&ACTEFE का:%
7W MATA 104y162,4y160y0y17%y205y145y20
39200y208y249y230y206y230y204y202y208y
242,96
```



```
GUAGF FROGRAM WTTH THF:USF FUNOTTON
```



```
EXT X
```




```
04
120 WATA 0,192,240y252, 25, 555 25%y204
1.30 TATA 9y6y,
140 \АTA 144y96y80.80.1.44.96.80.00
150 MATA 144996980,80,144y96y25%y55
```





```
    200 FEM MFAW CAFOUSEL
```



```
    6\)*2F6%NEM FTNW THE EWGTNNTNG OF THE
    #TSFl..AY LTST
    220 FOK゙E W1,TकT+3.69
    20 FOR X=6 T0 2B&FOKF M1. TST+Xy:W%NEXT
    X &EM CHANGE ENTTEE MTSFLIAY I..EST TO AN
    TCE
    240 FOK゙F 7%6, (
```



```
    OF
```




```
    270 FOK X=3 T0 9*FOSTTION 7yX*? " 8
```



```
    FOLEES
2g0 FOSTTTON 7%X:? "YNY)YNNNNNGONNNNN
N-(ONNNNNY (XNY"
290 FEM OFAW THE HORSE USTNG FLAYEF/MT
SSTLE GRAFHTCS
```



```
    AKE IK ABOVE THE CHARACTER कET
```



```
FANW+128*FEM FITEST MEMOFY LOCATTON OF
    FL..AYEFS
```



```
X?FEM ClEAFE OUT THE MEMORY
```



```
OCNEXT X豆EM GET MATA FOR THE HOFSE:
340 FOF X:W2+39 TO F2+6%%FOKE X, 28%NE:
```



```
XyC&NEXT X&FEM OTHEF HAL..W OF HOFEE
350 FOF X=F2+79 TO F2+102%FOKE Xy 12B*N
EXT X:NEM FWGT OF THN:WOLE:
```



```
yO*NEXT X
370 FOF X:W4+31 T0 F4,61%FOKE Xy128%NE
```



```
XyC&NEXT X
380 FOR X=F4+7, TO F4&94%FOKE X,128*NE
XT X品EM FEST OF THE: FO|...
```



```
TION FOF FMM ORAFHTCS
```

 BLIE：F／M FFAFHICS




 FENT COIDF
4 З F F以゙F：
 F

 4
 40 y 1.68 y 168 y 200 y 1.44 y 1.60
 y20y18y9y4
 46 y 137 y 4

 TNNE：FOF UF
 y 20 y 200 y 20 у 24 y 96
二人O FOF X：

OUTINE：FOF COWN
戶30 1．
4 苟 у 0 y 136 y 208 у 24796
\＃





 $670: N E X T$ X $\because 60 S U B 600$







```
TS NEGATTUE HORSE MOUES LEEFT
```




```
NW HI&%) THEN FOKE HFI,yOFOKE HF2yO*H
```




```
63 REM MUSTO FOR THE CAROUSEL
640 TuTA 121,121,100y108,96,01g96y121.
162y 121, 121, 100y108y96y 121, 1. 62 % 121
```



```
y108.91,96y121.0y0
660 TRAF 6&O*FESTOFE 6AO&FKM एESTORE M
USTC ON OUT-..OF-..TATA EFKOR
670 IF (X+2)/3=|NT((X+2)/3) THEN FEAW
S*SOUNO 0ySy10y10
680 IF X/3=1NT(X/3) THEN GOUNO 0y0y0y0
690 FETURN
```

Line 300 subtracts 1 K from the beginning of the character set. The character set begins on an even boundary, so subtracting 4 (or 1 K ) from its beginning yields an even boundary for our players.

Line 310 calculates the beginning address for each player. The first player (P1) begins 512 bytes after the beginning address for the player/missile graphics. The next player and each subsequent player begin 128 bytes after the previous player. We have already decided that these players will use double line resolution, so we know how much memory should be set aside for each player.

Line 320 clears the memory that will be used for the players. When the computer is turned on, or after a program has been run, there can be garbage in the memory area that we will be using. This line removes any data that may have been left there.

Lines 330-380 draw the horse in the player/missile area of memory. Player P1 is the back portion of the horse going to the right. Player P2 is the front of the horse and the pole. Player P3 is the front portion of the horse going to the left and player P 4 is the back and the pole. The data to draw the horse is read from lines 450-480.

Line 390 pokes memory location 559 with 46 . This sets the player/missile graphics to double line resolution.

Line 400 enables the player/missiles by poking 53277 with a 3 and tells the computer where the player/missiles begin by poking 54279 with the value stored in A1. Now the computer knows where the graphics are stored, and what the resolution of the graphics should be. If location 53277 is not poked with a 3, the player/missile graphics will not be enabled. Using player/missile graphics in a program requires both location 559 to be set and 53277 enabled.

Line 410 sets the priority levels of the players and characters on the screen. In this program, the characters that are printed on the screen will have higher priority than the players. This will make the horse appear to go behind the poles of the carousel.

Line 420 sets the colors used in the four players. The first two locations are for the first two
players. This is the horse as it is going from left to right. The next two locations are for the third and fourth players. This color is a little darker than the first color. The horse will be going from right to left. The darker color will give it the illusion of being further away.

Line 430 sets the size of the horses. By poking each of these locations with a 1, we will make each of the four players double the normal size.

Line 440 places the horse that is facing the right on the screen. Locations 53248 and 53249 set the first two players on the screen. To remove them from the screen, poke these locations with a 0 .

Line 500 is the machine language subroutine that moves the horse up. Be sure that the data in line 510 is entered correctly. If it isn't, the horse will not move up correctly.

Line 520 is the machine language subroutine that moves the horse down. The instructions for this machine language subroutine are in line 530.

Line 540 calculates the beginning address of the first and third player. The machine language subroutines move 256 bytes up or down. The first horse uses the first two players, which add up to 256 bytes. The second horse uses the third and fourth players or the next 256 bytes. This line stores the high and low order address of the players in the variables P01, P02, P03, and P04.

Line 550 uses the trap command to test for the end of data.
Lines 640-650 contain the melody that the computer will be playing while the horse is going around. This melody will be played over and over. When the computer runs out of data it will come up with an error. The trap will direct the computer to Line 660 . This line will reset the trap and restore the data. The DIR variable is the amount that will be added or subtracted from the position of the horse on the screen. When DIR is positive, the horse will move from left to right. When DIR is negative, the horse will move from right to left. HP1 and HP2 are the registers that are poked with the position of the horse on the screen. Memory locations 205 and 206 are poked with the memory location of the first player. Two bytes are needed for this location because the memory address is greater than 255 .

Line 560 moves the horse up nine rows. The music subroutine is accessed every time the horse moves up one row. After the horse is moved up, the subroutine that moves it to the right or left is accessed.

Line 570 reinitializes the memory locations that are used in the machine language subroutines to the player that is being moved. If DIR is positive, the location of the first player will be stored in locations 205 and 206. If DIR is negative, the positions of the third player will be stored in these locations.

Line 580 uses the machine language subroutines to move the horse down. Again, the music subroutine will be accessed each time the horse is moved down one row. The subroutine to move the horse to the right or left will be used after the horse is moved down nine rows. These three lines will be repeated over and over again until the system reset key is pressed.

Line 600-620 contain the subroutine that moves the horse to the left or right. The value of DIR is added to the position stored in H 1 and H 2 . If DIR is positive, two will be added to this value. If DIR is negative, two will be subtracted from this value. (Adding a negative number is the same as subtracting a positive number.) This line also checks the position of the horse on the screen. If the horse is at the end of the carousel, the value of DIR is reversed, the horse that is on the screen is removed, and the registers that control the position of the other horse are placed in variable HP1 and HP2. The other horse is then placed on the screen and the program returns.

Line 660 reinitializes the music routine. The program goes to this line when it runs out of
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Fig．4－6．Player／missile priority order．
data. The trap is reset, the pointer for the data is restored to line 640. The program continues with the next line.

Line 670 reads a note every third time that this routine is accessed. We can calculate every third time beginning with the first time by adding 2 to the value of X and dividing it by 3 . If it is a whole number (a number without a remainder) a new note will be read and played.

Line 680 turns the note off every third time that this routine is accessed. This time we simply divide X by 3. If it is a whole number, then the note will be turned off. The program will return to the main program.

## SETTING THE PRIORITIES

In the last program, the horse seems to move behind the poles. The pole that the horse is on moves up behind the roof of the carousel and appears above it.

When the player/missile graphics are initialized, we can set priorities for the players, missiles, and the characters. The players can appear to move in front of the characters, behind the characters, or in front of some and behind others. Figure 4-6 illustrates the order of priority and the value that must be poked into decimal location 623. The playfield refers to the playfield characters, the characters that are printed on the screen or drawn on the screen with the plot and drawto commands. The players are the characters formed by the player/missile graphics. Player 5 is the fifth player or the missiles as a group. Note: The missiles can be used as four characters, each two bits wide, or as a fifth character eight bits wide. To enable the fifth player, poke 623 with $16+$ the priority code.

As shown in Fig. 4-6, the top player or playfield has the highest priority. This character will appear on the screen in front of any other. Player 0 always has the highest priority followed by players 1,2 , and 3 .

In the next program, which is a simple bird and fish game, we will set the priority code to 8 . The players will move behind the playfield characters 0 and 1 , but in front of playfield characters 2 and 3.

Some of the clouds are drawn using the color in playfield character 0 , others use the color in playfield character 2. The water is made up of three different waves. Depending on the playfield color used, the fish will or will not be seen.

## Listing 4-6. The Birds

```
10 EEM LISTTNG 4.6
20 FEM THE BTFO
3O FEM BY L...M, SCHFETBEF FOF TAB BOOKS
40 WIM F|&(20) y UF束(20) y WOWN旃(20)
```



```
ARACTEF SET 2K EFFOFE:WNO OF MEMORY
60 FOKE 204y&FOKE 206y224%FEM STOKF T
HE NEW CHARACTEF SET AMORESS ANOTHE F
OM AMMRESS
```



```
B) \NEXT X&FFEM MAGHTNE: INNGUAGE: SUBNOUT
TNE TO MOUE CHAFACTEF SET
7% MATA 104y 162y4y160y0y177y20Gy14%y20
```

$34200 \cdot 208,249+230 y 2069230 \cdot 20492029084$ 242,96


 NWXT X
100 以АTA 63 y127y 2w．
110 MATA 0.192920 .2489240940 y 192 y 0








Wi

EXT MOWF \＆USE NEW UHAEAWTEFS







240 NEXT X
2玉O FOR X＝0 TO 19\％世＝TNT（RNO（1）＊3）：FOST




280 A1： $=F 2+2 W 6: E M$ FTFST MEMORY LAYEFS…2K ABOUF CHARACTEF SET
 XBFWM GLFAF OUT THE MEMOFY
300 FEM SET UF FLAYERS … BTEX \＆FTSH
 TION FOR FMM GFAFHTCS
 ELE：F M GFAFMTC
 CTERS FRTOFTTY OUEF F／M GFAFHTCS－－EN ABLEE FTVTH FAYEF

## Listing 4－6．The Birds（continued from page 71）

 00ヶFEM COIOR BTRO \＆FTSH

 SWMMNN
370 FOR $\times$ WFる＋ XッG＊NET X WHEM WEAW WEH SWTMMNO


400 C－TNT（FNO（1）＊3）＊FESTORF $401+\mathrm{CHFOR}$


40 D MATA $090,66 \mathrm{~L} 6 \mathrm{~Gy} 240$
402 पिTA $0,129.669369240$
403 TATA $0,0 y 0936990 y 99$
 （B）\＃NEXT X：NEFM MACHTNE：L．．．ANGUAGE SUBFOU TINE FOF UF
470 MATA 104 y 160 y 0 y 200 y 177 y 205 y 1.36 y 1.45 y 205 y 200 y 208924796
 सも（B）\＆NEXT X＊REM MACHINE LANGUAGE SUBF OUTINE FOR UF
 45 y205y 136y208，247y96




 SET UARTABLES FOF FLAYFFS

©TF UN＝20 THEN UI．＝200
630 60suB 630

 OKE XyCさNEXT X
560 TF FFEK（53260）人2 ANO（VI＝200 OK U ：－149）THEN TF UN／AFTNT（UN／4）THEN FTBH

G70 TF FEFK（53260）， FHEN W20

$0+1$

```
600 FOKE 206,FOZ:FO&F 2OGyFO4,FOR X:=.
```



```
) NEXT X*FEM BTKW WATS FTSH
```



```
FOKE X%O*NEXT X%REM EFASE BTRO
620 605U# %20*60T0 600
6% TF STTCK(0)=14 ANO U>40 THEN Q=|SF
```



```
    UF'
640 TF कTTCK(0)=13 ANत U& 1.49 TH:N Q:्ञ\S
```



```
IFG LOWN
650 TF STTCK(O)=:=7 ANO U<190 THEN U=U+1
```



```
670 RETUFN
710 FEM FOUTINE FUTS GCOFE ON GCFEEN
```




```
BTRL多:FOSTTTON IGy23:? #6要TSH名
730 IF FISHG1OO ANG BTF以100 THEN FWTU
FN
```



```
ITION 1g12%? #S名"FRESS START TO FILAY"
750 IF FEEN゙(53279)%6 THFN 740
760 FTSH=O&BTFL:O%FOF:FOKF:G3248,0:FO
KE 53249,0 %FOKF:5325Oy0&FOF $00TO 200:
FEM CLEAFE UAFTABLEB
```

Lines 40－190 are the same as the past few programs．In this program they will dimension the strings used for the three machine language subroutines．The machine language subroutine to move the character set from ROM to RAM is the same．The data lines replace the characters from the pound sign to the plus sign．These characters will draw the clouds and the water on the screen． See Fig．4－7 for these characters．

Line 200 sets the mode that will be used：large color characters with no text window．Poking 756 with the value of A changes the character set．

Line 210 changes the colors of the characters．There will be two colors used for all the characters：white and green．The background will be changed to light blue．

Lines $220-240$ place the clouds on the screen．The position for the clouds is chosen randomly．No two screens will look the same．If the first or fifth cloud is chosen，the program will add the second half of the cloud．Half of the clouds on the screen will be drawn with the characters in the normal character set．The other half of the characters will be drawn as if they were printed in inverse video．The color will be the same，white，but the priority will be different．

Lines $250-260$ print the top of the water on the screen．This time every third will be printed as a inverse video character．

```
I I IXIXIXIXIXIXI
: IXIXIXIXIXIXIXI
IXIXIX:XIXIXIXIX:
IXIX:XIXIXIX:XIXI
| IXIXIXIXIXIXIX:
1 ; IXIXIXIXIXIXI
| 1 : | IXIXIXI
| i | | | | i i
```

    *
    
$\%$

,
$1 \quad 1 \times 1 \quad|\quad| \times 1 \quad \mid$
$1 \quad|x i \quad i \quad| x i \quad 1$
|X: $\mid X 1$ |Xi $|x|$
IXIXIX1 $1 \times 1 \times 1 \times 1$
IXIXIXIX:XIX:XIX1
1 X $1 \times 1 \times 1 \times 1 \times 1 \times 1 \times 1 \times 1$
IXIX:XIXIXIXIXIX:
IXIX:XIXIXIXIX:X:
i i i i i i i i
| X $1 \times$ |
18:XIXIX:
: XIXIXIXIX:
1 X $1 \times 1 \times 1 \times 1$
IXIXIX:X:
$1 \times 1 \times 1$
i i i i
*


## \%

IXIXIX: $\quad$ i i ! IXIXIXIX: $\quad \mathrm{XIX}:$
1XIXIX:XIX:XIX:X
IXIXIXIXIXIX:XIX:
IXIXIXIXIXIX: :
1XIXI $1 \times 1 \times 1 \times 1 \times 1$ $1 \times 1 \quad|\quad| X|X|$ $1 \quad 1 \quad 1 \quad 1 \quad 1 \times i \quad 1$
(
i i i i i i i i i - $|X| \quad|\quad| X|\quad|$ - $1 \times 1$ |X: $\mid X 1 \quad 1 \times 1$ IXIXIXIXIXIXIXIX: IXIX:XIXIXIXIXIX: : XIX:X:XIX:XIX:X:
IXIXIXIXIXIXIXIX:
IXIX:XIX:XIXIX:X:

Fig. 4-7. Character set for birds.


| $\begin{array}{ll}1 & 1 \times 1 \times 1 \\ 1 & 1 \\ 1 & 1 \\ 1 & 1 \times 1 \times 1 \times 1 \\ 1 \times 1\end{array}$ |
| :---: |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |

Flwewrefor fixh



Line 270 colors the bottom of the screen with water.
Line 280 calculates the beginning of the player/missile graphics area. In this program we are using the single resolution character set so the player/missile graphics must begin on an even 2 K boundary. By subtracting $8(2 \mathrm{~K})$ from the beginning of the character set, we know where to begin the player/missile graphics. The first player begins 1024 bytes from the beginning of the memory set aside. The second and third players are 256 bytes apart.

Line 290 clears the area of memory that will be used for player/missile graphics. This memory could contain data from a previous program or garbage. This would show up on the screen in the player/missile area.

Line 310 pokes 559 with 62 . This tells the computer that we are using single resolution for these players.

Line 320 enables the player/missile graphics. If a 3 were not poked into 53277, the player/missile graphics would not be enabled. Poking 54279 with the value of A1 tells the computer where the player/missiles begin.

Line 330 sets the priorities of the players and characters. The characters that would be
printed as normal characters have a higher priority than the player/missile graphics. The player/missiles have a higher priority than the characters that are printed in inverse video.

Line 340 sets the color for the players. The bird will be black and the fish are green. Remember, there are two fish images as players, one that is swimming and one that is caught.

Lines $360-390$ first restore the pointer to line 380 . This is the first line of data for the fish. The first time that the program is run, there is no problem having the computer read the correct data for the fish. If the program is played again, without rerunning it, the pointer will be pointing to one of the lines of bird data. After the pointer is set to line 380 , the program reads the data into the player/missile graphics area that is set aside for the second and third players.

Line 400 chooses a number from 0 to 2 . There are three different ways that the bird can be drawn on the screen. The program chooses one, restores the pointer to that line, then reads the data into the area set aside for the first player.

Line 460 places the machine language subroutine that will move the player up into UP\$. Be sure that the data is entered correctly.

Line 480 places the machine language subroutine that moves the players down into DOWN\$.
Line 500 finds the first memory location of the first player. This location is greater than 255 , so it occupies two bytes. The high order address, that is, the whole number of the address, is stored in the variable P01. The low order address, the remainder, is stored in P02. This address is used by the machine language subroutine.

Line 510 chooses a random number for the vertical position of the bird. The bird will always be the same distance from the top of the screen, but it can appear in any column on the screen. This number is stored in V. V1 is the vertical position of the fish on the screen. The beginning address of the first player is placed in memory locations 205 and 206. The program is then directed to the subroutine in lines 720-730. This places the words BIRD and FISH on the screen along with a score (0) for each.

Line 520 clears the hit register. In the ATARI computer, there is one memory location that registers when a player hits a missile, characters, or another player. This register must be cleared before it can be read. By poking location 53249 with the value stored in V1, we place the fish on the screen. One is subtracted from V1. The next time the program executes this line, it will move the fish over one to the left. If the value in V1 becomes equal to 20, the fish is nearly off the screen. The value of V1 is reset to 200.

Line 530 sends the computer to line 630 . The computer will check the joystick to see if it has been moved. When the computer returns to this part of the program, the bird may have moved up or down, or the value in variable V may have changed indicating that the bird has moved either to the right or the left.

Line 540 moves the bird to the right or left by poking the value of $V$ into register 53248. The computer then chooses a random number to change the wings on the bird. The number is added to 400 and the pointer for the data is restored to this line. The computer reads the new data for the bird and pokes it into the area of memory in the player/missile graphics area that the bird occupies. The variable P1 is the beginning of the first player's area of memory. The variable U is the offset for the first byte of the bird. It increases and decreases as we move the bird up and down on the screen.

Line 560 checks the register that will record whether or not the bird (player 1) has hit the fish (player 2). If the bird has not hit the fish $(\operatorname{PEEK}(53260)<>2)$ and the fish has been placed back on the right side of the screen, $(\mathrm{V} 1=200)$ or if the bird is resting on the water $(\mathrm{U}=149)$ and the fish has moved four places, the fish will be given a point. This keeps the player from landing the bird on
the water and waiting for the fish to come by. The subroutine in line 720 updates the score and the computer continues the program with line 520 .

Line 570 sends the computer back to line 520 if the bird has not hit the fish.
Line 580 removes the swimming fish from the screen. The computer will execute this line if the value in register 53260 is 2 . The swimming fish is replaced by the hanging fish. The score for the bird is increased by one.

Line 600 pokes the beginning address for the third player, the hanging fish, into memory locations 206 and 205. The machine language subroutines to move the fish up and down are executed ten times. The fish never really moves up and down. This gives the effect of the fish wiggling while the bird tries to eat it.

Table 4-1. Machine Language Listing to Move Players Up/Down.


Line 610 erases the bird. The bird will be redrawn in the player area of memory. If we don't erase the bird, we will have two birds in that area when we only want one.

Line 620 updates the score and sends the computer to line 500 where the bird is repositioned on the screen and you are given another chance to try to catch a fish.

Lines 630-670 check the joystick to see if it has moved. If it has been moved up or down, the computer will use the correct machine language subroutine to move the bird. The variable U1 will be changed to reflect the new position of the bird on the screen. If the joystick has been moved to the left or right, the variable V will change.

Line 720 updates the score on the bottom of the screen.
Line 730 checks the score to see if either the bird or the fish has over 100 points. If neither does, the computer will return to the same.

Line 740-760 ends the game when either the fish or the bird passes 100 . The computer checks location 53279 to see if the start key has been pressed. When the value of this location is 6 , the start key has been pressed, and the program can continue. The scores are cleared, the players are removed from the stage and the program goes to line 200 to begin the game again. Since this was entered as a subroutine, the return address is popped off the stack. If the return address for a subroutine is not popped off the stack, it will stay there. If more and more addresses are placed on the stack and never removed, the stack could run out of space, causing the program to crash.

Table 4-1 contains explanations of the machine language subroutines that are used to move the players up and down. Each machine language subroutine that is to return to BASIC must pull the last byte off the stack. If it doesn't, the subroutine will not return.

## Chapter 5 Looking at BASIC

By now, writing programs in BASIC is almost as natural as writing letters in English. But, did you ever wonder how the computer interprets the commands that you type in? Or how it knows that the line that was just entered contains an error? Just what does the computer do with a program?

## THE TOKEN COMMANDS

Each time that you see a variable in a line or command, BASIC looks it up in its Variable Name Table. Each variable is assigned a number in the order that it was entered. This number is a token that represents the variable name in the line or command. If the variable appears in the table, BASIC assigns its token for the variable. If it doesn't appear in this table, it is added to the table. Up to 128 variables can be used in one BASIC program.

The BASIC commands are converted into token commands. A number or token represents every command that BASIC knows. A one number token uses less memory than a four or five character word. As you enter a program line, BASIC converts the line into a string of numbers or tokens. This makes it easy for BASIC to execute the program.

The line numbers that you enter are converted into two byte numbers and stored in the area that BASIC sets aside for the program. Why two bytes? BASIC will accept line numbers up to 32767. When this number is converted to hex, it becomes 7 FFF , the largest positive sign number possible. Any number in hex 8000 or larger is considered a negative number, BASIC does not allow negative line numbers.

By changing the line number that we entered into a two byte number, every line in BASIC will have two bytes set aside for line numbers. This makes it easy for BASIC to manipulate the lines.

Once the line number has been converted into a two byte number, a dummy number will be placed into the line. This number will contain the offset, or the number of bytes in this line. Right now, BASIC does not know how many bytes are needed for this line. The next number is how many bytes are in this statement. Since there can be more than one statement on each line, BASIC must keep track of both the line length and the statement length. This number will also be a dummy number until the entire line is checked.

Now that BASIC knows that this is a program line, it looks for a command. The entire list of

Table 5-1. BASIC's for Tokens Commands.

possible commands is in ROM. If the first command following the line number is not in this list, an error message will appear on the screen.

If the command is found in the table, it will be converted into a code or token value. Depending on the command, BASIC will check the next part of the statement to make sure that it is accurate. For example, the print command must be followed by double quotes, a variable, or a string variable, FOR must be followed by a variable that is equal to a number, the next part of the command, TO, and another number, TRAP must be followed by a line number or a variable, etc. If any element of the statement is missing or otherwise incorrect, BASIC will stop checking the line, reprint it on the screen, with the word ERROR, and highlight the possible problem area. Once BASIC has determined that the statement is correct, it will replace the dummy numbers with the correct figures and wait for the next statement or line to be entered.

A complete list of commands and their BASIC tokens are listed in Table 5-1. Each command has its own numerical token. When you enter a BASIC statement into the computer and you do not type the entire word out; for example, GR. 1 instead of GRAPHICS 1, and you list the program, BASIC will expand the command and print it correctly. When entering a BASIC program, you only

| 27 | NOTE： |
| :---: | :---: |
| 2 e | FOTNT |
| 29 | $\times \mathrm{TO}$ |
| 30 | OM |
| 31. | FO\＆E |
| 32 | FETNT |
| 33 | Ead |
| 34 | FEAM |
| $3 \times$ | FESTOFE： |
| 36 | EETURN |
| 37 | RUN |
| 38 | STOF： |
| 39 | FOP |
| 40 | \％（FETNT） |
| 41 | QET |
| 42 | FUT |
| 43 | Gramylus |
| 44 | F゙いで |
| $4 \%$ | FOSTTMON |
| 46 | mos |
| 47 | WFAMTO |
| 48 | SETOOLOR |
| 49 | いOCATE |
| \％ | SOUN\＃ |
| W1． | 1．W世TNT |
| W2 | CकीV： |
| W3 | CLOAT |
| W4 |  |
| W\％ | F⿵冂人口 |

save keystrokes，not bytes，when you use the abbreviated forms of the commands．The command will use the same amount of memory no matter which way it was entered．The same is true about spaces．On certain other computers，you can save memory by eliminating the spaces in the statements．ATARI BASIC will automatically place spaces between the commands when it lists the program on the screen．

## FILE STRUCTURES

When we store a value in a variable，string，or array，BASIC must be able to reference the variable and to store or retrieve the information．First，it must be able to identify the type of variable．Then，it must have memory set aside for it．

Each time we use a new variable in our program，we use eight bytes of memory．A string and an array uses the eight bytes plus the size of the string or the array．The names of the variables are stored in a table．A second table stores the value of the variable or the location in memory that stores the string or array information．Because of the amount of memory that is used by variables， strings，and arrays，we try to reuse variable names whenever possible．

However, it is better to use variables than numbers in a program if you will be using the number often. For example, if you will be going to a line for a timing routine from different parts of the program, it saves memory to make the line number for timing routine equal to a variable, and then GOSUB the variable.

## BASIC TABLES

The first table that BASIC uses is called the Variable Name Table. Every variable used in a program is assigned a number from 0 to 127. If you try to use more than 128 variables in a program you will set an error message.

## Listing 5-1. BASIC Tables-Variable Name Table

```
10 FEM LTSTTNO %--1.
2 0 ~ F E M ~ B A S T C ~ T A B L E S ~
3O NEM BY (...#, OOHFETBEF FOR TAB BOOKS
40 пTM A(10.2)gSTRTNG*(10)
```




```
(X))%*NEXT X
```

If you enter the program without any errors, your screen should display -

## A(STRING\$TABLEX

and some other characters. The underlined characters appear in inverse video on the screen.
Look at the listing. Each variable appears in the order that it was entered into the program. If an error was made, for example, PRRK was typed in line 50 instead of PEEK, BASIC would have treated PRRK as a variable and placed it in the table even if you corrected it before the program was run!

Each type of variable is stored differently in the table so that BASIC can tell which are variables, arrays, and strings. If it is a variable, its last character is stored with the most significant bit set. This makes the character appear in inverse on the screen. The E in the variable table is in inverse. The X is only one character long, so it is in inverse video.

If the variable is an array, the character after the variable is an open parenthesis with the most significant bit set. The first variable in our table is an array.

If the variable is a string variable, the first character after the variable will be the $\$$ with the most significant bit set. STRING\$ has the most significant bit of the $\$$ set.

As new lines are typed in for a program, BASIC checks this table to see if each variable has been used before. If it has, BASIC assigns its token for the variable. If it doesn't appear in this table, it is added to the table and its token is used in that line.

Because each variable is stored in this table, shorter variable names will, of course, use less memory. But, because each variable has its own token in a BASIC line, you only save memory in the variable table. The program will use the same number of bytes whether the variable is one character long or 10 characters long.

Once the variables have been stored in the Variable Name Table, BASIC has the token number for that variable. The first variable is 0 , the second 1, etc. Information for each variable is
stored in the Variable Value Table. Each variable is listed in this table in the order that it is listed in the Variable Name Table. Let's add these lines to our program.

## Listing 5-1A. BASIC Tables-Variable Value Table

| FEM LTSTTNG |
| :---: |
| 0 FEM BY I... M SCHFE |
|  |
|  |
|  |
| (X)) :NEXT X:? \&REM SHOW THE VAEEABIES IN THE TABLE |
|  |  |
|  |
| प下ESS OF THE VARTABINE VALUE TABLE |
|  |
| INFORMATTON FOF FTRST 4 UARTABLES |
|  |
|  |
|  |

The numbers that appear on your screen tell the computer what kind of variable each one is and supplies information on its contents. Your screen should look like this:

| 65 | 0 | 0 | 0 |
| :--- | :--- | :--- | :--- |
| 11 | 0 | 3 | 0 |
| 129 | 1 | 198 | 0 |
| 0 | 0 | 10 | 0 |
| 0 | 2 | 65 | 118 |
| 118 | 0 | 0 | 0 |
| 0 | 3 | 65 | 119 |
| 0 | 0 | 0 | 0 |
| 37 |  |  |  |

The first eight bytes (numbers) contain information for the first variable A. The 65 indicates that it is a dimensioned array. The 0 is the variable number. A is the first variable entered in this program. The next two bytes are added to the beginning of the string/array area to find the beginning of the data for the array. In this case, A is the first variable dimensioned, so its data will not be offset from the beginning of the string/array area. It will be contained in the first 198 bytes. The next two numbers, the 11 and the 0 are a two byte value for the first dimension of the array. Our array is dimensioned to 10,2 ; the first dimension is 10 . The first dimension of the array is always one greater than the value in the dimension statement. The last two numbers, the 3 and 0 is the second value of the array. Again, this value is one greater than the value in the DIM statement.

Table 5-2. Variable Value Table.


The second group of numbers is the information for our string, STRING\$. The first byte is 129. This means that this variable is a dimensioned string. The next byte is the variable number. STRING\$ is the second variable in the table. The next two bytes contain the offset that is added to the beginning of the string/atray area to find out where the data for the string is stored. The contents of the first byte is added to the contents of the second byte after it is multiplied by 256 . In this case, the second byte is zero. So we know that the information stored in STRING\$ begins 198 bytes after the beginning of the string/array area. The next two bytes contain the length of STRING\$. We have not stored anything in this string, so its length at this time is zero. The last two bytes in this group tell the computer how many bytes to set aside for this string. We dimensioned STRING $\$$ to 10 , so the first of the two bytes is 10 , the other is zero.

The next group of bytes contain the information for the variable TABLE. This variable was not dimensioned. It was the next variable that was entered into the computer. The first byte for this variable is a zero. This means that it is a numeric variable. Only one number can be stored in this variable. The next byte is the variable number. This is the third variable in this program, so its number is 2 . The next six bytes contain the value of TABLE. Since only one number can be stored in a numeric variable at a time, the computer stores this information right in this table. It uses six bytes because it stores the number as a Binary Coded Decimal. This format differs from the format used when the computer stores a number using two bytes. At this point it is not necessary to understand how or why the computer uses this format, just that it does.

The last group of bytes contain the information for the variable X. Again, this is a numeric variable as indicated by the zero. It is the fourth variable used in this program so its number is 4. The value stored in X is represented in the next 6 bytes. Table $5-2$ is a chart showing the different ways the variables can be represented in the Variable Value Table.

The area set aside for the strings and arrays is called the String/Array area. The address for the beginning of this area is stored in memory locations 140 and 141 . Let's add the following lines to our program.

## Listing 5-1B. BASIC Tables—String-Array Area

10 REM ITSTMN WAB
2O REM BASTC TABLES
30 सEM BY … •M, SCHFTBEF FOR TAB BOOKS





```
1...ES TN THE TABLE:
70 U|UF:FFEK(リ34)+FFEK(135)*256%FEM AO
```






```
THEN ? " "&F F%=O THEN FRTNT &F:NOREM
```



```
100 NEXT X
1.0 STRTNG&:"HT THEFE"
```



```
*NEXT X*T *FEM SHOW THE CHANGF TN THE:
VABTABLE UAL!UE TABLE:
```



```
    FTNHTHE EFGTNNTNG OF THE STRTNG/AFWA
Y ASEA
```



```
FTNG
150 FOF X=\MESSAGE TO MESSAGF+NEN(STRIN
(#)-1%NEM GTART TO ENO OF STRTNG$
```



```
FACTER OF THE UALUE TN THTS AREA
1%0 NEXT X
180 ? % "STFTNG=" % STFTNG%
```

The fifth group of bytes is nearly identical to the second group．This is the information for STRING\＄．The only byte that is different is the fifth byte．It contains an eight because the message in STRING\＄is eight characters long．The next line prints the contents of STRING\＄by peeking at the area in memory where STRING\＄is stored．Finally，STRING\＄is printed to show that the message is the same．

By knowing this information，it is possible to trick the computer into looking at memory that was not originally set aside as a string by the computer．In the next．chapter you will learn how to manipulate this information．

Another area of memory that BASIC uses is the Output Buffer．When a BASIC line is entered into the computer，the entry must be stored somewhere while it is being tokenized and checked for the proper structure．The area set aside for this is stored in memory locations 128 and 129. This area or buffer is 256 bytes long．

## Listing 5－1C．BASIC Tables－Buffer

```
10 FEM LTSTINO :% +C
2O FEM BASTC TABLES
30 FEM BY L...隹 SCHFETBER FOR TAB BOOK゙S
40 \TM A(10y2) y STRTNG&(10)
```




## Listing 5－1C．BASIC Tables－Buffer（continued from page 85）

```
(X))\hat{yNEXT X:? :? :FEM SHOW THE: UAREAB}
IEG IN THE TABLE
```



```
MFESS OF:FHE UARTABINE UALUE TABIEF
80 F=OOFOF X=WUUE TO ULUE+3I?FEM SHOW
INFOFMATTON FOR FTRST 4 UARTABLES
```





```
100 NEXT X
```



```
1.0 FOK X=ULUE+Q TO ULUE+1F:? FEEK(X),
*NEXT X:? *REM SHOW THE: CHANGE TN THE
VAKTAEINE VALOE TABLEE
130 STAREA:FFEK(1.40)+FEEK゙(1.41)*256:FEM
    FTNO THE BEGTNNTNG OF THE STRTNG/AFEA
Y AFEEA
140 MESSAGE=STAREA+198*REM FTNLU THE ST
KTNG
1:OONK X:MFSSAGE TO MESSAGE+LEN(STFTN
(#) # I &FFM START TO ENE OF STFTNG%
160 ? CHR秷(FEK(X)) &FEM FRTNT THE CHA
FACTEFOF THE UALUE TN THTS AFEA
1%0 NEXT X
180 ? ? "STKTNG=" 乡ूTK\NG$
190 BUNFFF:WFWK゙(128)+FWEK゙(129)*256%F゙:M
    BEGINNTNG OF THE BUFFFF
```




```
F BuFFF%
210 NWXY X
```

The contents of this buffer will vary from program to program depending on what has been entered into the computer．

Once the lines of the program have been tokenized and placed in the program，BASIC has to know where in memory the program begins．The address of the beginning of the BASIC program is stored in the Statement Table in memory locations 136 and 137．By adding a few more lines to the program you can see the tokenized BASIC program．

## Listing 5－1D．BASIC Tables－Statement Table

```
10 लिए LISTTNG 5 NO
20 NEM BASTC TABLLES
ZO FEM BY L...# SOHFETBER FOR TAB BOOK゙S
```

```
40 पT而 A(10y2) yTRTNG*(10)
```




```
(X)) #NEXT X:T % ? FWM SHOW THE UARHAB
LIFS TN THE:TMBIE
```



```
#FESS OF THE VAFIABLE: VALUE TABLEF
```



```
TNWFMATTON FOR FTRST 4 UAKTABLES
```



```
THEN "
```



```
100 NFXY X
```




```
#NEXT X:? %FWM SHOW THE OHANGE TN THE
UABTABIE: VAL...WF TABL!...
```



```
FTNG THE BEGTNNTNG OF THE: STRTNG/ARKA
Y AREA
1.40 MESSAOE=STAREA+1.ES&FWM FTNO THE ST
FTNG
```





```
FAOTEF OF THE UALUE INN THTS AREA
1%O NEXT X
180 ? % " STRTNG=" % STWTNG悉
```



```
BEG|NNTNG OF THE BUFFFF
200 FOF X BUFFFE TO BUFFFF+15O%T CHR施(
FEEK(X)) % &FEM FFTNT THE:CONTENTS OF TH
E BUFFEF
210 NEXT X
```



```
M THE FWOBRAM
```




```
NTzFW FHOGFAM
```

The remarks are perfectly readable．The rest of the listing should look like code．It is．Every command is converted to one of the token values（Table 5－1）．The variables have their own tokens．It would be very hard for you to try to read this listing．

In order for BASIC to keep track of where it is when executing the program，it sets aside two bytes of memory to use as a pointer．Memory locations 138 and 139 contain the address of the current statement．When BASIC is not executing a program，this buffer points to the beginning of
the immediate line mode，which is the area that the next command will be placed if it is not a BASIC line，but an immediate command．

When BASIC is executing a program，it also needs an area set aside for return statements and for ．．．next loops．This is called the Run Time Stack．When BASIC executes a GOSUB，it must know where to return to．Four bytes are used for every GOSUB．One byte indicates that the next address is a return address for a GOSUB．The next two bytes contain the line number to return to．The fourth byte is the offset in the line，so that BASIC will continue with the next statement on that line．

A for ．．．next loop uses 16 bytes of memory in the stack：the last number that the variable can count to（ 6 bytes），the step of the for ．．．next loop（ 6 bytes），the variable name of the variable that is counting，the line number（ 2 bytes），and the offset of the for statement．The first two numbers use the Binary Coded Decimal format．

Incorrect use of the for ．．．next loop or GOSUBs without RETURNs and／or POPs can cause a program to crash．Table 5－3 is a chart that shows the addresses that BASIC uses to store this information．

## SPEEDING UP A PROGRAM

Now that we have an understanding of how BASIC stores a program and the pointers that it uses to keep track of the program as it runs it，we can use different techniques to speed up a program and to use memory effectively．A well written program should run smoothly and use only as much memory as necessary．Having a computer with 48 K in it does not mean that you should not try to conserve memory．If your short programs are written loosely，and you do not get into the habit of trying to write the program as tightly as possible，you will run out of memory very quickly when you try to write a large program．

Sometimes the only way to shorten a program is to recode it．If the program was not flow charted or modifications were added to the program after it was written，you may find that the

Table 5－3．Table of Addresses for BASIC Tables．

| क＂，mel | サぁぁ！ |
| :---: | :---: |
| 120.129 | Outwnt murfer |
| 130 －131 | Varimale Name Tampe |
| 134813 | Variable value Tande |
| $1364 \mathrm{~A} \%$ | Stetement Tonle |
| 138 y 139 | whrremt statement |
| 1.4091 .41 | Strims／erreesmee |
| 1.42 y 1.43 | R＇um time stack |

program has several routines that are the same. These routines can be made into subroutines, and several lines of code can be removed from the program. You may also find a subroutine that is only called once. Move that routine to the main program. GOSUBs and RETURNs waste bytes if the routine is only used once.

Use a variable instead of a number if the number is used more than once. Each time a number is placed in a BASIC line, it uses 7 bytes. If the same number is used twice, that's 14 bytes. Assigning a number to a variable uses 10 bytes. Each time the variable is used in a line, the variable's token is placed in the line. This is one byte. Assigning a number to a variable, then using that variable twice uses only 12 bytes. Obviously, the more frequently the number will be used in the program, the more bytes will be saved.

Place the most frequently called subroutines at the beginning of the program. BASIC begins at the beginning of the program and works its way down looking for lines. If the line is at the beginning, BASIC doesn't have to look very far.

If one subroutine calls another subroutine and then returns to the main program, have the first subroutine GOTO the second subroutine so that it will return to the main program from the second subroutine.

## Example 1

100 GOSUB 500
110
120
490
500 TL=10:PRINT"Let's try that again":GOSUB 600
510 RETURN:REM this return is unnecessary -

## Example 2

100 GOSUB 500:REM the correct way
110
120 ...
490 . . .
500 TL=10:PRINT"Let's try it again.":GOTO 600
In the first example, line 500 contains a GOSUB. BASIC will go to that subroutine, then return to line 510 . Line 510 contains a return. So, in effect, the computer is returning to a return. In the second example, the GOSUB is replaced with a GOTO. Line 600 is still a subroutine, it still has a RETURN at the end of it, but because the program went to the subroutine as a GOTO, when it comes to the RETURN, the address on the stack will be the next line in the main program. This method saves both time and memory.

Use POKEs instead of SETCOLOR. This will save about 8 bytes. POKEs can also be used for the sound command.

Use logic instead of comparison if possible. One way is to set a variable to 0 if the condition is false and to 1 if it is true. Then instead of an IF $X=$ statement, you can use an IF X THEN. For example, you may have a program that has a printer option. The prompt DO YOU WANT A HARD COPY? appears. If the user answers yes, a variable is set to 1 ( $P R T R=1$ ). If the user answers no, the variable is set to $0(P R T R=0)$. Now, when you get to the part of the program that will print either to the screen or the printer, instead of a line that reads:

## 1200 IF PRTR\$="YES" THEN LPRINT "REPORTS"

your line will read:

## 1200 IF PRTR THEN LPRINT "REPORTS"

If PRTR is one, the statement is true and the word REPORTS will be printed on the printer. If the variable PRTR is 0 , the statement is false and the computer will go on to the next line.

Use assembly language subroutines when possible. The assembly language subroutine to move the character set from ROM to RAM is shorter and faster than the BASIC routine.

Place short lines together on one line. Each new BASIC line uses three more bytes than the same statement placed in an existing line. Be careful here with GOSUBs, and if . . . next statements.

Many of the programming techniques used in commercial programs are not programming tricks, but good programming practices.

## Chapter 6

## Tricks

## with Strings

In the past few chapters, we have created animated scenes with various graphics modes and the player/missile graphics. In most of the programs, we printed the characters on the screen. With the player/missile graphics, we were able to move the character to the left or right by poking a register; we used a machine language subroutine to move the character up or down. Sometimes the movement was smooth, at other times it wasn't.

By placing the characters that form the graphics into strings, the animation that we are trying to create on the screen can often be simplified. The following program uses strings to move the graphics on the screen. It is an animated version of the classic puzzle of the farmer with a fox, a bag of wheat, and a duck. He must take all three across the river, but his boat can only carry one item in addition to himself at a time. If he leaves the duck with the fox, the fox will eat the duck. If the duck is left with the wheat, the duck will eat the wheat. To place the fox in the boat, press the $f$; press the $w$ for the wheat, and the $d$ for the duck. If you want the farmer to row alone, just press the space bar.

Listing 6-1. The Farmer and the Duck, Fox, and Grain Puzzle

> 10 FEM LTSTTNO 6, 1
> 20 सEM FAFMEF ANG THE MUCKy FOXy AMN OR ATN FUZZIE:
50 AㅍFFFK (106) -
2A:FEM STORE THE BEGTNNTNG OF THE NEW
\& OLM UHARACTER SETS
) :NEXT X:REM MACHTNE LANGUAGE: SUBFOUTT
NE TO MOUE THE CHARACTEF SET TO RAM
$342009208,249,23042069230,204 y 2029208$ y
242.96

Listing 6-1. The Farmer and the Duck, Fox, and Grain Puzzle (continued from page 91)

ER SET


ACTEFG TNTO FAM

1. 10 以А

5

II 2 WATA Oy Og 0, Oy O y 19292409170
113 MATA 0,0y0y090y8y130y170







121 MATA 4 у4y




1. 2 G 以TA 170 y 170 y 170 y 170 y 170 y 170 y 170 y 1

70
126 MATA 0y0y0.0.20920920.20





Q * FOKE MI TSTH6y
Y LTST TO ANTTC MOME :

y 20:FOKE 82,0


:\#:\#: "


\# NEXTV O

FEM FARMER UFKTGHT




T＂FEM SHOW OFTTONS
220 C丰：＂
 Е以
230 FOSTTON $247 \%$ G\＆（1．3）\％FOSTTON
 NT FOSTTTONS OF OUCK…WHFMT…FOX
 Е
 ，6）＝＂＂＂W（26y26）＝＂0＂

260 TFF FNW（B：70 OR B＝102）THEN CW（A




：＂：＂ 3 ＂00T0 290
27世 TF B：32 THNN 290
$28060 T 0 \quad 240$
290 FOSTTTON 16.8 ：
 TETNG
 BEN MOUF THE BOAT


320 FOSTTTON 26，8：？W\＄


340 NEXT Q：TF FI ANG O！ANX WI THEN FO
 TO W40
3WO TE FNO M HEN FOSTTION O\＆\％＂
FOX EATS MUCK！！＂今GOTO W40
360 TF ANX W THEN FOSTTION OyI：？＂ ロUCK EATS WHEAT＂© GOTO 540

非甲4ッ（）ッ＂バ：＂
380 GET \＃1，B：TF B\％127 THEN B…

390 IF OI ANO（B＝68 OK B： 1.00 ）THEN CS


Listing 6-1. The Farmer and the Duck, Fox, and Grain Puzzle (continued from page 93)

```
M=1:GOTO 430%REM RUCK
400 TFF| ANO (E=70 OF B=1O2) THFN C拃(
```






```
W:=1:00ro 430
4% TF B=32 THEN 430
420 60T0 380
430 FOSTTTON 21y7%? C, (1, 3) #WlO@E:###W
```



```
0
```



```
FM MONF THE BOAT
```




```
IGMT
460 wOETTTON 26y8%? W!*
```




```
480 NEXT Q
490 IF FI ANM M! THEN FOSTTTON O% &T "
    FOX FATS WいO&!! "*GOTO W40
```



```
    #UCK EATS WHEAT " *OTO W40
```




```
W% 60T0 2%0
```



Line 40 dimensions four strings. The $\mathrm{W} \$$ s will be the boat in the water. $\mathrm{C} \$$ is the machine language subroutine to move the character set from ROM to RAM. TEMP\$ contains temporary information for the strings.

Line 50 finds the top of memory available on your system and subtracts 2 K from it. This is where the RAM character set will begin. This location is poked into memory location 204. The beginning of the ROM character set is poked into location 206. These two memory locations will be in the machine language subroutine.

Line 60 is the machine language subroutine that moves the character set from ROM to RAM. Be sure that the data in line 70 is entered correctly. It must be typed in exactly or it won't work.

Line 90 uses the machine language subroutine to move the character set from ROM to RAM.
Line 100 reads new characters into the character set. We will be replacing the characters from the pound sign (\#) to number 5. See Fig. 6-1 for the new characters. To get the decimal location of the first byte in the RAM character set, we multiply the value of A by 256 . Since we want to begin the new characters with the fourth character, we multiply 8 (bytes per character) by

3 (characters to skip). We will begin replacing the characters with byte 24 .
Lines $110-128$ contain the data used to change the characters. Each line is a different character.

Line 130 finds the beginning of the display list. We will be changing the display list to work in ANTIC 5.

Line 140 changes the fourth byte of the display list to 69 . This is the instruction that tells the computer that the next two bytes indicate where the screen memory begins, and the mode of the first line on the screen.

Line 150 changes the rest of the lines in the display list to ANTIC mode 5 . The seventh line of the display list is changed to ANTIC 6 (graphics mode 1). This line will contain text.

Line 160 changes the colors that will be used in the program. Location 82 is poked with a zero to change the left margin on the screen. All the lines on the screen are 40 characters wide except the second line. This line is 20 characters wide. This places the margin in the center of the screen. If we don't change the left margin to zero, the computer will skip the screen area that would normally be the left margin. Because it is now in the middle of the screen, there would be a strange empty line down the middle of the screen.

Line 170 pokes location 756 with the new character set location. The screen is cleared and the shore lines and water are printed on the screen. Notice that the shore begins on the left side of the screen and extends to the right margin, but the program tells the computer to begin the print with position 20 . All the lines after the second one are 20 characters off.

Line 180 fills the bottom of the screen with blue.
Lines 190-200 place the waves and the farmer in the boat into the two strings. In W\$, the farmer will be upright; in W1\$, the farmer will appear to be leaning forward.

Line 210 prints the options on the screen. The D in duck, the F in fox and the W in wheat are different colors; these are the keys that will be pressed to place that object into the boat and row it across.

Line 220 places three spaces and the numbers 534 into $\mathrm{C} \$$. $\mathrm{C} \$$ will not be used any more in the program, so rather than use a different variable, we are reusing $C \$$. The 5,3 , and 4 are the new characters for the fox, the wheat, and the duck. The next six variables will indicate where the fox, the duck, and the wheat are. F, W, and D will be set to 1 when the fox, the wheat, and the duck are on the right side of the screen. The F1, W1, and D1 will be set to one when the fox, the wheat, and the duck are on the left side of the screen. The farmer in the boat is printed on the screen.

Line 230 prints the items on both sides of the screen. When the program begins, the first three elements of $\mathrm{C} \$$ will be empty. The fourth through sixth will contain the fox, the wheat, and the duck. The keyboard is opened for input.

Line 240 gets a value from the keyboard. This value will be an ATASCII value for the key pressed. If the value of $B$ is greater than 127 , the inverse key has been accidentally pressed. By subtracting 128 from this value, it will be restored to the correct value. By poking location 694 with a zero, the flag is reset for normal characters.

Lines 250-270 check the key that has been entered for one of the three characters. If the variable for that character is a one, the first part of the if . . . then statement is true. We do not have to enter IF $D=1$, IF D serves the same purpose. If the D is one, the computer will go on the second part of the statement and check to see if the D or d key has been pressed. If it has, the duck is placed into the boat. The redefined character for 0 is the duck. When the boat is on the right side of the screen, that part of the boat is the 26th position in the string. The third character in $\mathrm{C} \$$ will be the duck. This element is replaced with the 4 , the duck on the ground. The variable for the left side

IXIXIXIXIXIXIXIX:
IXIXIXIXIXIX:XIX: $1 \times 1 \times 1 \times 1 \times 1 \times 1 \times 1 \times 1 \times 1$ : XIX:X:X:XIX:XIX: IXIXIXIXIXIXIXIX: IXIXIXIXIXIXIXIX: 1 $1 \times 1 \times 1 \times 1 \times 1 \times 1 \times 1 \times 1$ IXIXIX:XIX:XIX:X:
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)
$\begin{array}{lllllllll}1 & 1 & 1 & 1 & 1 & 1 & 1 \\ 1 & 1 & 1 & 1 & 1 & 1 & 1\end{array}$
IXIXI $\quad$ i i i i
IXIXIXIX: $\quad 1 \quad 1$
IXIXIXIXIXIXIXIX:
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IXIX:XIXIXIX:XIX:
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| 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 |
| 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 |
| 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 |

1 X $1 \times 1 \times 1 \times 1 \times 1 \times 1 \times 1 \times 1$
IXIX:X|XIX:XIX:X:
: XIX:XIXIXIXIX:X:
IXI IX: $|X| \quad \mid X: ~!$

Fig. 6-1. Character set for farmer, duck, fox and grain.


## $\dagger$



| 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| 1 |  |  |  |  |  |  |  |
| 1 | 1 | 1 | $1 \times 1 \times i$ | 1 | 1 | 1 |  |
| 1 | 1 | 1 | $1 \times 1 \times i$ | 1 | 1 | 1 |  |
| 1 | 1 | 1 | $1 \times 1 \times 1$ | 1 | 1 | 1 |  |

$1 \times 1 \times 1 \times 1 \times 1 \times 1 \times 1 \times 1 \times 1$ $1 \times 1 \times 1 \times 1 \times 1 \times 1 \times 1 \times 1 \times 1$ 1X:XIXIX:XIX:XIX: $1 \times 1 \quad|\times 1 \quad| \times 1 \quad \mid \times 1 \quad 1$

$$
\%
$$




1XIXIX:XIX:XIX:X:
"

| 1 | 1 | $i$ | 1 | 1 | $1 \times 1$ | 1 | 1 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| 1 | $1 \times i$ | $1 \times i$ | $1 \times 1$ | 1 | 1 |  |  |
| 1 | 1 | 1 | 1 | 1 | $1 \times 1$ | $1 \times 1$ |  |
| 1 | 1 | 1 | 1 | 1 | $1 \times 1$ | $1 \times 1$ |  |

$1 \times 1 \times 1 \times 1 \times 1 \times 1 \times 1 \times 1 \times 1$
$1 \times 1 \times 1 \times 1 \times 1 \times 1 \times: \times 1 \times 1$
$1 \times 1 \times 1 \times 1 \times 1 \times 1 \times 1 \times: \times 1$
$|\times 1 \quad| \times 1 \quad|\times 1 \quad| \times 1 \quad \mid$

$1 \times 1 \times 1 \times 1 \times 1 \times 1 \times 1 \times 1 \times 1$
IXIXIXIXIX:XIXIX:
1X:XIXIXIXIX:X:X:
|XI $1 \times 1 \quad|X| \quad|X| \quad 1$

0

| 入1 | \| $\times 1$ | $1 \times 1$ | $\|X\|$ |
| :---: | :---: | :---: | :---: |
| $\times 1$ | \| $\times 1$ | $1 \times 1$ | $\|X\|$ |
| $\times 1$ | $1 \times 1$ | $1 \times 1$ | \| $\times 1$ |
| $\times 1$ | 1 $\times 1$ | $1 \times 1$ | $\mid \times 1$ |
| $\times 1$ | 1 $\times 1$ | \| $\times 1$ | $\mid \times 1$ |
| X: | 1 $\times 1$ | 1 $\times 1$ | \| X |
| $\mid \times 1$ | 1×1 | \| $\times 1$ | $\|X\|$ |
| $\times 1$ | 1 $\times 1$ | $1 \times 1$ | \| X 1 |



3
4

Fig. 6-1. continued from page 97.
of the screen is changed to a 1 and the variable for the right side of the screen is set to zero. The program goes on to line 290. The other two lines are the same. They use the redefined characters for the fox and wheat.

Line 275 checks for the space bar. If the space bar is pressed, the program will go on to the next part of the routine and row the boat across the screen. Only press the space bar when you want the farmer to row the boat with nothing in it.

Line 280 sends the computer back to line 240 . The key that has been pressed is not one of the four correct keys, or the character that you are trying to take across the river is already on the other side.

Line 290 reprints the fourth through sixth characters of $\mathrm{C} \$$ on the screen. The character that is in the boat will be removed from the shore. The keyboard is closed and the character that is in the boat in $\mathrm{W} \$$ is placed in W1 $\$$. The boat is one character to the left in W1 $\$$.

Lines 300-340 form a for...next loop to move the boat from the right to the left. W1 $\$$ is printed on the screen. This is the string with the farmer leaning forward in his boat. The oar is in a slightly different position also. The first two characters of $\mathrm{W} \$$ is stored in TEMP\$. These two characters will end up at the end of W\$. The rest of W\$, from the third position to the end is placed in W\$. This, in effect, moves the characters up two places. The characters stored in TEMP $\$$ is placed in the last two places of $\mathrm{W} \$ . \mathrm{W} \$$ is printed on the screen. The same procedure is repeated with W 1 , except it is not printed on the screen. W1 $\$$ is printed when the routine is repeated. When the loop
ends, $\mathrm{W} \$$ will be on the screen. The computer will check the values of F1, D1, and W1. If they are all 1 , all three characters are on the left and the game is over. The winning message is printed on the screen.

Line 350 checks the variables F and D. If both of these are a 1 , then the fox and duck are together. Since they cannot be together, the message FOX EATS DUCK appears on the screen.

Line 360 checks the values of $D$ and $W$. If both of these are a 1 , the duck and the wheat are together. The message DUCK EATS WHEAT appears on the screen.

Line 370 restores the boat to normal in both strings, prints the empty boat on the screen, and prints the first three characters of $\mathrm{C} \$$ on the shore. The character that has been brought over on the boat will now appear on the land.

Line 380 gets a new key from the keyboard. Again, the value is checked to see if the inverse key has been set. If it has, 128 will be subtracted and the flag reset.

Lines $390-410$ check the key that has been pressed against the values in the variables. If the correct key has been pressed, but the corresponding variable is a zero, then that character is on the other side of the river and the boat must be rowed back before the character can be placed in it.

Line 415 checks for the space bar. If it has been pressed, the program will go on the routine that moves the boat back across the water.

Line 420 sends the computer back to line 380 for a new input. The key pressed was not an F , D , or W or the space bar.

Line 430 prints C $\$$ on the shore. The character placed in the boat will be removed. The character is placed into $\mathrm{W} 1 \$$. Again, because $\mathrm{W} 1 \$$ is offset by one character, the character that was placed in the boat is placed one position to the left in W1.

Lines 440-480 move the boat back across the screen. The lines are similar to the ones that moved the boat across the screen the first time. This time the last two characters are placed in the first two positions of TEMP\$. The first through 26th characters of $\mathrm{W} 1 \$$ are placed in the 3rd through 28th elements of TEMP\$. Then the contents of TEMP\$ are placed in W1\$. The same procedure is used to move the boat in W\$.

Lines 490-500 check to see if the fox is left with the duck, or the duck is left with the wheat.
Line 510 prints the fourth through sixth characters of $\mathrm{C} \$$ onto the shore. The new character will appear here now. The boat will be restored, and the empty boat will be printed on the screen. The program continues until the characters are all on the left side of the screen.

Line 540 is a timing subroutine. It is used to give you a chance to read the message on the screen.

To restore the screen, press the system reset key.

## MACHINE LANGUAGE SUBROUTINES

Until now, you have placed machine language subroutines into a string by setting a position of the string equal to the character string of a number. Every program that moves the character set to RAM, or moves a player/missile up or down used the same machine language subroutine.

The following two programs place a machine language subroutine in a string. The program then prints the string on the screen with a line number in front of it. By moving the cursor over the line and pressing return, we place the new line with the subroutine into the program. This line can then be stored on disk for future use. When you want this subroutine in a program, you do not have to use a for . . . next loop with the data lines. The line with the characters already in the string can be used.

## Listing 6－2．Move Character Set

```
10 FEM L.TETTNG 6.2
20 BEM MOUE CHARACTEF SET
30 FEM BY ... M, SCHFETBEF FOR TAB BOOKS
40 MTM C, (20)
```



```
) &NEXT X
60 0^TA 104y 162y4y160y0y177y205y14Gy20
3y200y208y249y230y206y230y204y202y208y
242.96
```



```
*(34):? 60%? 70
```

Line 40 sets aside 20 bytes for the machine language subroutine．
Line 50 reads the data into the string．When it finishes，each byte of the string will be an instruction of the subroutine．

Line 70 clears the screen．The number 50 and the string will be printed on the screen．The numbers 60 and 70 will also be printed on the screen．

Now move the cursor to the top of the screen and press the return key three times．Line 50 will be replaced with the string that contains the subroutine．Lines 60 and 70 will be erased．To use this subroutine，subtract 2 K from the amount of memory available in your system （A＝PEEK（106）－8）．Store the value of A in location 204 （POKE 204，A）．Store the beginning address of the ROM character set in location 206 （POKE 206，224）．To execute the subroutine use the USR command $-\mathrm{Q}=\mathrm{USR}(\operatorname{ADR}(\mathrm{C} \$))$ ．This subroutine will move the ROM character set into RAM．

## Listing 6－3．Move Player／Missile Up／Down

```
10 REY LTSTING 6.%
2O FEM MOUE FI..AYER/MTSSTLE:UF/WOWN
30 KEM BY L. M.SCHFFTBEF FOF TAB BOOKS
40 ITM UF*(13) yOOWN束(13)
```



```
B) NNEXT X
60 riATA 104y160,0y200y17779205y136y14%y
2Wy200y208,247.96
```



```
*(B)&N:XT X
80 0АTA 104y160y2WWy136y177y20Wy200y14
Fy20% y 136y208y247y96
```



```
F X=1 TO 13:T CHFs(ASC(UF$(X,X)))* $NEX
T X%% WH州米(34)
```



```
O 13% IF AकC(OOWN员(XyX))%2W% THEN ? CHR
*(27) \hat{ }
```



```
世HI*(34):? 70%? 80:T 90%? 100:? 110
```

Line 40 sets aside 13 bytes each for the two machine language subroutines.
Line 50 reads the data from line 60 into UP\$. UP\$ will contain the machine language subroutine to move the players up.

Line 70 reads the data from line 80 into DOWN\$. This is the machine language subroutine to move the players down.

Line 90 clears the screen and prints the two strings on the screen with line numbers before them. The numbers $70,80,90,100$, and 11.0 also appear on the screen. Move the cursor to the top of the screen and press the return key 7 times. Lines 50 and 60 will be replaced with the new lines that contain the machine language subroutines. Lines $70,80,90,100$, and 110 will be erased from the program.

To use these subroutines, store the high order address of the player to be moved in location 206 and the low order in location 205. Executing either subroutine with the USR command will move the player up or down.

When storing a machine language subroutine in a string, make sure that the subroutine contains relative branches. That is jumps that depend on a byte count instead of a firm address. The string can be placed anywhere in memory. The location of the string will vary from program to program. If the machine language subroutine contained a set jump, for example, jump to address 2048, the program would always jump to that address. If the correct instruction was there, the routine would work properly. If it wasn't, the program would crash. By using a relative jump, for example, Branch Not Equal, the program will be directed to a location by bytes (forward 8 bytes, backwards 3 bytes, etc.). This routine could be located anywhere since the same instruction will always appear 8 bytes after or 3 bytes before the current instruction.

## RELOCATING THE STRINGS

In the last chapter, tables for the variables, their names, and the string/array area were listed. Knowing where the computer looks to find out where a string is located enables us to be able to relocate strings to areas that are more suitable for our program needs.

The two tables that we will be using in the next program are the variable value table and the string/array area. By changing the offset values in the variable value table, we can make the computer "think" that the string is located elsewhere in memory. By changing the values in the fifth and sixth locations in the variable value table, we can change the length of the string.

In effect, we can make the screen one string, and manipulate it as such. We could even store a program in a string if we had reason to. One example of relocating the strings is in the next program.

## STRINGS AND PLAYER/MISSILE GRAPHICS

The player/missile graphics have provisions for moving the player/missiles to the right or left with a simple poke command. But, in order to move the players up or down, we have to rely on machine language subroutines. If the player was extremely long (tall), the movement could look a little jumpy. In the next program, which simulates a slot machine, we will move the players up by manipulating a string.

## Listing 6－4．Player／Missile Strings

10 FEM LTSTING 6．4
20 天EM FI．AYEFMTSSILE STMTNGS
30 FEM BY L．M．SOHFWTBEF WOF TAB BOOKS


 ）＊2W6：सEM GET THE CHSFAYY LTS


GE：TEXT WTNWOW TO GR＊


 80 COLOF O $+\mathrm{FOR} X=10$ TO $13 \div F \mathrm{FOT} 26, \times: \mathrm{OF}$
 $2 y X: M F A W T O ~ 4 B y X: N E X T X F E M$ MAKE WINNOW


RTABIE \＆STFTNG TABLES
100 FOKE W59y 46：FEEM SET FOF MOUBLE：I．TN F：F／M FESOLUTION

 F：MEMOXY
 （F゙：FM GFAFHTCS

BEGTNNNG OF ENCH FI．．．AYF

E：THE OFFSET UALUE：FOK THE STRTNGS



$1 . . \mathrm{OW}$ OFWF AWWFES OF OFFSET
170 FOKE UART＋2＋Xy GTRUAL．． 4 \＆FEM THTBX BY
TE：FOF STRTNG UARTABLIE IN UARTABLE：TAB …E：
180 FOKE VART＋3＋X，STRUAL 3 \＆REM FOURTH B YTE FOF STRTNG UABTABLE IN VARTABLEE TA
BI．．．：
190 FOK゙E VAFT＋4＋Xッ128＊FEM MAK゙：STRTNG
128 BYTES LONG
200 FOKE VAFT＋5＋Xy
210 FOKE UABT＋6＋Xy $128 * F M$ SET IFNGTHT
 NCFEMENT X FOF NEXT STFTNG
 （？）＝FWIW：FEM CLEAF THE：STRTNG

 80）：FEM GET SYMBOLS

260 IATA $25,50,0 y 24 y 60$ y 12696042400

280 MिTA 5以 50y $48,8 y 24 y 60$ y 12696090


310 FI．．．．
320 FOKE W3277y F／M GRAFHTCS … FTABLTSH FFTORTTHE



 OWS－．．MOUE THE FI．．．AYEFS ON THE SCWEN


 FOR A ぶEY TO BE FRWSSEM

 FOM G … 14

 FOTATE THE STETNG

 z．

 Z：NE：XY X

OF TUFNS FFOM I … 6

 FOTATE THE FTFST TWO STFTNGQ


## Listing 6－4．Player／Missile Strings（continued from page 103）



```
EM NEXT FI...AYEF
```



```
    FON A K゙EY
G70 00TO 340:FEM FFE.ES SYSTEM RESET TO
    EN# QAME:
```



```
Z#NEXT X
```



```
OF TUFNS FFOM 1 ...-6
```




```
T X &FEM L...AST STFTNG
```





```
HEN MONEY=MONEY'FWOO:S=7W:GOTO W%O
```




```
100:5=100:00T0 :10
```



```
NEY:=MONEY+WO:S:12#:OOTO W% (%)
```



```
NEY=MONEY+5%S=1.:W0:00T0 W1O
GOO S=2OO:FFM NO WTN
G10 50UN[ 0.Sy10.10:FOF X=1 TO MONEY$N
EXT X:SOUNQ OgOyOgO:F゙EM MAKE: SOUNO TO
INWTCATE WINNTNG
G20 TF MONEY%O ANO MONEY\:%OO THEN 350
#FEM CMECK゙ FOF ENX OF GAME
```




```
G40 TF MONEY:= 1000 THEN ? "YOU WTN" %FEF%
    BROKE: THE: BANK
G50 ? "FFESS ANY K゙EY TO FLAY AGAIN"##F
EM NEXY FLIAYEFR
G60 IF FFEK゙(764)=2G5 THEN G60%FEM WATT
FOF A KKEY
570 GOTO 340%REN FRESS SYSTEM RESET TO
    END GAME
```

Line 40 sets aside one byte for the strings that will be used for the players．TEMP\＄will hold one byte during the string manipulation．JCKPT\＄is the jackpot character．In order for this procedure to work correctly，PL1\＄，PL2\＄，and PL3\＄must be the first three variables in the
variable name table. Before typing this program in, turn off the computer; then turn it back on. Begin typing in this program. If the computer is given a variable before the PL strings, it will store that variable in the table. This will set the PL strings off and the program will not work correctly.

Line 50 sets the graphics to 4 . We will only need two colors for the slot machine, the background color and the machine's color. The beginning of the display list is stored in DLIST.

Line 60 changes the text window from graphics mode 0 to graphics mode 1 . When we are using a graphics mode with a text window, the display list will have another load command after the proper number of mode commands. This command tells the computer to start a new screen display in graphics mode 0 . We will change that to graphics mode 1 by poking it with a 70 . The three lines that would display graphics mode 0 are changed to graphics mode 1 by poking three more locations in the display list with a 6 . (Graphics mode 1 is ANTIC 6.) Now the text window in the program will have large print.

Line 70 uses the XIO command to draw a slot machine on the screen.
Line 80 uses color 0 (black) to erase part of the slot machine for the windows.
Line 90 stores the location of the variable table in VART and the address of the string/array are in STTAB. These two values will be used to relocate the strings.

Line 100 sets the player/missile for double line resolution.
Line 110 sets the player/missile graphics 2 K before the end of memory. The top of memory is stored in location 106. By subtracting 8 from it, we are subtracting 2 K of memory. The beginning of the player/missile area is stored in 54279 .

Line 120 multiplies the beginning address by 256 to arrive at the decimal location of the player/missiles. The number that is stored in PMBASE before it is multiplied is the high order address.

Lines 130-220 relocate the three strings that will be used for the player/missile graphics. The variable X is set to 0 (zero). This is the variable number or location in the variable table. The first player is 512 bytes past the address of the beginning of the player/missile area. Each player is 128 bytes apart, so the for . . . next loop uses a step 128. The string offset is stored in the variable STROFFSET. This is the value that the computer will add to the address of the string/array area to arrive at the location of the string. When the strings are not being relocated, the first string will have zeros as the offset since the first string will begin at the first byte of the string/array area. The second string's offset will be one more than the length of the first string. The string should begin with the first byte of the player. The value of $Z$ will be added to PMBASE. This is where the player begins in the player/missile graphics area. The value of STTAB must be subtracted because the computer will "add" this value back when it is looking at the string. The value that you arrive at is the new offset for the string. This value is greater than 255 , so it will have to be divided into two bytes. The high order address is the integer (whole number) of the offset divided by 256 . The low order address is arrived at by subtracting the high order integer times 256 from the address. These two bytes are stored in the third and fourth bytes of the variable table for that string. The next two bytes in the variable table indicate the amount of memory set aside for the string. We want 128 bytes for each string, so the low order is poked with 128 and the high order with a 0 (zero). The last two bytes set the length of the string. We want the string to be 128 bytes long, so these two locations will be poked with a 18 and 0 (zero). The variable X is incremented by 8 because the information for the next string will begin 8 bytes down from the beginning of the information for this string. This routine is repeated two more times. When it is finished, the first three strings in the variable table will be 128 bytes long and their location will be the player/missile graphics area.

Line 230 clears the first string.
Line 240 reads the data in the next 6 lines and stores it in the string. This data will draw the cherry, orange, lemon, apple, gold bar, and bell into the player/missile graphics are. The string JCKPT is set to the 5th character in the string.

Line 310 sets the other two strings.
Line 320 pokes location 53277 with a 3 to enable the players, and location 623 is poked with a 4. This establishes the priorities of the players and the graphics on the screen. If the priorities were not set, some of the players would appear over the machine instead of inside it.

Line 330 sets the colors of the slot machine and the three wheels.
Line 340 sets the variable MONEY to 100 . This is the amount of money you have to start the game. The three players are moved on the screen by poking their locations into the correct registers.

Line 350 prints a message in the text window.
Line 360 checks location 764 for a value other than 255 . When the value of this location changes, then a key has been pressed.

Line 370 subtracts one dollar from the amount of money left. The key location is cleared, and a random number from 5 to 19 is chosen. This number determines the number of times the rightmost wheel will spin.

Lines 380-400 make the wheels spin. This works on the same principle as the boat in the first program of this chapter. The top character of the string (in this case it's in the 36th location) is removed from the string and stored in a temporary location. The rest of the string is moved up one byte. The character that is being stored in the temporary location is moved to the end of the string. Each of these strings is a different player. The rightmost wheel is rotated once, the middle one twice and the leftmost three times each time the program executes the loop. This gives the illusion of the wheels spinning at different speeds.

Lines $410-450$ spin the middle and leftmost wheel after the right wheel stops. Each wheel is spun a few more times after one wheel stops.

Lines 460-500 check for a payoff. If all three characters shown on the machine are the same and they are the bars, the jackpot is won. 500 is added to the amount stored in MONEY. If the three are the same, but not the jackpot, 100 is added to the amount stored in MONEY. If the first two characters are a match, 5 is added. If there are no matches, nothing is added to the amount in MONEY.

Line 510 makes a sound to indicate the win. The variable $S$ is set to a different value depending on the amount of MONEY won. This line generates the sound.

Line 520 checks the variable MONEY to see if you can still play. If there is no MONEY, or the value of MONEY is greater than 1000 , the game ends.

Line 530 clears the screen and prints you lose if you have no money left.
Line 540 prints you win if the amount in MONEY is greater than 1000.
Line 550 prints the message on the screen.
Line 560 waits for a key to be pressed. The program will loop here until a key is pressed, if the system reset key is pressed, the program will end.

Line 570 sends the program back to line 340 to play again.

## Chapter 7

## Display

## List Interrupts

An interrupt is a subtle way to get the computer to do a task while it appears to be doing something else. When you are working on a program with your ATARI, the computer looks like it is just sitting there waiting for you to enter your new line or command. What is actually happening is the computer is very busy maintaining several areas. The ANTIC chip keeps the information on the screen; the clock keeps time; and the computer keeps checking to see if it's time to start the active mode. When you press a key, you are interrupting the 6502 . It now checks which key was pressed, and sends that information over to the ANTIC chip so that it can be displayed on the screen. Because of the speed at which the computer works, this appears to be done instantaneously. The computer is capable of handling more functions if it is interrupted at the proper times.

## HANDLING AN INTERRUPT

One of the best times to interrupt the computer is when it is drawing on the screen. To draw an image on the screen, the computer must be synchronized with the raster scan of the television set. This happens within the computer and we do not have to be concerned with it. When the raster scan begins to draw a picture on the screen, it begins with the upper left corner and goes across the screen to the upper right corner. When it is finished with the line, it shuts itself off, retraces its line, then drops down one line and turns itself back on. It continues to draw lines, turn itself off, retrace, drop down, and turn itself back on until it reaches the bottom of the screen. There it will shut itself off and return to the top of the screen, where it will begin to draw all over again.

The period of time during which the raster is turned off and is retracing the line is called a horizontal blank. The period of time needed for the raster to go back to the top of the screen is called the vertical blank. During this time we can interrupt the computer and have it do something that we want it to do: something that may not be possible in BASIC or machine language alone.

There are certain registers or memory locations in your ATARI that seem to have a double in ROM. The color registers are one set of these registers. There are 9 different locations to store the color values in RAM. There are also 9 color locations in the ROM or Operating System. If you poked a value into the RAM locations, you would change the color of the character on the screen. If you poked a value into the corresponding ROM location, nothing would happen.

ANTIC draws characters on the screen based on the colors in the ROM locations (these

Table 7－1．Hardware Registers and Shadows．

| 民e\＃i．：6er <br>  | h＂riwnere कめサe\％ | shedou <br> あぁres： |
| :---: | :---: | :---: |
| Ch\％raeter moめe | W427\％ | 76 |
| Chereeter mewe | ツ4281 | 766 |
| Color macksroumd | W3974 | 712 |
| Color resister o | W270 | 708 |
| Wolor resister | W\％91． | 709 |
| Color resimter | W\％\％ | 71.0 |
| Color resister 3 | W\％27\％ | 71.1. |
| Color res／wlsyer o | 5366 | 704 |
| Color res／wleyer d | \％267 | 705 |
| Color тшe／wlw母er ？ | W\％29 | 706 |
| Wolor res／mleswr | W329 | 707 |
|  | W497\％ | 661 |
|  | 54274 | 66 |

locations are also called the hardware registers）．Each time the vertical blank occurs， 60 times every second，the computer looks at the colors in the RAM locations and stores them in the hardware registers．If you poked a color value into a hardware register，it will be replaced within a 60th of a second！Table $7-1$ shows a list of hardware registers．The second location is called the shadow register．This is the register that contains the value that will be placed in the hardware register by the computer during the vertical blank．

There is a way to change a value in the hardware register without interference from the shadow register：interrupt the display list and change the value during a horizontal blank．

## WRITING SERVICE ROUTINES

During the period of time that the raster scan is retracing itself，the computer is free to do other things，like change colors，character sets，or other images on the screen．To do this， however，the computer must be told to watch for an interrupt．In the following program，the
computer is told that there will be a display list interrupt．The correct bit is set for an interrupt at the end of a line，and the colors in color registers are changed．

The only problem with using a display list interrupt to change the color value is that the character will always be one color above the line and the other color below the line．If the character travels above the line it will be changed to the original color．

## Listing 7－1．Color Service Routine

```
10 FEM 1.TSTTNG7.1.
20 KEM COLOR SERUTCE ROUTINE
3O REM BY L.M.SCHFETBEF FOF TAB BOOKS
GO GFAFHTCS 18
```



```
#FEM THE WTH L..NNE ON THE SOEEN
```



```
m mit to i ms acoime l28 to the week o
f that locetiom
```



```
Q &NEXT ML. &FEM FOKE THE MACHTNE LANGUAG
E SUBFOUTTNE TNTO FFEE 及AM
```



```
2*FEM AMTEFSS OF MACHTNE LANGUAGE SUBF
OUTINE ... ACTTVATE TNTEFEUFT
100 MATA 72, 30y72y152y72y162y100y160y
```



```
208y 140y22y%00y104y 168y 104y170y 104y64
120 FOSTTTON 2y % % #%%"BLU|:" " "sreer"
```



```
160 FOSTTTON 2y7%? #ठ夕"FTNK゙"y"w!rw 1e" %
FOSTTTON 7y9*T ##6%"GFEY"
170 60TO 170
```

Line 50 changes the graphics mode to 18 －mode 2 without the text window．
Line 60 stores the beginning of the display list in variable DL．The address of the beginning of the display list is stored in locations 560 and 561 ．To arrive at this address，the contents of memory location 561 must be multiplied by 256 and the contents of memory location 560 must be added to this product．Add 10 to this address to point to the middle of the display list．

Line 70 changes the display list．By setting the high order bit of a display list value to 1 ，we tell ANTIC that after it draws or writes this line onto the screen，there will be an interrupt．Since we may not be sure what the value might be at this particular location，the simplest way to set the bit is to add 128 to the value of this location．

Line 80 reads the data from line 100 and pokes it into the free RAM beginning at location 1536．See Table 7－2 for the assembly language listing of the subroutine．

Line 90 stores the address of the beginning of the interrupt routine at memory locations $512-513$ ．The address，in this case 1536 is divided by 256 ．The high order address is the integer part of the quotient． $1536 / 256=6$ ．There is no remainder．The 6 is stored in memory location 513 ．

Table 7-2. Service Routine to Change Colors.







```
        (क0ntents &ranकरerreक prom inकes Y)
162 LmX #100 श!mot imbes X witm 100.
1.00
```



```
    0
```



```
    98
    1.41 5TA %42%2 केtome the कomvents of the
    10
```



If there was a remainder, it would be stored in location 512 . Since there is none, a zero is stored there. Memory location 54286 is poked with 192 . This is a hardware address that can enable the interrupt for the display list interrupt and the vertical blank interrupt. If it is not enabled, ANTIC would ignore the code in the display list that tells it that this is the place where it should execute the interrupt routine.

Lines 120-160 print on the screen. The first four words-blue, green, red, and yellow use the colors that are preset by the operating system. Be sure that BLUE is in uppercase and inverse, and red is lowercase inverse. Each word will appear in its color. The three words on the bottom will appear in new colors. PINK is uppercase inverse, and appears pink on the screen. Purple and GREY were previously green and YELLOW. The interrupt routine changed the color code in the

| 212 |  | wsit for time momizomtal werme |
| :---: | :---: | :---: |
| 1.41 | ¢TA 5\%272 | \%Store im color resiseter* |
| 24 |  |  |
| 208 |  |  |
| 142 | STX W\%\%1 | ystore i.max $X$ in color resister* |
| 23 |  |  |
| 209 |  |  |
| 140 | STY w3270 | क्ture imame Y in cobor resiswer * |
| 22 |  |  |
| 208 |  |  |
| 1.04 | F'...A | 介remove valme fromisteck |
| 168 | TAY | ¢ Tramerer it to imbex $\gamma$ |
| 104 | F1.... |  |
| 170 | TAX | \# Trancper at to amaes x * |
| 1.04 | F! A |  |
| 64 | ETH |  |

hardware register during a vertical blank. The operating system replaced the color with the color code from the RAM shadow address during the horizontal blank. Everytime something is printed on the top half of the screen, it will appear in the color set by the operating system, or the color that was placed in the shadow registers under program control. The colors on the bottom half of the screen will be the colors forced into the hardware registers during the interrupt.

End this program by pressing the system reset key.
Changing the colors in a program is only one possible use of interrupts. Any feature that has both a shadow or RAM address and a hardware address can have multiple uses with the interrupt. In the next program we will use two character sets in the same program. The standard character set will be displayed at the top of the screen, and the new characters will be used at the bottom.

## Listing 7－2．Double Character Sets

10 सEM 1．ISTING 7.2
20 FEM MOUBLE WHAFACTEF SETS
30 以EM BY … \＆－SCHFETBEF FOR TAB BOOKS 40 GWAFHTCS O

 ENO OF MEMOFY
 Q \＆NEXT ML \＆REM MOUE THE MACHTNE COME TN
TO RAM


$392009208949,230 y 206920.2049202908 y$ 242996

AX Q？FOKE XッQ＊NEXT X

101 IIATA 0 y 124 y 102 y 102 y 12490291029124
102 IIATA Oy 124 y 100996996 y 100 9100y 124

104 MATA 0y124y100．96y120996y100y 124
105 MATA 0．124y1009969120．96996y112
106 MATA 0 y $12491009969108 \cdot 1009100$ y 124

108 InTA $0.60924924 y 24 y 24924960$


II I MATA 0 y 120 y $48,48 y 48 y$ y y $w 0 y 126$

113 חATA 0 y 9 4． 102 y 102 y 102 y $1029102 y 102$
114 1月TA 0y 60 y 102 $102 y 102 y 102 y 102 y 60$


$11 \%$ МТА 0，124y 102 y 102 y 1.24 y 102 y 102 y 102

119 M分A $0,12499099024924924.60$

121 WिTA 0y102y102y 102y102y100y104y12
122 पАTA 0.90 .90990990 .90 .909108
123 IATA 0y122990y92y24y．98990．94
124 TATA 0y102y $102 y 102 y 102924 y$ y 124




```
    MSF।..AY I...ST
```



```
OR TNTEFWUF'T
```




```
ACHTNE: ANGUAGE SUBROUTTNE TNTO BAM
```



```
92%以"M MOXFESS OF MACHTNE LANGUAGE SUB
BOUTTNE .... ACTTUATE TNTEFRUFT
200 m^TA 72y169y1%2y141, 10y21.2y41y9y2
12y104:64
210 FOSTTTON 9, *? "STANOMFO CHARACTEF
S"
220 FOETTION 13%N%T "BOL@ FACE"
300 60Y0 300
```

One of the first tricks that everyone learns is how to turn the screen upside-down by poking 755 with a 4. (If you've never tried it, do it now with the direct command:

POKE 755,4
(If you have a program listed on the screen, it will look most impressive!)
This is fine if you want everything to be upside down. But, maybe, you want just one or two lines in the middle of the screen turned for a mirror effect. Again, the interrupt routines can be used to do it right on cue!

## Listing 7-3. Mirror Images Routine

```
1. EEM L.TSTINE 7.3
20 EEM MTEEOR TMABES FOUTTNE
30 FEM BY L. %.OCHEETBER FOF TAB BOOKS
40 GR,FHTCS O
```



```
*EEM THE GTH LITNE ON THE SCEEN
```



```
8th bit to l bs andim= 12e
```



```
Q#NEXT ML #FEM FOKE THE MACHTNE L..ANGUAG
F:: SUBROUTTNE: TNTO FFE:E FAM
90 FOKE Gリ`yO%FOKE W% y % FOKE F4286y19
2&FEM A#WFESS OF MACHTNE:..#NOUAGE SUBF
OUTTNE ... ACTTVATE TNTERRUFT
100 maTA 72,169,4,141.10,212,141.1.212
y104y64
```

Line 40 sets the graphics mode to 0 . This command will make the computer reset the entire display list. By having the display list reset, we can run this program several times. If the display list was not reset, line 70 would produce an error message.

Line 50 finds the beginning of the display list and stores this address in the variable DL. We add 15 to this address so that we will be working with the middle of the display list.

Line 70 sets the eighth bit of the byte in the display list. By adding 128 to the value found at this location, we set only one bit without disturbing the original value.

Line 80 reads the machine language subroutine that inverts the letters.
Line 90 pokes the address of the machine language subroutine into memory locations 512 and 513. 192 is poked into location 54286 to tell the computer that an interrupt will be generated.

Run the program. Now list the program. The listing on the top half of the screen will be correct. The listing on the bottom half of the screen will be inverted. Press the system reset key to turn the screen back to normal.

## PRECISE TIMING

Another use for a service routine is for precise timing. The routing will be executed every time the computer comes to that line in the display list. Since the display list is synchronized with the raster scan on the television, the routine will be executed every $1 / 60$ th of a second. By placing a counter in the routine, a character can be moved, a sound can be made, or a color changed precisely on schedule.

In the following program, the neon sign is kept flashing with an interrupt service routine.

## Listing 7-4. Precise Timing

```
10 ENM 1. TSTTNO %.4
O FEM FFECTEE TNMTNG
```



```
40 \sigmaRAFHTCS 0&FOkE न%-y.
```



```
EEM THE 2NO LINE ON THE SOEEN
```



```
#mbto d ms eक0ime l2e
```



```
O NNXY ML 今,WM FOKF THE MACHTNE LANGUAG
E SUBFOUTTNE TNTO FFWE BAM
```



```
    TO O
100 FOSTTTON OyO&? " " %OOLOR 42*FLOT 3
```



```
#%"FmbT0 33,%
110 COLOR 1%O&F1.0T 34y4%WFAWTO 34y19%%
RAWTO 4y,9%OFAWTO 4y 4 ÖFAWTO 34y,4
120 COLOR 4% %FLOT S%y%WFAWTO उGy20& RF
```



```
1.%0 FOTTTON 13:1O%T "BWMMYBY MOTEL"
```

```
140 FOSTTHON 1O& \? "COLOR TV ... WATEF
    B:OII"
1.% FOSTTTON 1%y,4%T "LOW FWTCE"
1.90 FOK゙: W12y0%FOKE W1%y6%OKE W4286y,
92*REM AOWFESS OF MACHTNE I..ANGUAGE SUB
WOUTTNE:... ACTIVATE TNTEFWUF':
200 विTA 72, 65y19y240y16y169y 25Gy133y
19y16%y206y9y1. 133y206y141. 10,212y141,
1. y22,104y64
210 GOTO 210
```

Line 40 sets the grapics mode to 0 . This must be done at the beginning of the program because you will be adding a value to an existing value in the display list. By setting the graphics mode at the beginning of the program, the computer reinstates the original value into the display list. If this wasn't done, and the program was rerun, the computer would be adding a value to the value that was changed in the previous run. Poking 752 with a 1 removes the cursor from the screen.

Line 50 finds the beginning of the display list and sets the variable DL to the 2nd line or the 7th value in the display list.

Line 70 gets the value from the display list and adds 128 to it. The new value is poked back into the display list. This is the line that the graphics were set back to zero for.

Line 80 reads the machine language subroutine into memory. This is the routine that the computer will execute during the interrupt.

Line 90 pokes the memory location 206 with a zero. We will be using this location as a counter for this program.

Line 100 and 120 use the position command to erase the cursor that was left there by the graphic 0 command. The plot and DRAWTO commands draw a rectangle on the screen. The 42 after COLOR is the character that will be drawn. In this case, it will be an asterisk (*).

Line 110 draws another rectangle between the first and second rectangle.
Lines 130-150 print the message inside the sign. The words COLOR, WATER, and LOW PRICE are in inverse video.

Line 190 tells the computer where in memory the service routine is located and tells the computer that there will be an interrupt.

Line 200 contains the data for the machine language subroutine. This subroutine uses the clock to find out when the words should be turned on and off. See Table 7-3 for the assembly language listing for this program.

To end this program, press the system reset key.

## Listing 7-4A. Precise Timing-Second Method

```
10 FEM 1. TSTTNG 7.4A
2O FEM FFEOTSE TTMTNG
30 FEM BY ... & SOHFKTBEF FOR TAB BOOKS
4O GRAFHTCS O語OKE 7%2y!
```



```
FEM THE 2NM LINE ON THE SOEEN
```



Table 7-3. Service Interrupt to Flash Inverse Characters.

| वemimel eome |  | \%\%en | mbty ansmase In imtins |
| :---: | :---: | :---: | :---: |
| $\cdots$ | FHA |  |  |
|  |  |  | \%** |
| $16 \%$ | 1.. 19 F | 1.9 | thase the sectmulator with the |
| 19 |  |  | ¢ontents of mmmors locetion 19 \% |
| 240 | 8 E | 1.6 | ¢ Eram¢o if it is mero mhesd io |
| 1.6 |  |  | metes: |
| 1.69 | 1.. m \% | \#2w: |  |
| 25 |  |  |  |
| 13.3 | ¢\% | 1.9 | 9tore it et locetion 19. |
| 19 |  |  |  |
| 1.65 | 1.. 1 M | 206 |  |
| 206 |  |  | Cortemts of 10\%\%tiom 206. |
| 9 | OFA | \#1. | وOF the comtamts of the scoumaletor |
| 1. |  |  | witte I * |
| 1. 33 | बra | 206 |  |
| 206 |  |  | 206 . |
| 1.41 | sra | \%4282 | \% Store the scotmmiator mt thim |
| 1.0 |  |  | 10¢\%tiom smat weit for horizomtel |
| 212 |  |  | \%\%\% |
| 1. 41 | 87 A | W497\% | 乡¢tore is at this lowstion … |
| 1. |  |  |  |
| 212 |  |  | mode |
| 104 | $\mathrm{F}^{\cdot} \mid \ldots$ |  | \%Full the volue For the scoumbletor |
|  |  |  | orr the taw |
| 64 | ET T. |  | 隹eturn frominterrume |

Listing 7-4A. Precise Timing-Second Method (continued from page 115)


This listing is nearly identical to the previous one. The difference is in the data line. In the first program, the value in location 206 was "or'd" with 1 . The value was stored in 54273 . By alternating this value between a 1 and a 0 , we turn on the characters that were printed in inverse video. In the second program a zero is stored in this location. Now the computer will print the same characters in inverse video, then normal video.

## PLAYER/MISSILE ENHANCEMENTS

In a previous chapter, the player/missile graphics were described as a band that fit over the screen. This band could be moved to the right or left by poking a location with a value. In the next program we will use the service routine to continually move a player on the screen.

## Listing 7-5. Moving Players

```
10 REM 1.ISTTNG %%%
2O EEM MOUTNG FINAYEFS
3O EEM BY ...的, COHBETEFR FOR TAB BOOKS
WO BRAFHTCS O
```



```
FEM THE 2NO LINE ON THE SOEEN
```



## Listing Listing 7－5．Moving Players（continued from page 117）

```
n mit to d ms कdaine 128 to the meek o
f thet locetiom
```



```
    1..15T
```



```
    ANTTC WHEFE FINAYES WTLIN BEGTN
```



```
F:...TNE:EWEOLUTTON
120 F0% X:WMBASE+1024 TO FMBASE+1280+F
OKF: XッO&NEXT X:NEM COLEMF OUT THE GAFBA
GE
```





```
126y60
1:%OW&゙: 704y608FOKN: W3248y0%FOKE 2OFy
%FOK゙E 710ッ0
```



```
yQ %NEXT ML.. &FM FOKE THE MACHTNF: LANGUA
GE: SUBFOUTTNE: TNTO FFF:%:E FAM
```



```
92*EEM AMOFESS OF MACHTNE I..ANGUAOE SUB
ROUTTNE:... ACTTUATE TNTEFFUFT
```



```
y141,y0g205y104y64
210 GOTO 210
```

Line 50 sets the graphics mode to 0 ．This is done at the beginning of the program because a value will be added to an existing value in the display list．By setting the graphics mode at the beginning of the program，the computer reinstates the original value into the display list．If this wasn＇t done and the program was rerun，the computer would be adding a value to the value that was changed in the previous run．

Line 60 finds the beginning of the display list and sets the variable DL to the 2nd line or the 7 th value in the display list．

Line 70 gets the value from the display list and adds 128 to it．The new value is poked back into the display list．This is the line that the graphics were set back to zero for

Line 90 finds out how much memory is in the system and subtracts 2 K from it．This places the player／missile graphics before the display list．

Line 100 pokes the beginning location of the player／missile area into 54279．That amount is multiplied by 256 to get the actual location of the beginning of the player／missile area．

Line 110 sets the resolution to single line resolution and tells the computer to enable the players／missiles．

Line 130 clears out the memory area that will be used by the player．If this memory is not
cleared, the player could contain random bits or the data from a previous program. This clutter would appear on the screen when the player is moved onto the screen.

Line 130 reads the data that makes up the boat into the player/missile graphics area.
Line 140 is the data for the boat.
Line 150 sets the color of the boat, the background color of the screen, and sets the location of the boat on the screen to zero. Memory location 205 will be used as a shadow location for 53248. The value in 205 will be changed by one each time the computer executes this subroutine. This value will then be stored in location 53248 by the service routine. Every time this value changes, the boat will move on the screen.

Line 170 reads the values for the machine language routine and stores them in RAM.
Line 190 tells the computer where in memory the service routine is located and tells the computer that it will have an interrupt.

Line 200 is the data for the machine language subroutine.
To end this program press SYSTEM RESET.
When you use any service routine in program, keep in mind that the computer will execute the routine continually until the system reset key is pressed. If it is used with a BASIC program, the program can be processing information, waiting for an input, or drawing on the screen while the service routine performs its functions. In effect, you are running two programs at the same time.

## Chapter 8

## Scrolling

Scrolling is a technique that moves the contents of a screen up, down, left, or right. When the screen appears to move up or down, the movement is referred to as vertical scrolling. When it moves left or right, the movement is referred to as horizontal scrolling. Either the entire screen or selected lines can move.

Text adventure games usually scroll the bottom part of the screen, while the top part remains the same. The text appears to disappear just under the dotted line. Space games often use both horizontal and vertical scrolling. The entire galaxy moves to the left or right, up or down, depending on the direction of the joystick. This gives the illusion of a larger playfield and adds realism to the game.

There are two methods of scrolling on the ATARI computer. The course vertical scroll moves information up or down one line at a time. The entire screen moves up or down. If there is a lot of information on the screen, the movement could appear jumpy. The course horizontal scroll moves every line to the left or right one byte. Again, moving the entire screen could make it appear to roll. It does not look smooth.

Fine vertical scrolling moves the line up or down by one pixel. As each line moves up, the line beneath it also moves up. The movement is much smoother than the course scroll. The fine horizontal scroll moves the line to the left or right by one pixel.

## COURSE SCROLLING

In a previous chapter we looked at the display list. The fifth and sixth bytes of the display list tell the computer where the screen memory begins. If this value were changed, the screen display would be different. In the next program, you will print a message on the screen. The message is too long to be displayed on the screen all at one time. You could print part of it, have a timing loop in the program, and then print the rest of it, but in this program the entire message is printed on the screen slowly. The message scrolls from the bottom of the screen to the top. It is not difficult to read, although it is a bit jumpy.

## Listing 8-1. Course Vertical Scroll

```
    10 FEM 1. TSTTNG O.1
    20 FEM COUFSE UFFTTCAL SCROLI...
```


## Listing 8-1. Course Vertical Scroll (continued from page 121)

30 REM BY … •M. BOHFW BEF FOR TAB BOOK
40 GNAFHTCS O




80 ? "THTS MESSAGI: WTI.... "
90 ? " 6 CROLI ON THI: "
100 ? "SCRE: N. TT TS"
110 ? "MUCH TOO 1 ONG TO"
120 ? "BE: SHOWN ALI... AT"
130 ? "ONCE …… 50 YOU"
140 ? "ONLY SEF FAFT OF" "

160 ? "TTME: "
170 ? "WHAT YOU MON'T"
180 ? "SEE TS TN THE FART"
190 ? "OF MEMORY THAT TS"
200 ? "NOT MTFFAYEX ON"
210 ? "THE SCHEN。"
220 ? "THE COURSE SCROLI "
230 ? "MAK゙ES THE ENTTEE"
240 ? "MFSSAGE SHOW!"
 IST+5)
 AMM TO THE: VALUE TO MOUF TWO ON THE SCFWN

OOF FOR FWAHABTITYY

G6:SCKHT: SCXHT+I \#FM GO TO THE NEXT FA
GE OF MFSSAGF:

CFHI*WEM OSFI.AY NEW SCFWN

Line 40 sets the graphics mode to 0 . This is done because you will be poking a value based on the peek of a location in the display list. If the value has already been changed and the program is run again, the results on the second run may not be the same as on the first run.

Line 50 finds the beginning of the display list.
Line 60 changes the value of the fourth byte of the display list (the first byte is DLIST +0). It will now be graphics mode 2 .

Line 70 changes the rest of the display list to graphics mode 2 . This mode uses 16 -pixel rows
instead of 8 -pixel rows like modes 0 and 1 . Since only 12 rows will be displayed on the screen at one time, half of the display list will not be seen.

Lines 80-240 print the message on the screen. There are 17 rows of text. Since we changed the mode by changing the display list, the computer will try to place 40 characters on a line. Each line that we are printing is less than 20 characters. The text will appear double spaced on the screen. All 17 rows of text will be placed in the area of memory set aside for the screen display.

Line 300 finds the beginning of the memory set aside for the screen. The two bytes are stored in variables SCRLOW and SCRHI

Lines 310-350 scroll the message on the screen. Line 310 begins the for . . . next loop that will move the beginning byte of the screen display area 11 times. 40 is added to the value in SCRLOW. This is the low order byte of the beginning of the screen display area. We add 40 so that we can move 2 screen rows at the same time. Line 320 contains a timing loop. If we did not slow down this routine, the lines would be printed so fast that we could not read them! Line 330 checks the value of SCRLOW. If it is greater than 255, it will be reduced by that amount, and SCRHI will be increased by 1 . If we didn't increase SCRHI by 1 every time SCRLOW reached 255, the computer would stay on the same page of memory. Line 340 changes the beginning of the screen memory by changing the contents of the memory locations that ANTIC looks at to start displaying information on the screen. Line 350 continues the for . . . next loop.

To return to the text mode, press the system reset key.
The next program prints every character that the computer is capable of printing in the color text mode. Every line contains all 256 characters, but only 20 characters can be displayed on the screen at one time. How can every line contain 256 characters? Remember that the fourth instruction in the display list tells ANTIC the mode of the top line and that the next two bytes contain the beginning of the screen memory. If we change the display list so that every line starts its own screen memory, we can make the lines as long or as short as we need. Each line can be in a different mode, or they can all be in the same mode. The next listing prints all the characters in the same mode. The one following it uses mixed modes.

## Listing 8-2. Course Horizontal Scroll



## Listing 8-2. Course Horizontal Scroll (continued from page 123)

```
100 FOKE UnTST+3*X+1, O*FEM LOW OROWF A
MmESS OF SCFEEN LTNE
```



```
HTOH OFOWF AOMFESS OF SCREEN LINE
120 NEXT X
```



```
TTON TO BEGTNNTNG OF OTSFLAY LTST
```



```
HT安56)
1.%O FOKF: M1, TST+X*3+1, %1.1.0
```




```
T HW NEW MTSF%AY L...ST A#WRESS TNTO IT
& WGTSTEFS
```




```
BEGTNS
190 FOKE EWQ, \A*FEM TURN ANTTC BACK ON
2OO FOKE Q2,O&REM STAET AT THE FHOE OF
THE: SCFEEN
210 ? ")"
220 0TM AS (2W6)
```



```
EXY X
```




```
$(X+1, X+1))&NEXT X&NFXT Z
2W0 FOF % =0 TO 235*FOR X=\ TO 12*BEM L.
EAUE 20 CHAKACTEFE ON THE SCREEN ... 12
L..TNES ON OCREFN
```



```
FT MABGTN TNTO THE LOW OROWE SCREEN AW
MFES FOF EACH FOW
```



```
280 FOF z=23% TO O STEF .... %FOR X=1 TO
12:FEM MO IT BACKWAFMS
290 FOKE OLTST+X*3+1.%*FWM FOKE THE L...E
FT MABGIN TNTO THE LOW OFONF SCFEEN AO
WFESS FOR EACH FOW
3OO NEXT X NEXT Z&FEN MO ENTTFE:ECREFN
310 GOTO 250%FEM K゙EEF WOTNO TT
```

Line 40 turns off ANTIC. Since we are making major changes to the display list, it is a good idea to turn off ANTIC. Otherwise we could confuse or lock up the computer.

Line 50 finds the amount of memory available in the system and subtracts 12 from it. This will give us 12 pages or 3 K of memory for the screen display.

Line 60 subtracts 50 bytes from the beginning of the screen area. That should be enough for the display list.

Lines 70-160 set up the new display list. Line 70 pokes in the values for the first three bytes of the display list. Lines 80-120 set up the main body of the display list. There will be 12 lines on the screen. Instead of poking in the value for that line of the display list, we need to do more. First, we will offset the value of X by multiplying it by 3 . Three is used because there are 3 values that must be poked in for every line. The first value is 71 ; this is the same value that would normally be placed in a display list for mode 2 . It means that the line is in mode 2 . The next 2 bytes indicate the beginning of the screen display area. The next value to be poked in is a zero. Every line will begin on an even page of memory. The next value is the high order byte for the screen display area. The line number minus one is added to the value of screen. The jump instruction for ANTIC is poked into the end of the display list along with the two byte address for the beginning of the display list. Now ANTIC will know where to jump when it gets to the end of the display list. The new values for the location of the display list are placed in memory locations 560 and 561. ANTIC is turned back on and the left margin of the screen is changed to 0 .

Line 210 clears the screen.
Line 220 sets aside 256 bytes for A $\$$. This string will be displayed in every line on the screen.
Line 230 places the character for every value from 0 to 255 into $\mathrm{A} \$$.
Line 240 calculates the beginning of the screen display area for the line by multiplying the value of SCREEN plus $Z$ by 256. The ASC (ATASCII) value of every character in $A \$$ is poked into this memory area.

Lines 250-270 change the value in the low order byte of the screen display area for every line. This makes the rows on the screen appear to move to the left.

Lines 280-300 reverse the process. By subtracting one from the low order byte of every row displayed, the screen will shift to the right.

## FINE VERTICAL SCROLL

The fine vertical scroll is achieved by moving the characters on a line up or down one pixel at a time. After the first line has been scrolled as far as possible, the scrolling to the next line is done the same way it was done in the course scroll program.

Once again, the display list plays an important part in the fine scroll. The sixth bit of the byte that tells ANTIC what mode the line is must be set in order to scroll that line. An easier way is to

|  |  |  |  |  | - |  | $\mathrm{XX} \quad \mathrm{XX}$ |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  |  |  |  |  |  | XX XX | XX XX |
|  |  |  |  |  | XX XX | $\mathrm{XX} \quad \mathrm{XX}$ | XXXXXXXX |
|  |  |  |  | $x \times x$ | $x \times \quad x \times$ | XXXXXXX | XXXXXXXX |
|  |  |  | xX XX | $x \mathrm{x} \quad \mathrm{xX}$ | XXXXXXXX | XXXXXXX | XX $x^{\text {x }}$ |
|  |  |  | XX $\mathrm{XXX}^{\text {d }}$ | $\times \times 8 \times 8 \times 8$ | $x \times 8 \times 8 \times 8$ | $x \times \quad x \times$ | XX XX |
|  | XX $X X$ | $\mathrm{XX} \quad \mathrm{XX}$ | xxxxxxxx | XXXXXXX | xx XX | XX XX |  |
| XX XX | XX XX | XXXXXXXX | XXXXXXX | $X X \quad X X$ | XX XX |  |  |
| XX $\mathrm{XX}^{8}$ | ¢ XXXXXXXX | XXXXXXXX | XX XX | XX XX |  |  |  |
| XXXXXXXX | XXXXXXXX | $x \times \quad \mathrm{X} \times$ | XX XX |  |  |  |  |
| XXXXXXXX | XX XX | XX XX |  |  |  |  |  |
| $\mathrm{XX} \times \mathrm{X}$ | $\mathrm{x} \times \mathrm{x} \times$ |  |  |  |  |  |  |
| XX XX |  |  |  |  |  |  |  |
| 0 | 1. | 2 | 3 | 4 | \% | 6 | 7 |

Fig. 8-1. Scroll values.
add 32 to the mode．If the screen is mode 0 ，the display list has 2 for the mode．Change the 2 to 34 and that line can scroll vertically．

Of course，the line will not scroll all by itself．The computer must be told when to scroll that line and how far to scroll it． 54277 is poked with a value from 0 to 7 ．A zero holds the character in the position that it would be in if there was no scroll．A seven moves the character up seven pixels． It is almost in line with the correct position for the line just above it．Figure $8-1$ shows the character position from 0 to 7 ．

The following program uses the fine scroll with the course scroll to move a message up on the screen．

## Listing 8－3．Fine Vertical Scroll

```
10 हसM L.TSTTNG &.3
20 FEM FNE VEFTHOAL. SOROLI.
3O हEM BY ...品,OCHFETBEF FOF TAB BOOKS
40 GNAFHNC% 0
```



```
ET THE BFGTNNTNG OF THE MTSFI..AY LTST
60 FOKE OLTST+%y102
% FOW X=6 TO 28%FOKNE WhTST+Xy38*NEXT
X
80 FOSTTTON 2,8
170 ? "THTS SOROLINNO"
```



```
190 ?' "HAN TH:WOMFSE"
```



```
210 ? "YOU CAN MAK゙E":
220 ? "TT SCFOLI. FलST"
2% ? "OF SI..0W WTMM"
240 ? "合 TTMTNG LOOF*"
```



```
15T+6)
300 FOF X:= 1. TO 8:50F%OW=5CFLOW+20:FEM
AMC TO THE: VALUE:TO MOUE TWOC LTNES UF'
ON THE SCFEFN
310 TF SCFOW%%6 THWN SCRLOW=ECRLOW--2
"6%SCRHT:-SCFHI+I &゙EM GO TO THE:NEXT F'A
GE OF MESSAGE:
320 1.N=1.N+10
```








```
OW ENTTFF:= MFS%AF
```

Line 40 resets the display list every time the program is run.
Line 50 finds the beginning of the display list. Every byte that tells ANTIC the mode of the line must be changed. The 6th bit of the byte must be set to 1 .

Line 60 sets the top line of the screen for the scroll. This byte also tells ANTIC that the next two bytes are where the screen memory begins.

Line 70 sets the rest of the bytes in the display list for the vertical scroll.
Line 80 sets the position on the screen where the message will begin to be printed.
Lines 170-240 print the message on the screen. The entire message will not be printed on the screen since this is graphics mode 2 . The display list is as long as it would be in mode 0 , so part of the message will be printed out of the screen area.

Line 290 sets the variable SCRLOW to the low order address of the screen and SCRHI to the high order address of the screen.

Lines 300-350 scroll the message on the screen. Line 300 begins the for . . . next loop. 20 is added to the value in SCRLOW because there are only 20 characters displayed in a line on the screen. If the value of SCRLOW exceeds 255 , the value is reset by subtracting 255 from it, and 1 is added to the value of SCRHI. This will give ANTIC a new page to display on the screen. If SCRHI was not incremented, ANTIC would only display 1 page of screen memory over and over again. Line 330 begins the fine vertical scroll. A value from 0 to 7 is poked in memory location 54277 . After each poke, there is a timing loop. This will slow down the process of scrolling and make the text more readable. Once the lines are scrolled up as high as they can go, we shut off ANTIC, poke 54277 with 0 to reset the scroll or put the line back to normal, and poke the display list with the new screen values. This is the course scroll. Because ANTIC is shut off, it will be a smooth scroll. ANTIC is turned back on and after another timing loop, the program continues with the original for....next loop.

When the entire message has scrolled up the screen, the program will end. Press the system reset key to return to the text mode.

When you want a message or characters to move down on the screen, the process must be reversed. The characters must be brought down one line by the course scroll, scrolled all the way up to the top of that line, then slowly scrolled down on the screen. A downward scroll is not always as smooth as an upward scroll.

## Listing 8-4. Fine Vertical Scroll: Down

| 1.0 | सEम L TSTTNQ 6.4 |
| :---: | :---: |
| 20 | EEM FTN: UEFTTCAL.. SCFOI...... |
| 30 |  |
|  | GEAFHTCS 0 |
| 50 |  |
|  |  |
|  | FOKE M1 TST+3, 102 |
|  | FOF $X=6$ TO 29\%FOKE WITST+Xy38さNEXT |
| X |  |
|  | FOSTTION 298 |
|  | ¢CFIOW:244*SCFHT |
|  | ST+4. SCRLOW |

Listing 8-4. Fine Vertical Scroll: Down (continued from page 127)

```
1%0 ? "THTS SCFOLITNO"
190 " "TS EASTER TO 以EAO"
190 ? "THAN THE COARSE"
200 T "METHOM:"
210 ? "YOU CAN MANK":
220 ? "TT SCROLI... FAST"
230 ? "OF SLOW WTTH"
40 ? "A TTMTNO LOOF."
300 FOR X=1 TO 8&5CFLOW=SCFLOW-20*FEM
SUETEACT TO MOVE TWO LTNES MOWN ON THE
    SCEEN
```



```
F WLTST+G,SCEHT:FOKE WGO, SA, FEM WTSFLA
Y NEW SOFEFN
```





```
O4 ENTTRE MFSक月GE
```

Line 40 resets the graphics to mode 0 . This restores the display list to its original contents. Line 50 finds the beginning of the display list.
Line 60 sets the fourth byte of the display list for the vertical scroll and graphics mode 1.
Line 70 sets the rest of the lines in the display list for graphics mode 1 with the bit set for the vertical scroll.

Line 80 begins printing the message on this line.
Line 90 sets the variable SCRLOW to 244. This figure was calculated by printing the value of SCRLOW at the end of the last program. The variable SCRHI should remain the same value as the high byte address in the display list. Change the display list low order byte for the screen address.

Lines 170-240 print the message on the screen. This time the entire message will be visible on the screen.

Lines 300-350 scroll the message down on the screen. This time 20 is subtracted from the beginning of the screen memory. By subtracting 20, ANTIC starts to display the screen area 20 bytes before the point where the message begins. This pushes the message down one line on the screen.

Line 330 shuts off ANTIC while the new screen memory values are poked into the display list. ANTIC is turned on and the screen displays the message one line lower. By poking memory location 54277 with 7 to 0 , we start the scroll with the lines scrolled up as high as possible. They are then slowly lowered on the screen. The timing loops keep the scrolling smooth. Every time the line is in the correct position, ANTIC is shut off, and the line is moved down one with a course scroll, but it is immediately scrolled up after ANTIC is turned on. A scroll down is not always as smooth as a scroll up.

## PLAYFIELD WIDTHS

The width of the playfield is the number of columns that you can place information in. Up until
now, no matter which mode we worked in, the width of the screen was always the same - 40 columns or 320 pixels. The width of the playfield does not have to remain constant. There are three different playfield widths that you can choose from. Try this in the direct mode:

POKE 559,33
Look at the screen! It is much smaller now. It is only 32 columns, or 256 pixels wide. Everything that is on the screen looks like it is in the wrong place. ANTIC doesn't look to see how wide the screen is. It will still try to put 40 characters in a line. If the line is too short, it will put the rest in the next line.

Now try this - POKE 559,35
There is no margin on the left and right sides of the screen. Again, the information on the screen is not in the right place. This is the wide playfield. It is 48 characters or 384 pixels wide. The screen information will not be in the right place, because the information appears on the screen sequentially. If the line is longer than 40 characters, the information from the next line is placed on this line. To get back to the normal width, poke 559,34 or press the system reset key.

These playfields can be used to create special effects. The wide playfield is used with the fine horizontal scroll.

## FINE HORIZONTAL SCROLL

The fine horizontal scroll is very similar to the fine vertical scroll. Every character in the line that is to be scrolled is moved to the right approximately 2 pixels. Clear the screen and try this in the direct mode:

$$
X=\operatorname{PEEK}(560)+\operatorname{PEEK}(561) * 256+7: \text { POKE X,18 }
$$

This sets one line of the display list for the horizontal scroll. When you press the return key, the ' $\mathrm{X}=$ ' will move to the left and seem to disappear off the screen. READY will appear under the 8 and the left margin will seem to be on the right side of the screen. Now enter this:

$$
\text { FOR } Y=0 \text { TO 15:POKE 54276,Y:NEXT Y }
$$

The third line moves to the right and the entire line can be read. If you reverse the command:

$$
\text { FOR } Y=15 \text { TO } 0 \text { STEP }-1: \text { POKE } 54276, Y: \text { NEXT } Y
$$

the line will move back to the left. The rest of the screen is offset because this line is 8 characters or bytes longer than the other lines on the screen. READY is on the next line because the first 8 bytes of the fifth line are now on the fourth line. Every line after that is offset by 8 bytes. If enough lines are set for the horizontal scroll, the offset will work itself back to the left margin.

The next two programs are variations on a ticker tape routine. The first program performs the horizontal scroll using the same technique as was used with the vertical scroll. Notice that in addition to scrolling to the left, the message is also scrolling up the screen! Press the system reset key before the message goes too far. The second program shows a solution to this program.

## Listing 8-5. Fine Horizontal Scroll

```
10 FEM LISTTNG %.E
20 EFY FINE HORMZOMTAL EOROLI...
3O REM- EY L.M.SOHFETBEF FOR TAB BOOKS
40 OTM 制(4O)
```



```
    SET LIEFT MARGTN
```

Listing 8-5. Fine Horizontal Scroll (continued from page 129)

```
60 OLTST:FFEN(W60)+FFE<゙(56J)*2565SORLO
```



```
M MTSFLAY LTST ANO SOREEN MEMOEY
```



```
    SET TT UF FOR HORT%ONTAL. SCROLI.
```



```
AGE ON COMFUTEFS "
90 FOKE G42%6,1%%F%M SET SCROLM TO THE
    ETGHT
100 FO5TTTON O&%% A. 
```




```
L.. TO THE:...EFT
```





```
CFHI
14O FOE Y=1 TO 10%NWXT Y*GOTO 110
```

Line 40 sets aside 48 bytes for the message. This is the number of characters that will fit on one line when the screen is set for the wide playfield.

Line 50 clears the screen, sets the left margin to 0 , and removes the cursor from the screen. If we did not set the left margin to 0 , the computer would leave two bytes blank on the screen in the line that the message is printed in. These two bytes are where the left margin is for a normal playfield width.

Line 60 finds the beginning of the display list and places the screen memory address in variables SCRLOW and SCRHI.

Line 70 sets the sixth row of the screen for the fine horizontal scroll. The fine horizontal scroll is set by adding 16 to the value in the display list.

Line 80 places the message into $\mathrm{A} \$$. Be sure to add the space after the last word, computers.
Line 90 pokes 15 into memory location 54276 . This will scroll the line all the way to the right.
Line 100 prints the message on the sixth line of the screen. (The first line is 0 .)
Line 110 begins the horizontal scroll. The for...next loop decreases from 15 to 0 , moving the message from the right to the left.

Line 120 adds 4 to the low byte of the screen memory area. Scrolling from 15 to 0 moves 4 characters off the screen.

Line 130 pokes the new values into the display list and completes the scroll.
Notice that the message spirals on the screen. Four characters at a time appear on the line above the scrolling line. This line is not set to scroll, so the characters stay there until the next course scroll. We are moving the screen display area, so even though we are moving the characters across on the line, we are also moving them up in the screen memory.

The next program tries to correct this situation. When the words are scrolled to the left, the letters are removed and placed at the end of the line. The screen is still spiralling up the display,
but because the letters are constantly being removed from the beginning of the line and added to the end, it gives the illusion of remaining on the same line.

## Listing 8-5A. Fine Horizontal Scroll-Second Method

```
10 इEM LTSTTNG Q,WA
2O EEM FTNE HORTzONTAL. SOROLI...
30 FEM BY (..W. कCHFETBEF FOR TAB BOOKS
40 पाल की (4ठ)
```



```
    कET LEFT MARGIN
```




```
70 FOKE OLST+10yFE&(mLTST+10)+16%REM
    #T IT UF FOF HORTzONTAL SCROLI.
OO A游 "GTAY TUNE FOE AN TMFORTANY MESS
AGE ON COMFUTERS "
```




```
ST BYTE OF THE FIFTH L...NE
```







```
X&OE Y=1 TO उO&NEXT Y&NEXT X
```




## PLAYER/MISSILE GRAPHICS

Many applications for using horizontal and vertical scrolling come to mind when you consider adding player/missile graphics. A map of the United States or the world could be drawn on the screen. To keep it at a reasonable size, you would not have to fit the entire map on the screen. A player could be used as a cursor. Moving the joystick would move the cursor up, down, left, or right on the map. When the red button on the joystick is pressed, the screen would scroll in the direction indicated by the joystick, exposing other parts of the map.

## Chapter 9

## Page Flipping

In the display list there are two bytes set aside to tell ANTIC where the beginning of the screen memory is．If we were to change these bytes，we would get some strange displays on the screen． It could be garbage，or it could be a clear screen．It all depends on what is in the memory area that ANTIC is trying to display．Try this in the direct mode：

$$
\text { DLIST }=\text { PEEK }(560)+\text { PEEK }(561) * 256: \text { POKE DLIST }+5,6
$$

What do you see on your screen？This is the area of memory that we usually store machine language subroutines in because the operating system doesn＇t use it．

## DISPLAYING TWO SCREENS

By adjusting the memory that will be used by the screen，we can set aside memory for more than one screen display．We can then flip back and forth between the two screens．The new picture or message will immediately appear on the screen．If speed is critical，or you do not want the user to see the image being drawn，screen flipping is the answer．It does，however，use up a lot of memory．In the text mode，figure another 1 K of memory for each additional screen that you want displayed．If you are using a high resolution graphics mode，the memory cost is even more！

The following program shows two messages that are displayed on two different screens．

## Listing 9－1．Screen Flipping

```
    10 FKM L.ETTNG 9.1.
O EEM STMFIFEFAGE FINFWTNB
```



```
40 ORAFHTCS O*FOKE 7W2y % " %ClEAF)"
```




```
< (#1+%)*कС&-50%1+50F2*2W6
60 FOKE 106,FFEK(106)-4%F゙:M MOUE SCREE
N UF リK゙
70 OFAFHTCS O&WWM NWSFT THE MTSFLAM LT
```


## Listing 9-1. Screen Flipping (continued from page 133)

```
ST
```




```
\2+%) & ¢C=6%1+502*2W6
90 FOKE 7W2y %? "THTS MESSAGE TS ON
```



```
    "T M WRTTTNG ON SCREFN 2"
```



```
THE COMFUTEF WKTTE:ON THE OTHER SCREEN
110 ? " GOOm WOF\!" &FEM 2 ESC-\cdots0
WN ARFOWS ... F. TVE SFACES
120 FOKE 88, SOU*FOKF 89,5C2%C=0%? "
    I. "m reabe wres% ams kes!"#REM 2 MOWN
AFWOWS ... % SFACF
```



```
140 FOKE 764,2WW%NWM CLEAF THE FEGTSTE
F
```



```
M SHOW SOFE:WN .
1.60 FOF Y:=1 TO 200&NNXT Y:WFM TIMTNG L.
0%:
```



```
1.70 " "Tins wes wrimted while wou
were wotemines the other wereem."
```



```
180 ? "wres% mm! kes"部M MOWNARFOW
8 TAE
```



```
ए,ET THE SCFWEN
200 60T0 130
```

Line 40 sets the graphics mode to 0 . This line also removes the cursor and clears the screen. This will be considered page 1. It is ready for something to be written on it.

Line 50 finds the beginning of the display list. The location of the screen memory is stored in the fifth and sixth bytes of the display list. These values are stored in the variables SC1 and SC2. The first byte of the screen is stored in the variable SCR.

Line 60 subtracts 4 from the value in memory location 106 . This memory location tells the computer how much memory (RAM) is available for it to use. It will count backwards from this location when setting aside screen space and the display list. By poking 4 less than the total number of pages of memory available, we are saving 1 K of memory of the screen and display list that we just initialized.

Line 70 resets the display list and screen. Because we changed the amount of memory that the computer thinks it has, the first display list and screen display memory is intact. The screen memory and display list that the computer set in this line are lower in memory than those
established for the preceding screen. We now have two display lists and screen memories in the computer's RAM.

Line 80 calculates the new display list and the location of the new screen memory. This is the second display list and screen in RAM.

Line 90 removes the cursor and prints a message on the screen. This message appears on the screen that you are looking at.

Line 100 pokes the memory location of the first screen into memory locations 88 and 89. This is where the computer looks to see where the screen display area is. If we change these bytes to the location on the first screen, the computer will print or draw in that memory area. This will not affect the display that we are looking at.

Line 110 is the message that the computer will print on the screen. This message will not appear on the screen that we are looking at because locations 88 and 89 have been changed.

Line 120 sets the variable C to 0 . C is used as a flag in this program. When it is 0 , a second message will be printed on the second screen. When it is 1 , the message will not be printed. The message between the quotes will be printed after C is set to 0 . Before printing any message, memory locations 88 and 89 must be changed. If they were not changed back to the screen memory of the screen that we are looking at, 'we would not see this message.

Line 130 checks memory location 764 . When its value is not 255 , a key has been pressed. The program will loop here until a key is pressed.

Line 140 clears memory location 764 by resetting it to 255 . If this location was not reset when the program looped back to line 130 , it would think that a key had been pressed whether one was or not.

Line 150 pokes the values for the first screen memory into the display list. Now the message that was poked into that memory area will be displayed on the screen.

Line 160 is a timing loop to give you a chance to read the message.
Line 165 clears this screen. This will not clear the screen that you are looking at! This will clear screen 2. If C is set, the program will go on to line 180.

Line 170 prints a message on the screen and sets C to 1 . This message is not printed on the screen that you are looking at, but at the other screen.

Line 180 prints the rest of the message.
Line 190 resets the screen by poking the screen memory area for the second screen into the display list.

Line 200 sends the computer back to line 130 to repeat the program.
To end the program press the system reset key. This will reset the display list and all the registers. If you press the break key, you will only stop the program but not reset any of the registers.

This method of screen flipping can be used with other modes as well. In the next program, the screen will flip between mode 0 and mode 1 .

## Listing 9-2. Simple Page Flipping: Two Different Modes

```
10 FEM 1.STTNO 9.2
OOEM STMFINE FMGE FINFFTNO .... TWO NTFF
#FFNT MO#F%
30 FEM BY L. + M SCHFETBEF FOF TAB BOOKS
40 GRA%HTCS 1%
```


## Listing 9－2．Simple Page Flipping：Two Different Modes（continued from page 135）





```
60 FOK゙E 1O6yFEF&(1O6)\cdots..4%FEM MOVF SCREE
N UF IK゙
70 GRAFHTCS O&FWM RESET THE: OTSFLAYY LT
ST
```




```
ML2+5) & SC=501+502*256
90 FOKE %%2yNT "THTS MFSSAGE: IS ON
FAGE 2"%? "WHJLE: YOU AFE REAMTNG IT"%?
    "I' M WRTTTNG ON SCREEN I"
```



```
I.
1.10 ? #6%"600% W0RK",
120 FOKE 88y SCI &OKE 89, 502*FOKE 87%0%
C=0%"' " I'm resos wress mms kes!"
130 TF FEWハ(764)=25% THWN 130
```



```
F
```



```
OW SCFEFN 2
160 FOR Y=:= TO 200$NEXT Y&FEM TTMTNG L...
00F
1.6 ? "SGLEABy %TF C THEN 180
170 ? "This wes wrimten while sou
were wetchimestoe other sereem*"
#%=1
1.80 ? "wres% ans kew"
```



```
SET THE SCFWEN
200 60TO 130
```

Line 40 sets the display list for mode 1 without the text window．The rest of the listing is identical to the previous one with one exception．

Line 150 changes the display list that the computer is using for the second screen to the display list for the first screen．

Line 190 resets the display list for the second screen．
By changing memory locations 560 and 561 for the different display lists，you can flip between screens that are in different modes．

What if you want to display two screens simultaneously？It can be done．But with all the capabilities of the ATARI with one screen display，is there really a need to display two screens at
once? The next four programs illustrate different approaches that can be taken to display two screens at the same time. In all cases, there will be some flickering.

Listing 9-3. Simultaneous Page Flipping-in BASIC


Listing 9-4. Simultaneous Page Flipping-Two Modes


## Listing 9-4. Simultaneous Page Flipping-Two Modes (continued from page 137)





```
O
```

Listing 9-5. Simultaneous Page Flipping: Machine Language Subroutine
10 EसM LTSTNO $\%$.
20 हEM STMUTANEOUS FAOE FI...सFTNG … MA CHTNE L ANGUAGE SUBROUTTNE





対 UF: 1 K゙

70 GRAFHTCS O\&FEM ©ET THE MTSFLAY LTST TO ANOTH: MOWE

 (\#) 2.

CFEATE: "

110 T TNTFFESTNG FWFFTG"

 H SCRENS
 WHFE SCREN AWMRES TS STOFEW
140 FOF X:
*NEXT X


00 y 165 y 206 y 1459207 y 136 y 173 y 2592
160 IATA 201, 2F5y $40 y 229996$
1.70 Q:"USR (1936)

## Listing 9-5A. Simultaneous Page Flipping: Machine Language Subroutine—Horizontal Blank

10 सWM ITTHNG $\%$.WA


```
OHNN:...NNGMAGE SUBFOUTTNE:
```








```
\ UF JK゙
```



```
    TO ANOTHEF:MOTE
```










```
#F:%N
```



```
*N:WT X
& 40 F
```



```
TOFE:O
```




```
4
```




```
%
190 60TO 1.90
```

These four listings are nearly identical.
Line 40 sets the mode to 0 (except in listing $9-4$ where it is set to 17 , which is mode 1 without a text window), removes the cursor, and clears the screen. The display list is now set for the first screen.

Line 50 finds the beginning of the display list, and the location of the screen memory for this mode. These values will be used later in the program.

Line 60 moves the end of RAM 1K. This protects the display list when we reset the graphics mode.

Line 70 sets a new display list by setting the graphics mode. This new display list will be located before the old one. The screen display area for this mode will also be located before the other screen. The other display list is protected because 106 was poked with a number that was 1 K less than the actual amount of memory in the system.

Line 80 finds the new display list and the screen memory locations for the second screen.

Table 9-1. Machine Language Subroutine to Flip Screen.


Line 90 prints a message on the screen that we are looking at.
Line 100 sets locations 88 and 89 for the first screen memory. In listing 9-4, location 87 is set for mode 1 . This will place the message in the correct position on the screen.

Line 110 prints the message on the screen. This message will appear on the first screen, not the screen that we are looking at.

Line 120 is a loop in listing 9-3. The screen memory location in the display list is constantly changed between the first and second screen. Although both messages appear on the screen, there is noticeable flickering.

In listing 9-4, line 130 waits for a key to be pressed. Each time one is pressed, the address of the display list is changed back and forth between the first display list and the second. This program flips the screens by changing the entire display lists because they are in two different modes.

Listing 9-5 uses a machine language subroutine to flip the screens. See Table 9-1 for the assembly language listing of this subroutine. Once the machine language subroutine is poked into memory, the computer uses a USR command to access it. The screen will continue to flip until a key is pressed. There is less flickering with this method than the previous one, but it is still

noticeable. Lines 120 and 130 poke the addresses of both screens and the address of the display list where the screen memory should be placed-in memory locations that are not used by BASIC or the operating system.

Listing 9-5A uses a display list interrupt to change the screens. Table 9-2 shows the assembly language listing for this routine. By using a display list interrupt, the screen is flipped every time ANTIC comes to that line in the display list. This method causes the least amount of flickering.

Listing 9-5B. Simultaneous Page Flipping: Machine Language Subroutine-Vertical Blank


## Listing 9-5B. Simultaneous Page Flipping: Machine Language Subroutine—Vertical Blank (continued from page 141)




```
N UF |K
```



```
    TO ANOTHEF MOOE
```





```
90 FOKE 7%2y %FOSTTTON 2y%? "THTS CAN
    CE&AT:"
```



```
110 ? "TNTEEESTTNG FWFWTS"
```



```
REFN
130 FOF X=0 TO 21%F#,# C*FOKE 1536+XyO
*NEXT X
```



```
<゙E 209y4*FWM WHWF%: SCREFN AMWRESS IS S
TOREO
1.50 0िTल 72,169y4y69,209y133y209y165y2
06%24y101, 209y141, 10y212y141y0y0y104y7
6y%5y228
160 FOE X=1%60 TO 1F%1, &FAO C:FOKE X,O
#NEXT X
1.70 l1ATA 104y104y104y168y104y104y170y!
04y104y76y92y2कठ
1.60 (-W8% (1%6090%696)
190 60TO 190
```

Listing 9-5B uses a slightly different method of screen flipping. The machine language subroutine is accessed on the vertical blank. Every 60 th of a second, the raster scan reaches the bottom right corner of the screen. When it shuts itself off to go back to the top-left corner, there is a vertical blank. By flipping the screen at this time, each screen is displayed for $1 / 60$ th of a second 30 times in one second. Theoretically, you should not see any flickering here because the eye detects movement at $1 / 20$ th of a second. This is the most reliable way to display two screens at the same time.

The machine language subroutine used here is executed during the vertical blank. The computer has certain routines that it must perform during this period. There is time, though, to insert your own code for the computer to execute in addition to its own. The trick is to steal the vector or address location for your own use. In this program we are using the immediate vertical blank vector for our routine. Any time that a machine language subroutine is executed during an immediate vertical blank, it should end with a jump to 58463. A machine language subroutine can also be used during the deferred vertical blank. This routine should end with a jump to 58466. These addresses contain the routines that the computer needs to perform during the vertical

Table 9－2．Machine Language Subroutine－Horizontal Blank．

| cecimat code | \％ 5 Sm6\％ |  |
| :---: | :---: | :---: |
| 72 | FH | \％Fush the value im then |
|  |  | accummator omthe wtack。 |
| 1.69 | L．．．I会： |  |
| 4 |  |  |
| 69 | EOF 209 |  |
| 209 |  | comtemta or locatiom 209＊ |
| 13.3 | STA 209 | \％Store the remblt im locetiom |
| 209 |  | 209 ＊ |
| 1． $6: \%$ | $1 . \mathrm{MA} 206$ | 9 \％omathe acommulator with the |
| 206 |  | vilue inn 206 。 |
| 24 | C）．．． | ¢ ¢¢ear the carre |
| 1.01. | AMCC 209 | y Arom with corru the volue in |
| 209 |  | 100．tion 209． |
| 1． 4.1 | STA \％4282 | 9 Store it ．．．w wat for |
| 1.0 |  | horizomtal．swnc． |
| 212 |  |  |
| I． 4.15 | STA 0 | y Store it in mometiono． |
| 0 |  |  |
| 0 |  |  |
| 1.04 | F＇．．．． | ¢Get，the volue bizck from the |
|  |  | ¢6amk。 |
| 64 | FT |  |

blank. As the name implies, an immediate vertical blank routine is performed as soon as the blanking period begins. A deferred vertical blank is executed after other routines are completed.

The routines that you want executed should be fast and to the point. There is a time limit for these routines. If they are too long they could cause problems with the display by changing registers while the scan is turned on. Routines performed during the immediate vertical blank should not exceed 300 machine cycles. Routines using the deferred vertical blank can be about 25,000 machine cycles. Remember, a machine language instruction is not a machine cycle long. Some instruction can use up to 7 machine cycles.

The USR routine passes the address of the machine language subroutine that the vertical blank will use to another machine language subroutine. ATARI has a routine in its operating system to set up immediate and deferred vertical blank routines. To set the address for the routine, you must call a routine at location 58460 . When this routine is called, the address of your machine language subroutine must be stored in the Y (low order address) and X (high order address). A 6 must be in the accumulator if it's an immediate vertical blank routine; a 7 if it's a deferred. The machine language subroutine at location 1560 accomplishes this. See Fig. 9-3 for the assembly language listings for these routines.

## CREATING SLIDES

With some screen flipping and a disk drive, an entire presentation can be displayed. Slides, pictures, or graphs can be prepared ahead of time and stored on disk. Then, under program control, the slide could be loaded into the computer's memory. While one picture is on the screen, another could be loaded into another part of memory. By pressing a key, the computer would 'flip' to the other picture and load a new picture into the screen memory that is not being shown any longer. The following program will allow you to create slides that will be stored on disk. The program after it will retrieve those slides in any order than you want.

Table 9-3. Machine Language Subroutine for Vertical Blank.

| 7695 $\quad$ JMP 58463 ;Jump to this address to |  |  |
| :---: | :---: | :---: |
|  |  |  |
| 228 |  |  |
| replace the return from interrupt with this jump to complete the vertical interrupt routines. |  |  |
| decimal code | assembly | language instructions |
| 104 | PLA | ;Get value from stack (?) |
| 104 | PLA | ;Get value from stack (0) |
| 104 | PLA | ;Get value from stack (0) |
| 168 | TAY | ;Transfer it to index Y. |
| 104 | PLA | ;Get value from stack. (0) |
| 104 | PLA | ;Get value from stack. (6) |
| 170 | TAX | ;Transfer it to index $X$. |
| 104 | PLA | ;Get value from stack (0) |
| 104 | PLA | ;Get value from stack (6) |
| 76 | JMP 58460 | ;Jump to address to set up |
| 92 |  | subroutine to run during vertical blank. |
| 228 边 |  |  |

- change for machine language subroutine Boot routine to set up subroutine during vertical blank.


## Listing 9-6. Slide Editor

10 Fi:M 1 TTTNQ 9.6




 $20 \cdots$ y 20 2 20 y 247 y 96

 WWN


40 TTM NAMF: \# (1.4) yN生 (8)





 FTTGS MOOF: :- … NO TFXT wTNOUW

 NTNE ■F F F

 GFi F


 ХT X \& Fi:
120 K
 ".






0220





Listing 9-6. Slide Editor (continued from page 145)
350
230 TH STETG(O)=0 THEN COLOR C*FLOT X, Y
240 गF STTCK(0)=15 THEN 170
250 TF STICK (0) $=7$ ANW X 79 THEN $X=X+1$ * HZ=HZ+2:FOKE 53248, Hz:GOTO 170
260 TF STTCK (0)=11 ANN X\% THEN $X=X \cdots 1:$

270 TF STTCK (O) $=13$ ANO Y\&47 THEN YㅍN+1 : Q=USR (NOWN): OFUSR (DOWN):GOTO 170 280 TF STTCK (0) $=14$ ANG YO THEN $Y=Y \cdots 1$ : Q=USR (UF):Q=USR (UF): GOTO 170
290 TF STrCK (O) =6 ANW X97 ANめ Y\% THE
 USR (UF): Q $=$ USR (UF): GOTO 170
300 TF STICK ( 0 ) =5 ANW X 79 ANO Y\&47 TH
 =USR (MOWN): Q"USR (OOWN):GOTO 170
310 TF STACK (O)=9 ANG XI ANG YG47 THE
 USR (OOWN) $\ddagger$ Q-WSR (WOWN) :GOTO 170
320 TF STTCK (O) $=10$ ANG X\%1 ANE Y>O THE
 USR (UF) : (2=USR (UF)
$3306070 \quad 170$
340 REF GAUE SCREEN TO WTSK

56:SCRE = SCRB+959
360 OFEN 229890 NAMES

NEXT X:CLOSE $\# 2$
380 FOKE 53248.0:60T0 50

Line 32 places into memory the machine language subroutine that moves the cursor up. This subroutine will be located on the 6th page of memory. This page is left blank by ATARI for program routines or other uses that you may have for particular memory locations. The contents of this memory will not be changed by pressing the system reset key. The variable UP is set to the first address of this routine.

Line 36 moves the machine language subroutine from line 38 into the memory locations that follow the up routine. This machine language subroutine will move the cursor down. The variable DOWN is set to the address of this routine. It is important that the numbers in these data lines are copied exactly as listed here. The wrong number could cause the program to crash.

Line 40 sets aside string space for the name of the picture that will be drawn on the screen.

Line 50 clears the string and sets the first two bytes of the string to D :. This will be the string that will place the name of the screen into the disk directory.

Line 60 clears the screen and asks you to enter the name of the picture. This name is stored in $\mathrm{N} \$$. It is then transferred to NAME $\$$ beginning with the 3rd position. The string will end with the extender .DRW. If you tag an extender to all files created by a particular program, you can retrieve them just by looking at the extenders. This line also checks to see that a name was actually entered. If one hasn't been, it will repeat itself until one has.

Line 70 sets the graphics mode to 5 with no text window. We could actually use any mode for this program. However, since 5 is neither the highest nor lowest resolution, we will use it in this program.

Line 80 sets the beginning of the player/missile graphics area 2 K below the end of memory. This value is poked into 54279 . Now the computer knows where the player/missile area begins. Memory location 205 is poked with a 0 , and location 206 with the beginning of the player/missile area plus 2 . We will be using the first player for this program. We will also be using the 2 -line resolution for the player. This means that the first player will begin 512 bytes after the beginning of the player/missile area. 512 is 2 pages of memory $(512 / 256=2)$. This is the value placed in 206 . The memory locations 205-206 are used by the machine language subroutine to move the player up and down. It needs to know where in memory the player begins. The value PM is then multiplied by 256 to get the actual decimal value for the beginning for the player/missile area.

Line 85 stores the beginning address of the display list in the variable DLIST.
Line 90 pokes memory location 559 with 46 . This enables the player/missile graphics for 2-line resolution.

Line 100 pokes 53277 with 3 . This enables the player/missile graphics. If this location is not poked, the players will not be displayed.

Line 110 clears the memory for the first player. This is done because there could be data in those bytes from a previous program or garbage from power-up. This would be displayed on the screen along with our cursor.

Line 120 tells the computer where the information to draw the cursor will begin. The data from the next line is read and stored in the first player area.

Line 140 places the color in the color register for the first player. We will be using white. This number can be changed for any color.

Line 150 sets the variables that will be used in moving the cursor and drawing the colors on the screen. The variable HZ is the horizontal position of the cursor. Position 47 places the cursor along the left side of the screen. It is equivalent to the graphics position for the first column. The variable X is the column for the plot command; the Y is the row. The variable C is used for the color. The program begins with the color set to 2 .

Line 160 pokes the value of HZ into location 53248. Now the cursor will appear on the screen.
Line 170 checks location 764 to see if a key has been pressed. When a key has been pressed, the value of this location will not be 255 . The computer will move directly to line 220 if no key has been pressed.

Line 180 tảkes the value in location 764 , subtracts 30 from it, and stores it in the variable B. The value at location 764 will not be the ATASCII value of the key pressed. It is a hardware value for that key. If B is 1 (the hardware value was 31 ), then the 1 key was pressed, and the variable C will be 1 . The color in color register 1 will be drawn on the screen.

Line 190 will set the value of C to 2 if key number 2 was pressed. The color in color register 2 will now be used to draw on the screen.

Line 200 sets the value of $C$ to 3 if key 3 was pressed. The color in color register 3 will be used.

Line 210 sets the color value to 4 . There is no color value 4 since mode 5 uses three colors plus the background color. This value will have no color value and can be used to erase the lines that were drawn.

Line 220 resets the value in location 764 go 255 . This clears the location for a new input. Whenever the keyboard is read this way, the program must reset that register. Then the computer checks to see if the start button has been pressed. If this button has been pressed, the computer will be directed to the part of the program that saves the screen onto disk.

Line 230 checks to see if the red button on the joystick is pressed. This is the only way to draw on the screen. If the red button is not pressed, the cursor may be moved without drawing lines on the screen.

Lines 240-320 check the position of the joystick. If it has not moved, the program repeats itself with line 170 . If the joystick has been moved, the program checks to see if the cursor can move. The highest numbered column on the right side of the screen is 79 . If the variable X is less than 79 , then the cursor can move to the right. The lowest value that X can be is 1 . The 0 th column does not show up on all screens. Only when the value of X is greater than 1 can the cursor be moved to the left. The top of the screen is row 0 . If the variable Y is greater than 0 then the cursor can move up. The bottom row on the screen is 47 . The cursor can move down as long as Y is less than 47 . Even though the variables X and Y have only 1 added to them whenever the cursor moves, the horizontal and vertical positions must be moved by 2 . One row or column in mode 5 is two rows or columns for the player. Every time the horizontal variable (HZ) is changed, the new value must be poked into 53248. To move the cursor up or down, execute the machine language subroutine to move the cursor twice. To move the cursor on a diagonal, both the machine language subroutine and the horizontal register must be used. The lines to move the cursor diagonally (290-320) check two edges of the screen before moving the cursor. The routine ends by sending the computer back to line 170 . It continues this loop until the start button or the system reset key has been pressed.

Lines $350-380$ save the screen to disk. The variable SCRB is set to the first byte of the screen. The ending byte is calculated by adding 959 to the first byte. (The screen only uses 960 bytes of memory in mode 5.) Line 360 opens the buffer to write a file to the disk. The name of the file is contained in NAME\$. The for....next loop in line 370 peeks at every screen memory location from the first byte to the last and stores the bytes on the disk. When the entire screen has been saved to disk, the buffer is closed. The player is moved off the screen and the program returns to line 50 . If you want to draw another screen, you can enter its name. If you want to quit, you can press the system reset key.

## Listing 9-7. Slide Show

```
10 FEM LTSTING %.%
20 BEM SLITE SHOW
30 FEM BY L. + FOWHFTBEF FOF TAB EOOKS
40 कCF1=(FWE(106)-4)*2W6562=6CR1/2G6%
```



```
GO FOKE 106,FEFK(106)-4 4EEM SAVE THAT
AREA OF MEMORY
```

 MTFFAY I.... TST
 OOM FOR 10 SOFEFNS


80 ? "HOW MANY SCREWNS " シ TNFUT

90 TF 510 THEN 80 FREM NO MOFE THAN 10 SCFEWNS
100 FOF X
 CKWNS

 TMEI: NAME:
120 NEXT X

140 OLST:WFK (W60)+FEFK (W61) *2W6 5CF2
 EN AEEA
 CFENS
 M NAME OF SCREEN TO BE OTSF'LAYEW




 EEN FROM MISK ANO FUT TN MEMORY
200 TF $\mathrm{X}=2 \mathrm{THEN} \mathrm{F}=\mathrm{F}$
210 TF F THN GOकUस 300 \& WM WATT FOR 5 TAFT
220 NEX X
2306010230


 99) *ETUTKN

330 RETURN
Line 40 subtracts 4 from the amount of RAM shown in location 106 . This 1 K of memory will be set aside for one screen. The variable S2 is the high order byte of the screen memory, S1 is the low order byte.

Line 50 changes the value in 106 by poking it with the value that was there less $4(1 \mathrm{~K})$. Now the computer thinks that it has 1 K less of memory and will not touch the memory past this address.

Line 60 resets the display list and screen. Since there is less memory for the computer to use, the display list and screen are relocated.

Line 70 sets aside string space for the names of the screens that will be shown. NAME $\$$ will contain the names of all the screens that will be shown. Each screen name needs 14 bytes or character spaces. There is room for 10 titles as the program stands. Increase the amount of string space by adding multiples of 14 to 140 .

Line 75 clears all the strings. There can be data in the strings that can interfere with the program. The easiest solution is to clear out strings that have been fielded.

Line 80 asks for the number of screens that you are planning to display. After the word SCREENS come three spaces and three backarrows. This will clear out a previous entry if it was more than 10 . The number of screens that you plan to show are stored in variable S .

Line 90 checks $S$ to see if it is greater than 10 . If it is, line 80 will repeat. If you changed NAME $\$$ for more than 10 titles, change the 10 in this line to reflect the number of screens that can be entered.

Lines 100-120 allow you to enter the titles of the screens that you want displayed. Be sure to enter the names correctly. There is no trap in this program for wrong titles. The titles should be entered exactly as you entered them when you saved them in the previous program. The computer will add the D : to the beginning of the name and the .DRW to the end.

Line 130 sets the screen for mode 5 with no text window. This is the mode that the pictures were drawn in, so this is the mode that they must be shown in.

Line 140 finds the beginning of the display list and the beginning of the screen memory for this display list. In addition to the fifth and sixth locations in the display list, the beginning location of the screen memory area is also stored in decimal locations 88 and 89.

Line 150 starts the loop that loads the screens into memory. The loop will be repeated the number of times that $S$ is set for.

Line 160 extracts the name of the first screen from NAME\$. The variable SP will be the first byte for the name of the screen. The value of X will be multiplied by 14 (there are 14 bytes for each name) and 13 will be subtracted from that answer. That points SP to the first letter of the name of the screen. Since D: was added to every name, SP should be pointing to a D. The string SCR $\$$ will hold the name of the screen. The next 13 bytes after and including the byte that SB is pointing to will be stored in SCR\$.

Line 170 stores the value of SCR2 in SCREEN. SCR2 is the first byte of the second screen. Then the variable X is checked to see if it is even or odd. If X is even, $\mathrm{X} / 2$ will be equal to the $\operatorname{INT}(\mathrm{X} / 2)$. The even screens are displayed on the first screen. The variable SCREEN will be changed to the first byte of the first screen. Now the screens will load, alternating between the first and second screen.

Line 180 opens the buffer to read the file from the disk. If SCR $\$$ contains the wrong information, the program will crash.

Line 190 gets the bytes from the disk and stores them in memory from the first byte of the screen to the last. After the entire file is read to the screen, the buffer is closed. You will be able to watch the first picture being drawn on the screen.

Line 200 checks the value of X . If it is greater than 1 , then the computer will go to the subroutine that waits for the start button to be pressed.

Line 210 finishes the loop. If there are more screens to be loaded, the computer will loop back and load the next screen. This time, the picture will be loaded on the screen that is not being displayed.

Line 220 loops until the system reset key is pressed.
Lines 300-330 changes the screen that is being viewed. While one screen is displayed, the computer loads in another screen. When the start button is pressed, the computer compares the value of location 88 with the value of the screen in the display list. If these are not the same, the first screen is being displayed and the computer loads the values of locations 88 and 89 into the screen display in the display list. Now the second screen is displayed, and the routine returns to the main program. If the second screen is being displayed, the computer places the first screen address into the display list.

This method of page flipping can be used for any number of screens. The only thing to remember is-DO NOT PRESS START UNTIL THE DRIVE HAS SHUT OFF. The program can also be designed to show a series of slides without any human intervention. Every slide ends with a .DRW. The program can load in the files by checking every entry on the disk for the .DRW. Use the $*$ for the name of the program and .DRW for the extender. The computer will only choose those files that end in .DRW. A timing loop will leave the pictures on the screen long enough to be viewed without getting monotonous.

With a little ingenuity, the program can load entire display lists as well as the pictures so that the slides can use multimode resolutions and alternate character sets.

## Chapter 10

## Sound

 GeneratorsAll sounds are generated by the same mechanism - the movement of air. How fast, how long, and with how much force this vibration occurs will govern the sound that we hear. A kitten's purr is quite distinguishable from a lion's roar!

By careful manipulation of the sound registers, a variety of sounds and effects can be created. The four sound or voice channels that the ATARI has can be used alone or in combination with each other. Each channel can be set for a different distortion. This can be used to create strange sound effects for programs.

## THE AUDIO CHANNEL CONTROL

Every sound has the same characteristics-attack, decay, sustain, and release. The actual tone depends on the frequency or number of pulses generated in a given time period. The higher the frequency, the higher the note or tone.

In the sound command four different options must be set: SOUND v,p,d,1.
$\mathbf{v}=$ voice. There are four different voices or sound channels that can be used. Each is set by using the numbers $0-3$. Each voice must be set with a separate sound statement.
$\mathbf{p}=\mathbf{p i t c h}$. This is the frequency of the tone. Any number from $0-255$ can be used. The higher the number, the lower the tone. A zero will produce no tone-just a clock from the speaker. The actual sound of the tone will depend on which distortion setting is used.
$\mathrm{d}=$ distortion. The distortion here means the noise content of the sound that will be generated. The distortion value will tell the computer how to generate the pulses that will become sound. Only values of 10 or 14 will produce pure tones.
$1=$ loudness or volume. The tones can be loud or soft. Each voice channel can be set independently. The only restriction is that the sum of the volume of the voices used cannot exceed 32.

The following program demonstrates how the tone (p) can vary depending on the level of distortion (d). The number of the pitch as well as the distortion will be printed on the screen while you listen to the tone.

## Listing 10-1. Sounds

```
10 REM 1TSTTNO 1O.1
20 REM कOUNOS
OO REM BY L.M.SCHFETBFF FOF TAB BOOKS
```



```
    THE NOTES EY G
GO FOF ##=O TO 1. & STEF 2%T Wy #FEM CHANG
E THE TTSTOFTHON ... USE ONLYY FUEN NOMBE:
FS
60 SOUN# OqFy#y10 &FOR Y=1.TO 200:NEXT
Y&EW LISTEN TO THE SOUNO
7O NEXT M& ?FEM GO THROUGH ALIL THESO
UNOS ... THE FRTNT LNTS THE NEXT FTTCHS
TAET ON A NEW L...NE
BONXT F
```

Line 40 begins the for . . . next loop to change the pitch that the sound register will use. The number of the pitch will be printed on the screen.

Line 50 begins the for . . . next loop to change the distortion of the sound register. Only the even numbers from $0-14$ can be used for the distortion. Each pitch or tone will be heard in all 8 distortions.

Line 60 plays the sound. The value of the pitch and/or distortion will be different each time this line is executed. The for . . . next loop here gives you time to listen to the sound created.

Lines 70-80 complete the loops.

As you can hear, some of the distortions of a pitch are very similar to others in the same pitch. Others have no sound at all. The only pure tones are generated by distortions 10 and 14 .

The volume of the sound can be used to enhance the sound created. Too often the sound is a "set it and forget it" function. Listen again to the sounds generated by the last program. Each sound came on and went off. True sounds do not occur this way. Listen to a piano key being struck, then a drum, and finally a horn (wind instrument) being blown. Each instrument produces its own unique sounds. Although both an organ and a piano are keyboard instruments, they have their own sound qualities. The time that a tone takes to reach its amplitude (height of sound) is called attack time. The decay time is the time it takes for the sound to start to fade, the sustain time is the length of time that the tone is heard (still vibrating). At the release time, the tone has faded away completely. The piano is the best example of these four factors. When you strike the key, you immediately hear the tone. It is loud and clear. This is the attack time. That loudness does not continue for an extended period of time. Very quickly the tone starts to fade. This is the decay time. The tone does not die away completely. The length of time that you can still hear the tone is the sustain level. When the tone finally fades completely, it is the release time.

The following program creates an interesting effect when attack, delay, sustain, and release time are inserted into the program.

## Listing 10-2. Sounds with Attack and Decay

```
10 FEM 1TSTTNG 10.2
20 FWM SOUNKS-WWTH ATTACK & OECAY
3O REM BY L..M.GCHFETBEF FOR TAB BOOKS
```



```
NE: UALUE
```




```
<
```



```
U&FOR Y=:# TO 2O&NFXT Y&NEXT U&FEM MECA
Y
7O FOR Y=1 TO 100$NEXT Y事EM SUSTATN
```



```
#NEXT UFFOF Y=1. TO 1O&NEXT Y&FEM FELEEA
SE
90 NEXT X#FEM पO ENTTRE: SONG
100 T&TA 1%1.121, 81, 81, 72.7%981.91.91.
96,96y108y100,121
```

Line 40 reads the pitch values from the data line. These are the tones that the computer will play.

Line 50 simulates an attack. The volume begins at 0 and gradually works its way up to 14 . At each level, a timing loop holds the tone and volume level.

Line 60 is the decay. The volume gradually decreases. The timing loop is longer here so that it will take a longer time for the sound to fade.

Line 70 is the sustain. This is the length of time that you will hear the sound. The volume will remain the same.

Line 80 reduces the volume of the sound to 0 . This is the release time. The timing loop here gives each tone generated its own time. If there was not a clean break between the tones, the tone would appear to run into each other.

Line 90 completes the loop.

The sound created by this program gives the effect of an accordian. You can almost hear the bellow opening and closing with each attack and decay. The next program uses a slightly different technique to create attack and decay. There is a very definite vibrato to the melody.

Listing 10-3. Sounds with Attack and Decay-Vibrations

```
10 REM LTSTMNO 10.3
O हEM UTBRATHONS
30 FEM BY L. M, SCHFETBEE FOF TAB BOOKS
40 WTM A. (12)
```

Listing 10-3. Sounds with Attack and Decay-Vibrations (continued from page 155)

```
G0 A1:="6789976%434%"
```



```
NE: VAL.IU:
70 FOR T=% TO 3*FOR %=1. TO 12?V=UAL.#(A非
(Zyz) & SOUNM O,Fy10yU&NNXT Z:NEXT T
80 FOR Y=: TO 10%NEXT Y:SOUNO 0,0,0,0
gO NEXT X
100 mATA 121.121.81,81,%2,72,81.91,91%
96,96,1084108y121
```

Line 40 dimensions $\mathrm{A} \$$ for the volume settings.
Line 50 sets the volume sequence in $A \$$.
Line 60 reads the pitch from the data line at the end of the program.
Line 70 contains the timing loop and the sound statement. This time the entire range of volumes will be changed rapidly a number of times rather than changing the volume and holding it for a period of time. The volume sequence will be used three times. The variable $V$ will contain the volume. As $Z$ is increased from 1 to 12 , the correct volume will be removed from $\mathrm{A} \$$.

Line 80 holds the last volume of the sound for a few seconds, then turns it off.
Line 90 completes the loop.

## DIRECT ACCESS

Like most commands in ATARI BASIC, there are hardware registers for the sound generators that can be set by poke commands. For each voice that you want to set, there are two addresses that must be poked.

| Voice | Frequency | Audio |
| :---: | :---: | :---: |
| $\#$ | Register | Control |
| 0 | 53760 | 53761 |
| 1 | 53762 | 53763 |
| 2 | 53764 | 53765 |
| 3 | 53766 | 53767 |

The frequency register can be poked with any value from 0-255. This has the same effect as the P variable in the sound command.

The audio control register is a combination of the volume variable (V) and the distortion variable (D). To find the number that should be poked here, multiply the distortion value by 16 and add the volume.

By knowing where these register are, it is possible to use only the register that you need in a program. This will make it execute the sound changes faster because the one register will be set directly, and BASIC will not have to reset registers that are already set; for example, if the volume and distortion are set, and you have no reason to change them, you can poke the frequency register with the pitch or tones. If you use the sound statement, BASIC will recompute the distortion and volume each time it executes the sound command.

There is one more control register for the audio. This register can change the way that the tones are generated. In the previous examples, we used one sound generator. We could easily
change the program to use two，three，or all four generators．For an actual tune，this would generate some harmony．For sound effects，a second or third sound register will add to the realism of the sound．It is also possible to use two registers together to form a 2－byte tone generator．This will increase the range of sounds that the computer can generate．

In the next program，address 53768 is poked with 16 ．This will couple sound register 0 with 1．Register 0 is the low order byte and register 1 is the high order byte．As the tones begin，you will notice that as long as register 1 is set to 0 ，the tones sound the same as those generated with a single sound register．Once the value of register 1 changes，the tones become deeper，until they become so very deep that they do not seem to change their pitch．

## Listing 10－4．Variations on Tones

```
10 FEM LIETING 1.0.4
20 FEF UARTATTONS ON TONES
30 FEM BY L, M, SCHFETBEF FOF TAB BOOKS
40 FOK゙E G376O,16%REM 1. TNK ソOTOES 0 % 1
W0 FOK゙: W376%y170
60 FOR F%O TO 2wG%FOKE W3762yF% "SOUN
```



```
70 FOR F%=0 TO 2w% STEF %FOKE W%%60,F
1%? F1.
8O FOF Y=1 TO 100%NEXT Y&WEM TTMEF
90 NEXT F!%% %NEXT F
```

Line 40 pokes location 53768 with 16．This joins sound registers 0 and 1 into one register．
Line 50 pokes location 53761 with 170 ．This is equivalent to a distortion of 10 and a volume of 10.

Line 60 begins the for ．．．next loop that changes the pitch content of register 1 ．This register will increase in value once every time the register 0 reaches 255 ．

Line 70 begins the for ．．．next loop to change the pitch value in register 0 ．Every time this register cycles from 0 to 255 ，register 1 will be increased by 1 ．

Line 80 is a timing loop to give you a chance to hear the tones being generated．
Line 90 continues the loop until all the tones have been generated．
Knowing where the tone generator registers are located is very helpful if you want to write a machine language subroutine for the sounds and／or music that you need for your program．Some of the arcade games play music while the program is running．It is possible to write a machine language subroutine that uses the vertical blank to produce music．The procedure is very similar to the one used in the last chapter to display two screens at the same time．

Listing 10－5．Music：Machine Language Subroutine

| 10 FEM | LTSTTNO | 10.6 |  |  |
| :---: | :---: | :---: | :---: | :---: |
| 20 FE | MUSIC | M⿵人一TN： | 1．．ANGUABE： | SUBROL |
| TTNE： |  |  |  |  |
| 30 EEM | BY L L ＊M＊ | HFETMEF\％ | F\％たTAB | B00ks |

## Listing 10-5. Music: Machine Language Subroutine (continued from page 157)



56 BYTVS
 MTSFAY 1 TST
 NGTH OF THE NOTE FI...AY
 BuFFFE
 F BUFFFF FOF NOTES
 BUFFEFB ANO INNGTH
I. 10 FOF X
 NOTES

LI I. WATA 0,609649609819609649609969121 y 128 у 21 y 162 y 12 y 128 y 121
 1.96991. 121.991.96991.


 y 76472 y 96472 y 76 y 72
 y 8 F y 8 I y 6 y 8 I y 8 E y I
116 पिTA 64996,10899696496 y $108996 y 72 y$ $85.96485 y 298596$ y 85
 y81.96y108.96.81.96y108.96
 y 8 F y 108 y 14 y 108 y 8 y 108 y 114 y 108
 $72 y 64 y 108960$ y 64960 y 108
 $y 5340,60,40,64 y 40$


 90.09090 .090
 ? NEXT X
140 以АTA 72 y 169 y 170 g 141 y 1 g210y 198 y 206 g 208920 y 166 y 0 y 133 y 206 y 164 y 207 y 177 y 203 y 1

```
96,20%9200 % y 160,2%69200y1329207
```




```
#NEXT X
170 आ^TA 104y104y104y 160,104y104y170%1
04y104y76.92,228
180 Q=U5स(1%70,0,696)
```



```
UNTEFF"
20060TO 190
```

Line 40 moves the end of memory down by 256 bytes. This is the area that will be our buffer for the music. The music buffer can be as large or small as needed. This program will restrict the length of the melody to 256 bytes.

Line 50 pokes this new end of memory value into location 106. Now the computer will not use the last page of memory.

Line 60 resets the screen and the display list using the value in 106 as the end of memory.
Line 70 pokes a 1 into location 206. This location will be used as the timer or duration of the note being played. We set it to a 1 to begin with as a dummy value. Location 0 will hold the duration value. Location 206 will change while the program is being executed. Every time it counts down to 0 , the computer will have to restore the duration value for the next note. Location 0 will not change when the program is executed.

Line 80 uses location 207 as the offset for the buffer. This location will increment every time a note is played. By adding the number in this location to the beginning address of the buffer, the computer will always know where the next note is.

Line 90 sets locations 203 and 204 to the buffer address. Location 203 is set to 0 because we know that the music buffer begins on an even page. Location 204 is set to the high order byte of the beginning of the music buffer. Since we set the last page of memory aside for the music buffer, this value is poked into location 204.

Line 100 computes the decimal address of the first byte of the music buffer by multiplying the value of A by 256 . The variable OFF is set to one less than the number of notes that will be played.

Line 110 is the for . . . next loop that moves the data on the next 12 lines into the music buffer. Each number in the data lines represents one note.

Line 130 reads the machine language subroutine into page 6 of the computer's memory. This is the routine that will be executed everytime the vertical blank is executed. Be sure that the data in lines 150 and 160 are entered correctly. If there is an incorrect number in the routine the system will crash or lock up.

Line 160 places into memory the machine language subroutine that will initialize the routine that runs during the vertical blank. Again, it is important that the line of data is entered correctly.

Line 180 executes the second machine language subroutine. The beginning address of the vertical blank routine and the type of routine is passed to the machine language subroutine with the USR command.

Line 190 simply prints the offset value from location 207 and the counter or duration value from location 206. Every time the number in 207 changes, the note will also change. Once it
reaches the 191st note of the melody, it will reset to 0 . The counter shows how long the note is being held. Every time it reaches 0, a new note is pointed to by location 207.

To stop this program, you must press the system reset key. If you press only the break key, you will only stop the BASIC program. The machine language subroutine running in the vertical blank will not be affected.

By experimenting with different distortions, durations, and frequencies, you can change the entire effect of the melody.

## Chapter 11

# Interpreting the Keyboard 

There are times when a simple input statement is not the best way to get information from the keyboard: the program may not lend itself to question marks on the screen; you may want single key input; or you may want the program to continue with its task and the keyboard to be read only when a key is actually pressed. (This is sometimes called reading it on the fly.)

When you use the input command to retrieve information from the keyboard the program stops and a question mark appears on the screen. The entry is placed in either a string or a variable. If letters or other characters are entered into a numeric variable instead of numbers, an error will result. This can be resolved by using strings for all inputs. The input can be checked only after the return key has been pressed. Using this command is the simplest way to get information. It is used most often.

The second method of getting an entry is with the get command. Although the program must still stop to get the input, this method is much faster than the previous way. The characters entered can be screened immediately. If the character is not correct, the program can disregard it and wait for another entry to be made. The buffer length can be set for any length, and when full, the program can continue without waiting for the return key. The keys pressed do not have to appear on the screen.

The following program is a useful routine that can be used in any program that needs a read-keyboard routine.

## Listing 11-1. Read the Keyboard

```
10 REM LTSTTNG 1%%%
2O EEM FEAG THE K゙EYBOAKO
30 EFM बY ...N.SCHFETBEF FOF TAB BOOKS
40 #TM EUF串(10)
```



```
EM OLEAR OCREEN ... OFEN KEYBOARO FOR A
REAO
60 FOF X=1 TO 1O*FEM BUWFEFE TS 10 CHAF
AOTERS LONG
```


## Listing 11-1. Read the Keyboard (continued from page 161)

```
7O GET ##vB*FEM WATT FOF A K゙:Y TO BE F
```



```
80 TF Bे12% THFN &:W.-128%FOKE 694y0*FE
M |F ATAFT KEY HAS BEEN FWESSEW FEGET
90 TF B990 THEN B=- B--32#FOKE 702y64*REM
    MAKE IT UFFEF OASE
1OO TF BGS THEN 7O&FEM TT'S NOT A LEFT
TEF
110 BUF&(X)=CHES(B)&FEM FUT IT TN THE:
STRTNG
120 FOSTTTMN X,G% UHF氷(B)*NNXT X
130 % BuF:$
140 C10¢E #2
```

Line 40 sets the buffer length-(BUF\$) to 10 characters.
Line 50 removes the cursor, clears the screen, and opens the keyboard for a read.
Line 60 begins the for . . . next loop that will accept keyboard input without using a return key.

Line 70 waits for a key to be pressed. The keyboard must be opened before the get command will work. The ATASCII value of the key pressed will be placed in the variable B.

Line 80 checks the value of B. If it is greater than 127, the ATARI or inverse key was accidentally pressed. Correct this by poking 0 into location 694 . Subtract 128 from the value of B to get the normal code for the key pressed.

Line 90 checks the value to see if it is upper or lowercase. If the caps/lower key was pressed, all the inputs would be in lowercase. Rather than check each key against 2 values, it is easier to subtract 32 from the value in $B$ and reset the keyboard for uppercase by poking location 702 with 64.

Line 100 now checks the value of B to make sure that it is a letter. If the ATASCII value is less than 32, it is not a letter, and the program goes back to line 70 to wait for another input. The key that was pressed is disregarded completely. It is not displayed on the screen and it is not stored in the buffer.

Line 110 places the letter for the key pressed into BUF\$. As each correct key is pressed and entered, the value of X will increase. This will point to the next vacant position in BUF\$.

Line 120 places the letter on the screen. The row is set, the column position will increase with X .

Line 130 prints BUF\$ on the screen under the letters that were printed as they were pressed. BUF\$ contains exactly what was printed on the screen. If any numbers or control characters were pressed, they were ignored by the program.

Line 140 closes the keyboard.
In the next program, we will use this input routine for a tile game. This game is based on the $5 \times 5$ letter tile game. Each tile can only slide to a vacant spot. Try to arrange the letters correctly.
10 सEM 1 TSTNG 11.2
20 हEM TTIFE

THE LE：TrFRS AFOUNOQO NEXT X：NWXT T\＆FEM MO IT SEVEFAL．TIM$1:=6$90 GFAFHTCS $18: E E M$ MODF 2 WTHOUT TEXTWTNOOWI．．．ETTEF
WHOLE ETRTNO
\＃FOR A FEAM
はぐㅌ：
EM FESET THE TNUEFSE FLAGM SET FOR UFFWE CASE ONI YGATN … NOT A GOOM LETTEF

THEN 200
190 NEXT X GOTO 130 \&WM NOT THEFETT

04

1 UMN





## Listing 11－2．Tiles（continued from page 163）



```
<゙E
240 IF B=42 THEN %OO*FEM RTOHT AFFOW
250 TF B=4% THEN 32O&FWM LEFT AEFOW
260 TF B=4G THEN उAO&FEFM UF ARROW
270 TF B=6I THEN %6O*RWM MOWN AFFOW
280 GOTO 2-O&FEM NOT A MONE'.EEY
290 FEM NOW SFE:TF THE INTTEF CAN MOUF
300 TF X=2W THEN 130
305 IF BUF*(X+1%X+1)<>" " OF X/G=TNT(X
(G) THEN 130
30 FOSTTMON CyF*T #%%" "FOSTTTONC+1
```



```
gX)%BUF"$(Xy X)=:" " %GOTO 130
30 IF X=1 THFN 130
```



```
1yX-1)<" " THINN 13O
30 FOSTTTON CyF:T #6%" "音OSTTTON C-- 
```



```
yX) & BUF##(XyX)==" " % GOTO 130
340 TF F=:# THWN 130
```



```
3% FOSTTTON C,*:? #ठ%" "*FOSTTMON CyF
```



```
yX): BUF龵(XyX)=:" " %GOTO 130
360 IF F=% THEN 130
36% TF EUF&(X+FyX+%)<" " THWN 1%O
370 FOSTTTON CyR%T #6%" "*FOSTTTON CyF
```



```
yX) % BUF:* (XyX)=" " * GOTO 130
```

Line 40 sets aside 25 bytes for the letters（BUF\＄）and one byte for a temporary storage （TEMP\＄）．

Line 50 places the first twenty－four letters of the alphabet into BUF\＄．The twenty－fifth letter is the space．

Lines 60－80 shuffle the letters．A random letter（ R ）is picked．That letter is placed in TMP\＄． The last letter minus the value of X is placed in the random position．The letter in TEMP $\$$ is moved to the position that was just vacated．The loop continues until all the letters have moved five times．This method ensures that all the letters in the string will be thoroughly mixed．

Line 90 sets the screen for graphics mode 2 with no text window．
Line 100 places all the letters in BUF\＄in a $5 \times 5$ grid on the screen．The variable X will point to the letter in the string． R is the row and C is the column．To center it on the screen we begin with the 4th row and 7th column．

Line 110 increments X each time a letter is printed．This moves the pointer up one letter．

The loop continues until all the letters have been printed.
Line 130 prints the direction on the screen. First a letter must be pressed. The keyboard is opened for a read.

Line 140 sets the value of the key pressed and closes the keyboard.
Line 150 checks the value of B. If it is greater than 127 , then the inverse or ATARI key has been pressed. 127 must be subtracted from this value and location 694 must be poked with a zero to set it back to normal.

Line 160 checks to see if the value is for a lowercase letter. If it is, 32 is subtracted from the value and location 702 is poked with a 64 . The keys pressed now will be returned as upper case.

Line 170 checks the value of $B$. If it is not a letter between $A$ and $X$ the program will return to line 130 for another input.

Line 180 finds the position of the letter pressed in BUF $\$$. The value of X will be its position.
Line 190 sends the program back to line 130 for another input if the letter is not found.
Line 200 calculates the row of the letter. The value of X minus 1 is divided by 5 . The integer of the result is added to 4 . Since there are 5 letters in each row, dividing $X$ by 5 will give the row number. However, the fifth letter in each row would be put in the wrong row. By subtracting one from X , the resulting integer is the correct row (the first row is counted as row 0 ). Since we began printing the letters in position 4 , this number is added to the result. Now we know which row on the screen the letter is in.

Line 210 calculates the column. 4 is subtracted from the value of X to give the true row. This answer is multiplied by 5 (there are 5 letters in each row) and the result is subtracted from the position that X is pointing to. This answer is added to 6 because it will be in the range of $1-5$. The columns on the screen begin with position 7 . Now that we know where the letter is located on the screen, we can get a keystroke for the direction that the letter should be moved.

Line 220 opens the keyboard for a read. A short tone will indicate that the program is ready for another input.

Line 230 prints the new message on the screen. This time the program wants an arrow key to be pressed. When a key has been pressed, the computer will close the keyboard.

Lines 240-270 will send the computer to the correct routine depending on whether the up arrow, down arrow, right arrow, or left arrow was pressed. Actually, the code that the program is comparing the inputs to are for the asterisk, the minus sign, the equals sign, and the plus sign. By using these codes instead of the control-arrow codes, the program is truly a one keystroke program.

Line 280 sends the program back to line 220 if an arrow key was not pressed.
Line 300 checks to see if X is pointing to 25 . If it is, then it is at the end of the buffer and the letter cannot be moved to the right. The program will send the computer back to line 130 for another letter input.

Line 305 checks to see if the next place in the buffer is empty. It also checks to see if this letter is in the fifth column on the screen. If either of these conditions are true, then the letter cannot move to the right, and the computer will go back to line 130 for a new letter.

Line 310 erases the letter from its position on the grid and moves it over one to the right. Then it moves the letter up one space in the buffer. The position that the letter was occupying becomes a space. The program continues with line 130.

Line 320 checks to see if X is the first position. This routine moves the letters to the left. If the letter to be moved to the left occupies the first position in the string, it cannot be moved to the left. The program returns for another letter input.

Line 325 checks to see if the letter occupies the first column of the grid. It also checks the position just before it in the buffer. If this position is full the letter cannot be moved to the left. If the letter cannot be moved because of either of these conditions, the program waits for another input at line 130.

Line 330 uses the same procedure, but in reverse, to move the letter to the left. The letter is first erased from the screen, and then reprinted in the new position. The letter is moved down one position in the buffer and the old position becomes a space.

Line 340 checks to see if the row $(\mathrm{R})$ is 4 . If it is, then the letter is in the top row. This routine moves the letter up one row. A letter in the first row cannot be moved up.

Line 345 checks the buffer five positions before the position of the letter that will be moved. The letter will move up one row. The square that it is moving to is five positions before its position. If that position is not empty, the program will go back and wait for a new command.

Line 350 erases the letter from the grid and reprints it one row up. It then moves the letter up five positions in the buffer and replaces it with a space.

Line 360 checks the value of the row ( R ) to see if it is the last row of the grid. This routine moves the letter down one row. The letters cannot be moved past the last row.

Line 365 checks the buffer five positions past the letters position to make sure that it is a space. If it is not, the program will go back to line 130 for another entry.

Line 370 erases the letter and prints it one row down. It then moves the letter over five positions in the buffer. The letter's original position becomes a space.

This entire game is played with single keystroke entries. There are actually two entries for each move, but each is treated separately. If the first entry is correct, the program will ask for the second. Inputs that are not considered legal are ignored.

## KEYBOARD CODE

The third method of entry from the keyboard is to read the keyboard on the fly. This means that the computer is busy running the program, but it keeps checking to see if a key was pressed. If it was, then it will process that information. If no key was pressed, it will continue with the main program.

This method could be used in a game where the computer is working out some possible moves. If the player had to wait for the computer to make its move after the player made his/her move, the game could be excessively long. If, however, the computer could do its thinking while the player did, the time that the computer needed for its moves would appear to be shortened. A chess game is a good example of a situation where you would want the computer to think while the player did.

The keyboard code is not ATASCII. It does not seem to follow any pattern. The only exception is that there is one bit set in the code if it's an uppercase letter, or if the control key has been pressed. Table 11-1 shows the hardware key code and the corresponding key. Try the following one line program:

## 10 ? PEEK(764),:GOTO 10

There will be a stream of 255 s on the screen until a key is pressed. Once a key has been pressed, that value will be printed on the screen until another key has been pressed. This is the hardware code for the keys. To convert the keycode into ATASCII so that you would know which key was actually pressed could be done with all the possible characters in a string buffer. There is
no need to do duplicate work．Beginning with memory location 65278，all the ATASCII codes are listed according to keycode．

The following program will show you the internal or hardward code of the key and the character．

## Listing 11－3．Keyboard Conversion

```
10 FEM LTSTTNO 1. % 3
20 FEM <゙EYBOAFT CONOEFSTON
30 हEM EY 1. M, कOHENTBEE FOR TAB #OOKS
40 CONVFRETON:652नe
```



```
REEN -.. FEMOリ: CURकOK
OO FOSITTON उy:WT "FRESS ANY KEY ON TH
E KEYBOAFT [EXCEFT THE EREAK゙K
EY#"
70 TF FEEE(764)=2WW THEN 7O&EEM NO KEY
    HAS BEEN FESSEO
```



```
TH: COOTE --. CLEAE THE LOCATTON
90 FOSITTON 3y 10%T "TNTEENAL COOE OF k
EY FFESकE# "%रQ*FEM कHOW HAE
```



```
100 FOSTTTON 3, 1%% "&゙% FRESSE% ...
```




```
11060TO 60
```

Line 40 sets the variable CONVERSION to the first byte of the ATASCII values．This location is the ROM or the operating system．

Line 50 clears the screen and removes the cursor．
Line 60 asks you to press any key with the exception of the break key．
Line 70 loops until a key has been pressed．When a key has been pressed，the value of location 764 will not be 255 ．

Line 80 stores the value of location 764 in variable KC．Location 764 is poked with 255 ．This clears it for another input．

Line 90 prints the internal or hardware code for the key that was pressed．Be sure to enter six spaces and five escape control－backarrows in the print line．This will erase the previous code from the screen．

Line 100 adds the keycode to the first byte of the table in ROM．The program then prints the character of the peek of that location．This character will be in lowercase unless the shift key or control key was pressed for the input．

Line 110 loops back to line 60 for another entry．
Because of this table in ROM，it is very easy to convert keycode into the actual ATASCII values for a program．

| ```1etter O% #त"recter``` | ATलकएT कめde | neroware c口ळe |
| :---: | :---: | :---: |
| ¢क\％\％\％ | \％ | $3 \%$ |
| ！ | $3 \%$ | $9 \%$ |
| ＂ | 34 | 94 |
| 非 | \％ | 90 |
| ＊ | 36 | 8 8 |
| \％ | $3 \%$ | 93 |
| \％ | 3 e | 91 |
| ， | 39 | 11.3 |
| （ | 40 | 1．12 |
| ） | 41. | 1．1．4 |
| ＊ | 42 | 7 |
| 1. | 43 | 6 |
| \％ | 44 | 32 |
| ．．．． | 4 E | 1.4 |
| ＊ | 46 | 34 |
| \％ | 47 | 38 |
| 0 | 48 | \％0 |
| 1. | 49 | 31 |
| 2 | $\cdots$ | 30 |
| $z$ | Wi． | 26 |
| 4 | \％ | 3 |
| 5 | 4 | 29 |
| S | 94 | 27 |
| $\cdots$ | \％ | $\cdots 1$ |

Table 11－1．ATASCII and Hardware Values．

## READING THE KEYBOARD

The following program is an example of how the keyboard can be read while the computer is executing a main program. This simple keyboard program will keep letters flying across the screen. If you press the correct letter, the letter will stop and you will be awarded points. The entire time that the letters are moving across the screen, the computer is checking location 764 to see if a key has been pressed.

## Listing 11-4. Letter Attack

$$
\begin{aligned}
& 10 \text { FEM ITSTNG 11. 4 } \\
& 20 \text { हEM IFTTER ATTACK }
\end{aligned}
$$

$$
\begin{aligned}
& 40 \text { CONUFWSTON=6927e }
\end{aligned}
$$

$$
\begin{aligned}
& T \text { WNMOW. }
\end{aligned}
$$

$$
\begin{aligned}
& \text { VALUE FOK CHARACTEF … MON'T USE A SFA } \\
& \text { CE } \\
& 70 \text { FOSTTTON 2y0t? \#bt"moore" }
\end{aligned}
$$

$$
\begin{aligned}
& \text { M FOW FOR THE LETYEF }
\end{aligned}
$$

$$
\begin{aligned}
& 100 \text { FOF T:=1 TO TL }
\end{aligned}
$$

$$
\begin{aligned}
& \text { EY HAS BEEN FRFSSEW }
\end{aligned}
$$

$$
\begin{aligned}
& \text { THE COWF … CIEAR THE …OCATTON }
\end{aligned}
$$

$$
\begin{aligned}
& \text { 1. } 40 \text { NWXT T }
\end{aligned}
$$

$$
\begin{aligned}
& 160 \mathrm{TF} \mathrm{CC} 1000 \mathrm{THFN} 60 \\
& 170 \text { TF SOQ } 1000 \text { THEN GFAFHTCS } 17+F O S T T
\end{aligned}
$$

Line 40 sets the variable CONVERSION to 65278. This is the first byte of the ROM table to convert the internal or hardware code into ATASCII.

Line 50 sets the screen to mode 2 with no text window. The variable TL will be used in the timing loop. It can be changed to any number to make the letters move faster or slower.

Line 60 chooses a number for the letter that will fly across the screen. It chooses a number
from $0-25$ because there are 26 letters in the alphabet. This number is added to 65 . The letter A is ATASCII 65.

Line 70 prints the current score on the screen. This line will update the score after every letter.

Line 80 picks a random row for the letter to travel on. The letter cannot be on the 0th line because that's where the score is printed.

Line 90 begins the for ... next loop that moves the letter across the screen. The letter begins on the left side of the screen and continues across to the right.

Line 100 begins the timing loop. If there was no timing loop, the letter would travel across the screen too fast to be read.

Line 110 checks location 764 for a value other than 255 . If no key has been pressed, the computer is directed to line 140 to continue the timing loop.

Line 120 stores the value of location 764 in the variable KC . The location is cleared by poking it with 255 .

Line 130 checks the key pressed with the letter that is being displayed. The program looks at the peek of the keycode added to the first byte of the ROM table. Since this is the lowercase ATASCII code for the letter, 32 must be subtracted from the code. If this result is equal to the value of KC , the correct key has been pressed. A new score is calculated by adding $20(20-\mathrm{X})$ to the old score. X is the horizontal position of the letter at the time the correct response key was pressed. The variables T and X are set to their highest values and the for . . . next loop continues. Since $T$ and $X$ are at their limit, the program will continue with line 160 . If the letter reaches the edge of the screen, it will be erased from the screen. If the correct key has been pressed, the letter will stop on the screen and remain there until another letter erases it.

Line 160 sends the computer back to line 60 for another letter if the score is less than 1000 .
Line 170 will end the game if the score reaches or surpasses 1000 . The screen will clear and a message will appear. The ending score will also be printed.

Line 180 asks if you want to play again. The keyboard is opened for a read.
Line 190 gets an input from the keyboard and closes it. If the letter $Y$ has been pressed, the program will subtract 5 from the counter and go to line 60 for another game. Each time a new game is played, the letters will fly faster on the screen. If any other key is pressed, the program will end.

## Chapter 12

# Understanding the Screen Editor 

Everything that you see on your screen is processed by the screen editor. It keeps track of where the cursor is, where the screen memory begins, whether or not there is a text window, the tab locations, the mode the screen is in, the right and left margins, etc. This chapter will list most of the memory locations that the screen editor uses and the function of each location. These locations can be changed by the program. If they are changed correctly, they can add features to your program. If they are not, the program could crash or produce results that are less than desirable.

## GET/PUT CHARACTERS

When the program contains the locate command, it is getting a character from the screen. This command contains the row and column that you want looked at. It returns the ATASCII value of the character at that location.

## Listing 12-1. Locate, Poke, and Peek

10 אEM LTETTN 12.1उO EEM BY ㄴ. \& SOHFETBEF FOF TAB BOOKS40 GRAFHTCS OFFEM CIEAF THE SCREFNWO ? "ABCMEFGHT, NKIMNOFGFSTUUWXYZ"シEEM OFT THE ATASCTT VALUE ANO FUT CHAミACTEF BACK70 FOSITHON Gy:? "THE ATASCIT OF" " GHNTNO OF SCREEN MEMORY
100 FOSTTTON Wy \% ? "FOSTTION TN CHAFAC

110 FOKE MEM+42yBI \&REM MOVE TT OOWN ON
ㅌ.. ITNE

Line 40 sets the graphics mode and clears the screen. The graphics command must before using the locate command.

Line 50 prints the letters of the alphabet across the screen.
Line 60 uses the locate command to get the ATASCII value of the character in location 2,0. The value will be stored in variable B. Immediately after using the locate command, the character must be printed back into that location. When the location is examined for its contents, the location becomes blank. To reinstate the character, the print command must be used.

Line 70 shows the ATASCII value of the character at the location 2,0.
Line 80 calculates the beginning address of the screen. This address is stored in locations 88 and 89 .

Line 90 uses the peek command to look at that memory location. This time the result is not the ATASCII value, but the position of the character in the character set.

Line 100 prints this value on the screen.
Line 110 pokes this value back into memory. The location that will be poked is 40 more than the address that was peeked at. This will move the character down one line.

As you can see, you can get different results depending on which commands you use to look at a character on the screen. The locate command is the easiest to use since it calculates the screen position, and returns the ATASCII value of the character. There may be times, though, when the program that you are writing will work better with pokes and peeks.

## CONTROL CHARACTERS

There are sixteen control codes for the ATARI computer. Each of these codes has its own ATASCII value. They can be printed to the screen within a string, within quotes, or with the CHR\$ command. The following list gives the ATASCII code for the control codes and their function.

ATASCII code (decimal)

27 Escape: The character following this code will be treated as data. This means that if the next character you want is a control character (for example, clear screen), pressing the escape key first will display the character rather than clearing the screen. Use the escape key when there are control characters in a string or line that will be printed on the screen.
28 Cursor up. The cursor is moved up one line on the screen. If the cursor is on the top line, it will appear on the bottom of the screen. This key is used in editing. Under program control it could space messages that are printed on the screen without using the position command.
29 Cursor down. This code moves the cursor down one line on the screen. If the cursor is on the bottom line, it will move to the top of the screen. Again, this can be used instead of the position command, when you are printing text on the screen.
30 Cursor Left. This code moves the cursor one position to the left. If the cursor is at the left side of the screen, it will move to the right side of the screen, but remain in the same screen line. This character is often used to clear a previous input to the same prompt. If the previous line prints three or four spaces, then

## Command and function

printing one fewer cursor-left character will clear any information that was on the line, and the question mark will appear in the correct position for the next entry.
31 Cursor Right. This code moves the cursor one position to the right in the same line. If the cursor is at the right edge of the screen, it will move to the left edge in the same line.
Clear. This code represents one of the most frequently used control characters. It clears everything from the screen and homes the cursor. The home position of the cursor is the upper left corner of the screen.
126 Backspace. This code moves the cursor back one space. If the cursor is at the left margin, and this line is the beginning of a logical line, the cursor will not move any further. If this line is the continuation of a previous line, the cursor will move to the right edge of the screen one line higher. (There are three screen lines to one logical line.) When the cursor moves to the left, it removes or deletes the characters on the screen.
Tab. This code moves the cursor several positions to the right. The tab positions are set when the computer is turned on. They can be reset under program control. The computer considers three screen lines to be one logical line for the tab function.
155 End of Line. This code ends the logical line for the computer. It is also used to indicate that the return key has been pressed to enter an input. When the screen editor receives an end-of-line (EOL) it returns the cursor to the left side of the screen, one line down. Printers usually use this code to issue a carriage return and line feed. Disks and cassettes use it to indicate the end of a record. Delete Line. This code removes all the information that is on the line that the cursor is on. This line is cleared on the screen. If there is text printed below the line, all the lines move up one line.
Insert Line. This code adds a blank line in the line that the cursor is in. If there is information in this line, it and any text below it are moved down one line. Any information on the last line of the screen will be moved off the screen.
Clear Tab. This code removes the tab indicator from the point that the cursor is at. If the tab was not set at this location, nothing happens. There is no clear-all-tabs command, but this function can be accomplished with pokes.
Set Tab. This code places a tab indicator at the location of the cursor. Since the tabs can be set for three screen lines, it is important to know exactly where the cursor is.
Bell. This code makes a tone using the speaker on the computer. This sound is more like a squawk than an actual bell. This character has no effect on the display.
Delete Character. This code removes the character "under" the cursor. If there are characters in the line to the right of the cursor, they will move one position to the left. If the logical line is longer than one screen line, the contents of the lines below the line with the character that is being deleted will move up also.

## ATASCII code <br> （decimal）

## Command and function

255 Insert Character．This code adds one position to the line．A space is inserted at the position of the cursor．The character under the cursor and any characters to the right of the cursor are moved one position to the right．
In some programs，it is possible to place machine language subroutines into strings．If it is a relocatable subroutine，this is a good place to store it since it can be accessed by using the USR（ADR（STRING\＄））command．But，very often，some of the codes for the subroutine are the control codes listed above．If you try to print the string，you may find that you cannot see all the characters in it because the control characters don＇t print！The next program shows you which location to poke to make control characters visible on the screen．

## Listing 12－2．Printing Control Characters

```
10 FEM 1. TSTMN 12.2
20 FEM FFTNTTNG CONTROL CHARACTEFE
30 REM BY L..M. ©CHFETBEF FOF TAB BOOKS
40 6TM A⿻三人(20)
```



```
ARACTEWG IN THTS STETNG
60 FOKE 766%1
```



```
80 FOKF:766,0
```

Line 40 sets aside 20 places for characters in $\mathrm{A} \$$ ．
Line 50 places an assortment of control characters into $\mathrm{A} \$$ ．These are－bell，clear，insert character，delete character，cursor down，cursor up，cursor right，cursor left，tab，insert line，and delete line．To print these characters within the quotes，use the escape control keys for all but the last two；use the escape shift keys for those．

Line 60 pokes location 766 with a 1 ．Anytime this location is not zero，the control characters will be printed on the screen as characters．

Line 70 prints the contents of $\mathrm{A} \$$ on the screen．If you do not clear the screen before running this program，you will see that $\mathrm{A} \$$ is printed exactly as it is set in line 50 ．

Line 80 resets location 766 with a 0 ．Now if you try to print $A \$$ ，you will get the bell，the screen cleared and all the other control characters executed．

## OTHER MEMORY LOCATIONS

The following list of memory locations are used by the screen editor，display handler，etc，to display information on the screen．They are all located in RAM，so they can be changed under program control．Some values may be immediately reset by the operating system；others will be ignored；and changing some can cause strange results，or make the system crash．

## Memory <br> Location

Function
88，89 This is the beginning of the screen memory．When the contents of these locations are changed，the computer will print in memory other than that being displayed on

## Memory Location

## Function

the screen. This location was changed in the program Slide Shows (Chapter 9).
675 This byte and the next 14 bytes make up the bit map for the tab. Every bit that is set is a tab. For example, input POKE 675,17. Now press the tab key. The cursor will stop under the E in READY - the fourth screen position, and under the space after the Y - the eighth screen position. All tabs can be cleared by this statement.

## FOR X=675 TO 689:POKE X,0:NEXT X

694 This location sets or clears the inverse flag. If this location is 128 , all the characters will be treated as inverse characters. It must be set to 0 for normal characters. This location was used in Chapter 11.
702 This location is set for lower or uppercase letters. If this location is 64 , the shift-lock has been set and the characters are uppercase. If it is 0 , the characters are lowercase. This location was also used in Chapter 11.
703 This location can only be 4 or 24 . If it is 24 , it sets the normal screen size. A 4 sets the text window at the bottom of the screen. Poke this location with a 4 ; then list a program. The entire program will scroll in the bottom four lines of the screen.

By experimenting with these locations, you will learn how to create the effects that you need or want for your programs.

## Chapter 13

## Disk Use

Convenient program and data storage is provided by the floppy disk system available with the ATARI. By understanding how the computer handles the disks and how the disks themselves are organized, you can better control and utilize the system.

## DISK FILE MANAGER

The file manager provides the commands that allow BASIC to access the disk drive. Up to four drives can be accessed with the manager that comes with the ATARI Disk Operating System (DOS). Throughout this chapter and the next, the ATARI DOS will be used for the examples. If you are using a different DOS on your system, some of the commands or formats may differ.

## IOCBs

The ATARI computer has a portion of memory set aside for input and output control. This area of memory is called the input/output control buffer (IOCB). The memory locations in this area are set for the device(s) that will be handled. This area is not exclusively for the disk drives. It can also be used by the screen editor, cassette, or any other device that can access it. It can also be used under program control.

The IOCB stores information concerning the device that is being used, the process that will be performed (writing to the device or reading from it) the length of the buffer that will be written from or read into, and location of the buffer.

## CIO Functions

The central input/output (CIO) functions control most of the disk operations. Each disk operation has its own specific function. Some operations have options that can be accessed by using the correct auxiliary code.

Open. The open command can be used to create a new file, append an existing file, or update an existing file. The file can also be opened for a read. To use the open command, you must specify which drive, the name of the file and the option, for example, OPEN \#2,8,0, "D:NAMES". The file NAMES would be opened using buffer \#2. It is opened for a write only. If a file already exists with that name, it will be written over. If it does not exist, it will be created. Its name will be added to the directory.

Using the format OPEN \#2,9,0,"D:NAMES" opens the file for an append. The file will not
be destroyed. The information sent to it will be placed immediately following the data that is already there.

If you use the format OPEN \#2, 12,0, "D:NAMES", the file will be opened for update. Any part of it can be changed without affecting the rest of the file if the file was created properly.

You can also use the open command to read the directory from BASIC by using OPEN \#2,6,0,"D:*.*". In the next program, you can read the directory from BASIC and run any program by entering that program's number.

## Listing 13-1. Directory Listing

|  |
| :---: |
| 20 mEM OTRECTOFY LTSTINE |
| ЗO FEM BY L. M, SCHFETBEF FOR TAB BOOKS |
|  |
|  |
| 1R串 |
|  |
|  |
| त THE FTLE FOR THE WTRECTOFY |
|  |
|  |
| $\gamma$ IN THE OTRECTORY BUFFEF |
|  |
|  |
| $100 \mathrm{X}=\mathrm{x}+12 \mathrm{~N}$ |
|  |
|  |
|  |
|  |
| COLUMNy NEXT FOW |
| 130 NEXT X PrEM FINTSH WTRECTORY |
|  |
|  |
|  |
|  |
|  |
|  |
| 170 NWXT X \% X wrwnem |
|  |
| N(BU1: |
|  |
|  |
| 00 RUN EUF* |

Line 40 sets aside 768 bytes for the directory and 14 for the buffer. There is a maximum of 64 files that can be stored on disk. There are 12 bytes fielded for each file.

Line 45 clears the garbage from the string.

Line 50 clears the screen.
Line 60 opens buffer \#2 to read the directory. The number 6 indicates a directory read. The asterisks (*) are used for the file name so that all the file names will be read. The variable N will record the number of files read. X will point to the position in $\mathrm{DIR} \$$ that the file name will begin at.

Line 70 gets an input from buffer \#2. The contents of this input is stored in BUF\$. The program is reading the entry from the buffer, not from the disk.

Line 80 places the contents of BUF $\$$ into DIR\$. All the file names will be stored this way.
Line 90 checks the first character of BUF\$. If it is a number, there are no more files in the directory. One is subtracted from N so that N will be the number of files listed in the directory.

Line 100 adds 12 to the value of X . This moves the pointer up 12 bytes to point to the beginning of the next field. The variable N is incremented by 1 , and the program continues with line 70 .

Line 110 uses the variable R to indicate the row that the file information will be printed on and the variable C for the column. The for....next loop accesses DIR\$ to print the names of the files on the screen. The column position is calculated to keep them straight. When X is greater than 10 , the number ( X ) must be printed one column to the left to keep the numbers in a straight line. The logical operation NOT returns a 1 when the integer of $\mathrm{C} / 10$ is 0 . It returns a 0 when it is a number greater than 0 . By adding this value to the variable C , we can keep the numbers in a straight column. The number ( X ) of the file and the file name are printed on the screen. Again, X is used to calculate the beginning and ending positions of the file name.

Line 120 recalculates the value of C . The two positions that the column can be are 2 and 22 . By subtracting the value of $C$ from 24 , the variable $C$ will be 2 and 22 alternately. Everytime $C$ is 2, the variable R is incremented so that the next file name can be printed in the next row on the screen.

Line 130 continues the loop.
Line 140 asks for the number of the program that you want to run. The line ends with five spaces and three backarrows. The trap keeps the program from crashing if a letter or other character is entered instead of a number. The number of the program is stored in the variable P .

Line 150 checks the value $P$. If it is larger than the number of the last program on the screen, or less than 1 , the program returns to line 140 .

Lines 160-180 place the name of the program into BUF\$. The first two characters of the string are set to D.. This is the code that the computer needs to access the disk. The program looks for the first space. The part of the name from the first character to the character before the first space is placed in BUF\$.

Line 190 places the . after the name of the program. The extender is added to the name.

## Disk Buffer

Located in the IOCB is the address of the disk buffer. When the computer inputs information from the disk, it moves the data into the buffer. When the program uses the get.command or put command, it goes into this buffer to retrieve or place information. The get and put commands work with only one byte at a time.

The input command also gets its information from the buffer. All the data up to the end-of-line code is placed into the string. If the string is not long enough for the information, it will be lost.

The following program will print a hard copy of a program that has been listed to the disk. The length of the line can be specified. The program uses the data in the disk buffer to print the listing.

## Listing 13-2. Print from Disk

```
10 FEM LTST 13.2
2O REM FRTNT FROM OTSK
30 BEM BY L. M, SCHRETBEF FOK TAB BOOKS
4O ? "YCLEAFYENTEF THE L.ENGTH OF A L...NN
E" % : TNFUT F'L...
GO ? "ENTEF THE NUMBEF OF LTNES TO A F
AGE: % INFUT LNN
60 OFEN #2y8yOy"F゙4*"
70 OFEN ##, 4%O%"W%1..TSTNNG"
80 1...=1.
90 TRAF 300&FOF C=% TO FIN
1.00 Gl:T 非.yB
```



```
120 IF B=1W% THWN 1.40
```





```
300 Cl."SE #1% %LOSE #2%WNO
```

Line 40 clears the screen and asks for the length of the line. This value is stored in variable PL. It can be any value. Of course, if your printer can only print 40 characters on a line, a number larger than 40 would not work.

Line 50 asks for the number of lines to a page. This is the number of lines that you want printed at one time. After every page, the program will print ten line feeds to separate the pages.

Line 60 opens buffer \#2 for the printer. The printer that I use is a serial printer out of port \#4 of the interface.

Line 70 opens buffer \#1 to the disk drive. The program that you want printed should be listed to the disk with the LIST "D:LISTING" command instead of being saved. Use the name LISTING for the program. By listing the program to the disk, it is not saved in the token form, but byte for byte the way it appears on the screen when it is listed.

Line 80 sets the variable L to 1 . This variable will count the number of lines that are printed.
Line 90 sets a trap for line 300 . We don't know how long the program is, so when an error occurs, we will end the program. The for....next loop to print the program begins here.

Line 100 uses the get command to retrieve a byte from the buffer. The disk will turn on and 256 bytes will be read into the buffer. This command will get each byte from the buffer one at a time. It keeps track of which byte it got last, so it always gets the next byte. When the end of the buffer is reached, the next 256 bytes will be read in off the disk.

Line 110 prints the CHR $\$$ of the byte to the printer. The semicolon after the CHR $\$$ keeps every character on the same line until the carriage return and line feed (EOL) is issued to the printer.

Line 120 checks the value of B . If it is 155 , the EOL has been sent to the printer, and the printer has returned to the beginning of the line and fed the paper up one line. The program is directed to line 140 since there will be no more characters printed on this line.

Line 130 continues the loop. After the number of characters specified by PL is sent to the
printer, the program sends an EOL to the printer. If there are more characters for this program line, they will be printed on the next line.

Line 140 adds one to the value of $L$. This is the number of lines that have been printed. If the number of lines required for one page have not been printed, the program will go back to line 90 . This will start the for....next loop again.

Line 150 will separate one page from the next. Ten prints will be sent to the printer. This number can be changed if you want more or less spacing between the pages.

Line 300 closes the buffers and ends the program.

## SPECIAL FUNCTIONS

There are some functions that can be accessed both from the DOS and BASIC. Although they are not supported by one word commands, they can be executed with the XIO command. They are: lock, unlock, delete, rename, and format. The XIO commands are:

Operation LOCK UNLOCK DELETE RENAME FORMAT

## Command

35,\#1,0,0,"D:name" XIO 36,\#1,0,0,"D:name" XIO 33,\#1,0,0,"D:name" XIO 32,\#1,0,0,"D:name newname" XIO 254, \#1,0,0,"D1:"

These commands can be used within a program to access the disk. The following program includes some of these commands and the note and point functions.

## Listing 13-3. Calendar

```
10 EFM 1. TSTTNG 13 + 3
20 FEM CALENWEF
30 FEM EY L, M, SOHFETBEF FOF TAB BOOKS
```



```
2#)
GO " YCLEAFy "FOSTTTON Gy2:? "FLEASE
CHOOSE:" "FOSTTTON EyA%? "I FOFMAT NE
W WTSK"
60 FOSTTTON Gy6:T "2* CHFCK゙ CALENOFF"
70 TRAF 70&FOSITMON 10.8:T " "多TNF
UT OFFFM 2 5FACES & 2 INFT ARFOWS TO C
1..EAE ENTRY
BO IF C& OR CQ THEN 7O&FEM ONLYY ACCE
FT & OR 2
90 ON C GOTO 100,2%O
```



```
NO*T "THTS SELEOTHON WTLIN FORMAT A MTS
K FOE THE QALENOER FROORAM F FINCE A"
11O T "NEW OTSK TNTO THF:ORTUE ANO FFE
```


## Listing 13－3．Calendar（continued from page 181）



```
N YOU TO THE: MENU"
```




```
1.40 FOk&: %6, %%%%%OYO 1..N
```



```
F::% 0.%K゙
```




```
Oy BUF:"
```





```
TH F...|....S
```





```
&F#y O% OECEMSFR
```








```
2% N::XT X:GOTO :%O
```



```
|N以\T\
```





```
1..05% :#2:OOYO %0
300 C1.OSE:##
```




```
3O ? % % M自外
```





```
N"
```



```
TF:: "
```





```
400 TF C=S% OR C=11% THFN 4FO
410 TF C=60 OF %=100 THEN 250
420 6OTO 3%0
4%OT % "FFLNA&E ENTEFNNW TNFOFMATTON
"
```





```
470 ? "VEFTFY ... THTS IS COFRECT (Y/N)"
```




```
#00 TH C=89 OR C:W%| THEN W%O
#10 TH C:78 OF C=110 THNN 4W0
W00 60%0 4%0
```



```
FE: THE:NEW TNFOFMATTON
```



```
    FENOFEN THE BUWWEF ANO FOTNT TO THES
ECTOR
```



```
FE THE TNFOFMATTON ON MTSK
```

Line 40 sets aside space for the strings. DAY\$ will hold the day's activity. BUF\$ is used as a buffer for the disk file name. MT\$ is the month and TEMP\$ holds information temporarily.

Line 50 clears the screen and places the first menu option on the screen.
Line 60 places the second menu option on the screen.
Line 70 places a question mark on the screen and waits for an entry. The trap will keep the program from crashing as a letter or other character is entered. Two spaces and two left arrows are printed before the input. This will erase the entry if the program does not accept it.

Line 80 checks the value of C . If it is not a 1 or 2 , the program will return to line 70 .
Line 90 branches to the correct routine.
Line 100 removes the cursor and clears the screen. It prints part of the message on the screen.

Line 110 prints the rest of the message on the screen.
Line 120 waits until a key has been pressed.
Line 130 sets the variable LN to 50. This is one of the two lines that the program can be directed to. If the return key was pressed, the value of LN changes to 150 , the other line number.

Line 140 clears the key input and sends the computer to the correct line.
Line 150 formats the disk. It is very important that the disk in the drive does not have programs that you want to keep on it. When the disk is formatted, all the information on the disk will be erased.

Lines $160-180$ place the files for the months on disk. The X loop goes from 1 to 12 . The month is read into BUF\$. The contents of DAY\$ are cleared, and the file is opened with the name that is in BUF\$. Line 170 begins the second loop. This loop places a buffer for each day of the month on
the disk. The first byte(s) of the DAY\$ contains the number of that day. The last byte is set to a blank space. The entire buffer is printed to the disk. After all the days have been printed to the disk, the file is closed and the X loop continues.

Lines 190-200 contain the months in the format needed to open files on the disk.
Line 210 puts the cursor back on the screen and returns to the main menu. The disk is now set up as a calendar.

Line 250 begins the calendar routine. The screen is cleared, and the message to enter a month is placed on the screen.

Line 260 restores the data line and begins the for....next loop to look for a match between the month entered, and the months on file. The contents of BUF\$ beginning with the third byte is compared to the contents of MT\$ (the month entered). If a match is found, the computer goes on to line 280.

Line 270 continues the loop if no match is found. If the month cannot be found because of a spelling error, the program goes back to the main menu.

Line 280 waits for a day to be entered. All the files are set up for 31 days. The entry here is not checked for a correct day. If you need more days in your year, here's your chance to lengthen February!

Line 290 clears the trap. The file for the month specified by BUF $\$$ is opened for a read. The loop gets every day from 1 to 31 . The program has no way of knowing where in the file the day is located. The note command places the sector number of the day being read into the variable S . The first byte of the day is placed in B.

Line 300 checks the day in the buffer against the day entered. The loop continues until the days match. If no match is made, the file is closed and the program returns to the main menu.

Line 310 closes the file if the days match.
Line 320 clears the screen and prints the month and day entered on the screen.
Line 330 places a blank line on the screen, then prints the contents of DAY\$.
Lines 340-360 print a mini-menu. If you want to keep the information that is on the screen and return to the main menu, press K. If you want to change the information, press the $U$. Press $D$ if you want to check another date.

Line 370 opens the keyboard for a read. When a key is pressed, the keyboard will be closed.
Line 380 checks the value of C. If it is greater than 127 , the inverse or ATARI key has been pressed. 128 must be subtracted from the value of C. A zero is poked into memory location 694 to reset the flag for normal text.

Lines $390-410$ check the value of C . If it is a K , the program will return to the main menu. If it is a U, the program will continue with line 450 . Entering a D will send the computer back to line 250 for another entry.

Line 420 will send the computer back for another entry because the key that was pressed was invalid.

Line 450 issues a blank line, and then asks for the new information to be entered.
Line 460 clears any previous information or garbage from TEMP\$. It then waits for a new input. If the length of the input is less than 25 , the last character of the string will be set to a space.

Line 470 asks you to verify what you typed.
Line 480 opens the keyboard for a read. Once a key has been pressed, the keyboard will be closed.

Lines 490-520 check the value of C . If a Y or an N was not entered, the program will loop back for another entry. If an $N$ was pressed, the program will go back to line 450 for a new input. If the
entry is correct, the program will continue with line 530 .
Line 530 places the information from TEMP $\$$ into DAY\$. The last byte of DAY $\$$ is set to a space. The disk is fielded for 30 bytes per record. If fewer bytes are sent back to the disk, the pointers would be changed, and we could not retrieve information from the disk.

Line 540 opens the file in BUF $\$$ for read/write or append. The point command is used to set the pointer to the correct sector and byte. The information in DAY\$ must be placed back on the disk in the exact spot that it was taken from.

Line 550 prints DAY\$ to the disk and closes the buffer. After each update, the routine will return to the main menu.

## DISK HANDLER

Another way to access the information on the disk is by using the disk handler. The disk handler is twelve bytes long and can transfer one sector ( 128 bytes) of data to or from the disk. In order to transfer the information, the disk handler must be set up by the program. The disk handler begins at memory location 768. It must contain the number of the disk drive that will be accessed, the command byte (get sector, put sector, format, or status request), the buffer address, and the number of the sector to be accessed.

The next program will load in a specified track from a disk and display it as characters on the screen. The characters can be changed, and resaved onto the disk. This program will not allow you to change the data on the disk, just to look at it. It will tell you the status of the track. If the status is not OK, it is a bad track. Either the information on it got scrambled, or it was made into a bad track for copy protection purposes.

## Listing 13-4. Displaying Sectors

```
10 एEM 1. TSTNG 13:4
2O REM OTSFLAYJNG SECTOFS
3O EFM EY L. & MOHFETBEF FOR TAB BOOKS
```






```
&(B) NWXT X
65 TATA 104y 32,83y298.96
```




```
QO BUFHT=TNT(AGOR=2W6):EEM HTGH ORNER
BYTE
```



```
B BYTE
100 DOF=768%FKM MTSFLAY CONTFOL CHAFAC
TEFS --- SET OFUTCE OONTROL BLOCK
```



```
120 FOKE आOB+2,Q2*FEM GET SEOTOR
13O FOKE WOB+4y BUFLO%FEM BEGTNNTNG OF
BUFFFF% ....OU OFOWF AWMFESS
```


## Listing 13-4. Displaying Sectors (continued from page 185)

```
14O FOKE OCB+Wy BUFHT &FEM BEGTNNTNG OF
BUFFFF .-. HTGH ORWEF ADMFESS
15O FOKE 766,0%TRAF 150%T "TNFUT SECTO
E NUMBEF"% &NFUT SFOTOR*FOKE 766y IFFEM
    GET A SECTOF NUMBER
160 SECTORHT=TNT(SEOTOR/256)*FEM GET H
TOH OFTNF BYTE OF SECTOF
```



```
    GET LOW OROEF BYTE OF SECTOF
1.00 FOKE OOB+10,GEOTOFLO*REM STORE TT
190 FOKE WOB+11,SECTOFHI
```



```
% FOUTTNE TO FEAO WTSK
```



```
US
```



```
    THEN ? " -.. OK゙" %OOTO 240
2S FETNT *FEM FRTNT SEOTOR INWOFMATTO
N ON NEU LTNE
```



```
2% क0T0 1.%O
260 ENO
```

Line 40 sets aside space for two strings. BUFFER $\$$ will contain the data in the sector. DROUT will contain the address of the machine language subroutine in the operating system that will use the disk handler.

Line 50 clears the buffer.
Line 60 reads the machine language subroutine into DROUT\$. This subroutine is a jump to a subroutine in the operating system. We need this subroutine to access the operating system subroutine because we are accessing this subroutine through BASIC. The first thing that the subroutine must do is pull a byte off the stack. If we accessed the routine directly, it would not return properly since the byte would not be pulled off the stack.

Line 70 places the decimal address of the first byte of the buffer into the variable ADDR.
Line 80 divides this number by 256 . This integer is the high order address of the string location.

Line 90 subtracts this number from the address. This gives the low order address.
Line 100 sets the variable DCB to 768, the beginning of the device control block, and pokes location 766 with a 1 . Now if there are any control codes in the sector, they will be printed on the screen.

Line 110 pokes the second byte of the device control block with the number of the drive that will be read.

Line 120 pokes the next byte with the command byte. 82 is the command to get a sector from the disk.

Lines 130-140 place the low order and high order byte of the address into the device control
block. This address is the beginning of BUFFER\$.
Line 150 asks for a sector number. The trap is set for inputs that are not numbers. The sector number will be stored in the variable SECTOR.

Lines 160-170 divide this number for the low order and high order bytes.
Lines 180-190 place these bytes into the correct addresses of the device control block.
Line 200 calls the machine language subroutine that calls the operating system's disk interface routine.

Line 210 checks the status of the sector read.
Line 220 prints the status of that sector. If it is a 1, the sector was read incorrectly.
Line 230 forces a line feed to the screen. There is a semicolon after the status value in line 220. If the status was not OK, the line feed would not occur.

Line 240 prints the sector on the screen. Some sectors look like they are displaying garbage on the screen. Others are a string of hearts, and still others are perfectly readable.

Line 250 sends the program back to line 150 to get another sector to be displayed.
Press the break key when you are finished displaying sectors. The following list shows which bytes are used for the DCB and which commands could be used.

## Address

769
770
771
772-773
778-779

## Function

This byte is set to the number of the drive that will be accessed (1-4). This is the command byte. The commands are: 82 -get sector; 87 -put sector with verify; 83 -status request; 33 -format disk.
This is the status byte. After a successful read, this byte will be a 1. This is the buffer address that indicates where the data will be placed or taken from.
This is the number of the sector that the routine will access. The sector could be written to or read from.

## FILE MANAGEMENT SYSTEM

In addition to the disk file manager, there is also a file management system. This governs the format of the disk, the location of the boot record, the file directory, the volume table of contents, and any other information needed to keep files on a disk. If any or all of the files that the file management system (FMS) uses are destroyed, the disk may not boot, copy correctly, or read in the files. By understanding how the files are structured on the disk, bad sectors can be fixed; the table of contents can be altered; and files can be deleted or restored without using the disk file manager.

## Track Format

When a disk is formatted, all the data on the disk is erased. There are 720 sectors on the disk. Every byte in every sector is set to 0 . The first sector of the disk is reserved for the boot record. If there is no boot record, the disk will not load from a cold start. When DOS is written to the formatted disk, the boot record is written to the disk along with the DOS and DUP files. When the disk boots, it brings DOS into the computer.

When a file or record is sent to the disk, it may require one or more tracks. The FMS begins with the first available sector and stores the program on subsequent available sector. The key word here is available. If, for example, a program used two sectors for storage; the next program
used four; and the third used five. Now, you delete the second program from the disk. Those four sectors are available for another program. The next program that you write needs 10 sectors. The FMS uses the first four sectors from the deleted program and the six sectors after the third program. How does it know where the rest of the program is???

Every sector of every program has its own linking bytes. There are 128 bytes in every sector. Bytes 1-125 contain the data for that sector. It could be a program listing, a file, or whatever else was saved to the disk. The 126th byte contains the file number. Every sector that pertains to this program will have the same file number. If there is a mismatch between file numbers, an error 164, file number mismatch, will occur.

Byte 127 is the forward pointer. It contains the sector number for the next sector that has more data for this file. It usually is, but does not have to be, the following sector. This is how the computer knows where the rest of the program is. If sectors 4-8 are used for a program and the next available sector is 14 , the number 14 will be stored in byte 127 on sector 8 . When the computer finishes reading in the data from sector 8 it will continue on to sector 14 and skip sectors $9-13$. If this is the last sector for the file, this byte will be 0 .

Byte 128 is the byte count. It contains the number of bytes that should be read in from this sector. A full sector contains 125 bytes. Anything less than 125 is considered a short sector.

If you use the Displaying Sectors program from this chapter, you can examine the sectors of the disk and see how the sectors are linked.

## Volume Table of Contents

When you want to save a program onto the disk, the computer has to know where there is room to save it. It can't sit there and examine every sector on the disk to decide whether or not the program should be placed there. Sector 360 is the volume table of contents (VTOC). Use the Displaying Sectors program to examine this sector. Now examine a newly formatted disk.

The VTOC for the disk that has been used should have a string of hearts, with some inverse insert characters. The disk that was just formatted is almost filled with the inverse insert characters. This is a bit map that tells the computer which sectors have been used and which ones are empty. The fourth and fifth bytes of this sector indicate how many sectors are available. On a new disk these two characters should be an inverse C and a control B . This is a two byte number: $2 * 256+195=707$ free sectors. On a used disk, this number will vary. If the 4 th and 5 th bytes are set to 0 , the computer would think that the disk is full. The bit map begins with the 11th byte or character. On the new disk, this byte will be 15 , the character will be a control 0 . The next 44 bytes are inverse insert characters (ATASCII 255). The 45th and 46th bytes are a heart and insert character. The next 43 bytes are inverse insert characters (ATASCII 255). Every time something is stored on the disk, this sector is checked. If the bit is a 1 , then the sector is free and the information can be placed in that sector. The bit in the bit map is then set to 0 . The 45th and 46th bytes are sectors $360-368$. These sectors are reserved for this VTOC and the directory. If the directory sectors are changed to ones, they could be written on. The computer would not be able to list a directory or load or store programs.

## FILE DIRECTORY FORMAT

Beginning with sector 361 , the computer keeps the names of the programs on the disk. There are sixteen bytes used for each entry. Up to eight names can be stored on each sector. There are eight sectors set aside for the directory. Up to 64 files or names can be stored on a disk. This
means that even if there are free sectors on the disk, the disk will not hold more than 64 programs or files.

Look at sector 361 using the Displaying Sectors program. You should see up to eight file names. Before each name, there are some characters. The first byte of the file name is the flag byte. If this character is a B, the file is available. If it is a $b$, the file is locked. If it is an inverse heart, the file has been deleted.

The next two bytes contain the sector count. The second byte is the low byte, the third, the high byte. Multiply the ATASCII value of the third byte by 256, and add the ATASCII value of the second byte to find out how many sectors are used for the file.

The fourth and fifth bytes contain the sector number at which this file starts. Again, this is a two byte number with the low byte first and the high byte second. Use the ATASCII values of these characters to find out which sector the file begins in.

The next eight bytes are the name of the file. The last three are the extender. There is no period separating the name from the extender. When the directory is read into the computer, the period is added by the program. If the file name or extender contains more characters than there is space for in the directory, the extra characters will be ignored. Table 13-1 shows the format of the file directory.

## BOOTING YOUR OWN DISK

When you place a disk into the drive, and turn on the computer, the drive turns on and a program boots. This program could be the DOS or another program. Most commercially available machine language programs will boot themselves when you turn the computer on. BASIC programs are usually loaded into the computer.

## AUTORUN.SYS

You may have noticed a program on your ATARI disk called AUTORUN.SYS. If you examine the disk directory from various software firms, you may find the AUTORUN.SYS is anywhere from one to three or more sectors long. You may have also found that when you write DOS to a new disk, the AUTORUN.SYS does not get written to the new disk. It has to be copied.

Table 13-1. File Directory Format.

| $1 . \quad 2$ | $\cdots \quad \cdots$ | $\cdots$ |  | $\cdots$ | 8 | $9$ | 1.0 | I. 1. | 1.2. | 1.3 | 1. 4 | 1.15 | 1.6 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| oste |  |  |  | F1\% | h | te |  |  |  |  |  |  |  |
| Wste | 283 |  |  | \%ec | or | ¢ | amb |  |  |  |  |  |  |
| bste | 48\% |  |  | \% Ca | ti | ¢ | Cc | ar |  |  |  |  |  |
| mede | $6 \cdots 13$ |  |  | fil | $\cdots$ | me |  |  |  |  |  |  |  |
| क¢te | $1.4 \cdots 16$ |  |  | \% | nct |  |  |  |  |  |  |  |  |

The purpose of the AUTORUN.SYS is to give the programmer a way to boot a program or load a machine language program into the computer during the boot process. Let's say that you have a machine language program that will disable the break key. You want this program executed immediately when the system is turned on. If the program had to be loaded by the user and executed, chances are it wouldn't be done. A short routine could be inserted into your BASIC program to load and execute this routine, but this would take up memory space and time.

When you turn your computer on and DOS is loaded in, it checks to see if there is a program on the disk called AUTORUN.SYS. If there is, it loads this program and executes it before it turns control over to the user. The AUTORUN.SYS program must be written in machine language. It cannot be a BASIC program.

In the following program, you will create your own AUTORUN.SYS. It will change the right and left margins on the screen, and the background color before BASIC takes over.

## Listing 13-5. AUTORUN.SYS

10 सEM ITSTNO 13.6
20 REM AUTORUN. SYS
30 FEM BY … $M$, SCHEFTBEF FOF TAB BOOKS

N THE BUFFFF TO WRTTE THE NEW MUTOFUN
 $Y T E S$

E: 59
 59

TA FOR THE ROUTTNE
90 FUT \#2y \&FEM FUT TT TN THE BUFFFF
100 NEXT B FFM CONTTNUE THE LOOF

96
 THS AmmFES

RE9


150 ENO

9 206у1419198929\%
Line 40 opens the disk buffer to write to the disk. The name of the program is AUTORUN.SYS. If there is a program by that name on the disk, it will be replaced by this one.

Line 50 puts the first two bytes of this program into the disk buffer. The first two bytes of any machine language program is 255 .

Line 60 places the beginning address of the program into the buffer. The machine language program will begin at memory location 1536 ( 600 hex).

Line 7.0 places the ending address of the program into the buffer. The machine language program is 14 bytes long, so the ending address will be 1549 ( 60 D hex).

Line 80 begins the for....next loop that reads the machine language program into the disk buffer. There are 14 bytes in this program.

Line 90 puts each byte into the buffer.
Line 100 continues the loop until all the bytes have been read and placed into the buffer.
Line 110 puts the low order address of the autorun routine into the disk buffer.
Line 120 puts the high order address of the autorun routine into the buffer.
Line 130 puts the beginning address of the machine language program into the buffer. This is the address that will be put into the preceding addresses. For a program to load and run, the running address must be stored in memory locations 738 and 739 .

Line 140 closes the disk buffer. When the buffer is closed, its contents will be sent to the disk.

Line 200 contains the machine language program that will be run when the disk is booted in.
After you enter this program, run it. Be sure that the disk that is in your drive does not have an AUTORUN.SYS on it or it will be destroyed. It is best to have a new initialized disk in the drive. The DOS must be on the disk. When you run the program, the disk will turn on and you can hear the program being saved to the disk. After it is saved, turn the computer off and then turn it back on. You will hear the disk boot in. The cursor will move to the right and the screen will turn black. The word READY will appear in green. If you load in a program and list it, you will see that your margins have moved. See Table 13-2 for the machine language listing of the program.

## Boot Record

The AUTORUN.SYS is one way to load and execute programs. But, what if you are writing programs in machine language, and you do not want a directory on the disk, but do want the program to load and run when the disk is turned on?

In the last chapter, we discussed how the disk was structured. The first sector is called the boot sector. This is the sector that the computer will look at to bring in a program from the disk. If you copied the DOS on the disk, you have the ATARI boot on this sector. It will bring in the DOS. If you placed your own boot on this sector, it will bring in whatever program you want it to. This is not something that can be easily accomplished from BASIC, but that's not to say that it can't be done. If you are ready to place your own boot records on the disks, you must have a good understanding of assembly language and how the boot process works. In this chapter, we will only describe the boot process.

The boot sector has its own specific format. The first byte is stored in memory location 576. It is not used by the boot and should be set to a zero. The second byte tells the computer how many sectors are in the boot. It should include this sector. This number can be any number from 1 to 255 . If it is 256 , it will be set to zero. The third and fourth bytes tell the computer where to start loading the program. This does not have to be where the program begins, just where to start loading the file. The fifth and sixth bytes tell the computer where the program begins. After all the sectors for the boot have been loaded, the computer has to know where it should transfer control to. This address will be the beginning of the program. The third and fourth bytes and the fifth and sixth bytes are two byte addresses. Be sure that the third and fifth bytes contain the low order address and the fourth and sixth bytes contain the high order address.

Table 13-2. Machine Language Routine for AUTORUN.SYS.

```
decimal code mssemblu lamsumse listins
    169 LmA #Fg \hat{Foad the accumulator with 5.}
    #
    133 STA 82 0Store it in location 82.
    82
    169 LOA #30 \hat{Foag the accumulator with 30.}
    30
    133 STA 83 0store it in location 83.
    83
    169 L!M #208 \hat{yoad the accumulator with 208.}
2 0 8
    141 STA 710 \hat{Store it im location 710.}
1.98
    2
    96 FTS yFEturm from the routime.
```

The following is an example of the structure of a boot record. It is not the complete record.
0 ignore
3 number of sectors in boot
0 low order address
7 high order address - place boot here
64 low order address
21 high order address for initialization
76 jump to following address
20 low order byte
7 high order byte
3 ??
3 ??
0 ??
124 ??
26 ??
1 data-loads into the Y register
data
172 load the Y index use-next address
14 low order byte for address
7 high order byte for address
240 branch if it's 0
54 ahead 54 bytes
This portion of a disk boot shows how the information in the first sector is used. The first byte ( 0 ) is ignored. The second byte indicates how many sectors are in this boot. This number is stored at location 577. The next two bytes are stored at locations 578 and 579. They tell the computer where this boot should begin. The first six bytes and all the byte following will be moved to the location in memory beginning with the address specified here. The next two bytes are the initialization bytes. After the boot is executed, the address in this memory location will be jumped through. The next instruction in the boot is a jump. Once the three sectors have been moved into memory the computer will perform a jump subroutine. The address that it will jump to is the sixth address after the beginning address. In this case it is location 1798 ( 706 hex ). The instruction at this address is to jump to memory location 1824 ( 720 hex). At this location, the computer will load the Y index with the value stored at 1812 ( 714 hex ). If the value is zero, the computer will move ahead 54 bytes. If we count 15 bytes down in the table, we will see that the value at that location is a one. The computer will proceed to the next instruction.

The boot process then consists of:

1. Reading the first sector and storing the first six bytes, which indicate the number of sectors, the load address, and the initialization address.
2. Placing the boot sectors into memory beginning with the location specified in the third and fourth bytes of the boot sector.
3. Jumping to the subroutine that begins in the seventh location after the beginning of the boot.
4. Jumping through the subroutine whose address is stored in locations 12 and 13 (fifth and sixth bytes of the boot record).
5. Transferring control to the program by jumping to the address in locations 14 and 15 .

The machine language program loaded into the computer will now be fully operational. If the addresses are set correctly when system reset key is pressed, the program will restart itself. If they are not, the drive may turn on and the computer may try to boot the program again, or the computer will go to BASIC or the memo pad.

## Chapter 14

## Cassette Use

Like the disk, the cassette is a convenient form of storage that can be utilized more effectively when the way the computer handles it, and its physical structure are understood.

## THE CASSETTE HANDLER

The cassette handler is similar to the disk manager. Files can be written to or read from the cassette. The buffer can be opened for get and put commands. Programs can be loaded using BASIC or using an autoload command. However, there are some important differences between the disk and cassette. The cassette can only read and/or write data to the portion of tape under the recorder head. Files cannot be stored or retrieved from just any position. When a program is saved to the cassette, it is saved in one continuous stream. There is no positioning of the head. You cannot specify tracks like you can point to sectors and bytes on the disk. Likewise, you can only read what is passing under the cassette head. You cannot point to only one section of tape like you can read in one sector from the disk. The cassette is, however, a fairly reliable way to store and retrieve information.

## Format of Data

If you have a recorder, save a program to it. It doesn't have to be very long-four or five lines will do. After the program is saved, rewind the tape and enter these commands in the direct mode:

OPEN \#7,4,0,"C:":FOR X=1 TO 128:GET \#7,B:? B;" ";:NEXT X:CLOSE \#7
This opens the cassette for a read. Now press the play button on the recorder and the return key on the keyboard. You will hear one tone. Press the return key again. After you hear a record of data being read in, you will see numbers being printed on the screen. This is the code for the program that was saved. The computer is printing it from the cassette buffer, in the same manner as it was printed from the disk buffer.

Now enter this without clearing the screen:
FOR X=0 TO 130:?PEEK(1021+X);" ";:NEXT X

The first three bytes that are printed on the screen are different from the first three bytes that were printed from the buffer. But, if you compare the first byte of the buffer with the fourth byte, you will see that both number patterns are identical. Memory location 1021 begins the cassette buffer. The buffer is 131 bytes long.

The first two bytes in the buffer are 85 . These two bytes are fixed and are used by the computer to measure the speed of the cassette. The third byte is the control byte. If this byte is 252 , the record is full- 128 bytes. A 250 in this position indicates a partially full record and a 254 is an end of file record.

The first bytes after the speed and control bytes for the first record consist of the table entries. This includes the variable table, the value table, etc. The values are adjusted by the amount of memory in your machine. This is why a program that requires more storage memory than your machine has will produce an error message immediately when you try loading it rather than half way through the load.

The last byte that the computer reads from the cassette is a checksum. When the program was saved to the cassette, every byte that was sent to the cassette in the 128 byte record was added to the previous bytes. The two markers are also included in the addition. After the two markers, the control byte, and the record were sent to the cassette, the sum of the bytes were also sent. When the records are read in, the bytes are added together again. If the sum of the bytes match the checksum byte that is read in, then the record is assumed to be correct and the computer will continue with the loading process. If the two bytes do not match, the load will stop and an error message will appear on the screen.

## Cassette Frames

Each record of 128 bytes is considered a frame. The speed at which the data is sent or received is called the baud rate. The ATARI uses the baud rate of 600 . This means that 600 bits are sent per second. (Each byte is 8 bits). The two marker bytes are read in by the computer. The computer determines how long it took to read them in and calculates the correct baud rate for the tape. It does this with every frame of data that is read in. The input baud rates can be adjusted to read faster or slower. This adjustment process allows for variations in motor speeds, stretched tape, etc. It does not, however, allow for alignment problems between the recorder that the program was originally saved on and the one that it is being read on.

You may have noticed that when you CSAVE a program to cassette, the records seem to be sent faster than when you use the list command. There are two different modes that the computer can use when sending records to the cassette. One is called the normal IRG (Inter-Record Gap), and the other is the short IRG. The computer uses the short IRG for the CSAVE and CLOAD commands. The computer reads in the record, checks the checksum, places it in RAM, and goes back for another record. The recorder is running the entire time. The computer must do its work quickly so that it won't miss the next record.

When the computer uses the normal IRG for saving records to the tape, the recorder stops after every record is read into the computer. The information can be processed; then next record can be read in. The baud rate for saving and reading the data is the same for both modes. It is the time between records that varies. In the normal mode there is about 3 seconds of tone between records. In the short mode there is about $1 / 4$ of a second of tone time between records.

The IRG is set up by the computer when the save or load command is entered. If the wrong command is entered for the tape, the program will not load and an error message will be displayed on the screen.

## BOOTING YOUR OWN CASSETTES

There are two different ways to make your cassettes load and run automatically. The first way is with a BASIC program. A short boot program is saved to the tape. Then, without moving the tape, the second program is saved to the cassette. By using the RUN "C:" command, the boot program will load, run, and load in the second program. The following program is a short boot program that will load and run a second program.

## Listing 14-1. BASIC Boot Load

```
1O REM LTSTTNG 14.1
20 REM BASTC BOOT LOAT
30 REM BY ...所.SCHFETEEF FOR TAB BOOKS
40 GKAFHTCS O:FOKE 710 % A.AFOKE 712.11
4
#0 FOKE 6SyO&FOKE 7W2y!
```



```
70 FOSTTTON 13y 10&? "Now lowadms"&FOGT
```



```
"T "by"
```



```
90 COLOF उW:F#OY 10y%%HFAWTO 2%,7%WRAW
T0 27, 18:WFAWTO 10, && #RAWTO 10, %COLO
F 32%FloT 2y20
100 FOKE 7%2yO&FOKE 764y12
110 FUNN "C:"
```

Line 40 sets the graphics mode to 0 . The graphics mode must be set before plots and drawtos. The background color and border colors are changed.

Line 50 pokes 65 with a 0 . This will turn off the noise channel and you won't be able to hear the program loading. This line also removes the cursor from the screen.

Line 60 prints the copyright notice on the screen.
Lines $70-80$ prints your message on the screen.
Line 90 sets the color to 35 . This is the ATASCII value of the pound sign. Using the plot and drawto commands, a border is drawn around your message.

Line 100 turns the cursor back on and places a carriage return in the location that holds the last key entered.

Line 110 executes the RUN "C:" command. You won't have to press the return key because the code is already poked into location 764.

The program that is saved on the tape after this boot program had to be saved using the SAVE "C:" command. If it was CSAVEd, this procedure won't work. If you want the next program to load in only, and not run, change line 110 to CLOAD, and be sure that the program that you want to load was CSAVEd to the cassette.

The noise location was set to zero in this program so that music or instructions could be heard over the television speaker. This command is not needed if you will not be using the second track on the cassette.

## Boot Record

If you wrote a machine language program that you want to load in from cassette without using the editor/assembler, you need to write a boot record as the first record of the cassette program. The boot record for the cassette is almost identical to that for the disk.

There are six bytes for the first record of the boot. The first byte is ignored. The second byte contains the number of records that should be initially read. The third and fourth bytes contain the address where the boot records should be stored. The fifth and sixth bytes contain the address that should take control of the program after the boot is completed.

The following is the partial coding of a machine language program's boot record.

| 0 | ignore |
| ---: | :--- |
| 32 | number of records |
| 191 | low order memory load address |
| 11 | high order memory load address |
| 184 | low order initialize address |
| 27 | high order initialize address |
| 169 | load the accumulator with next byte |
| 60 |  |
| 141 | store it in the next address |
| 2 | low order address |
| 211 | high order address |
| 169 | load the accumulator with next byte |
| 3 |  |
| 141 | store it in the next address |
| 15 | low order address |
| 210 | high order address |

The computer will ignore the leading zero. The next number, 32 , is the number of records that will be read in. This value will be saved. The computer will begin storing these records at location 3007. The fifth and sixth bytes will be stored at memory locations 2 and 3 . After all the records are read in, the computer will issue a jump to the subroutine at the seventh byte loaded in. This byte will load the accumulator with 60 and store this value at location 54018. This shuts off the cassette recorder. The program continues. When it has returned, the computer will jump through the initialization routine. The address for this routine was stored in locations 2 and 3. Once the initialization is complete, the computer will jump through the address at location 14-15 and begin the program.

Although it is possible to write a BASIC program that will load and automatically run a machine language program, it really should be done using the editor/assembler. The procedure to load a cassette with a machine language boot on it is:

Turn off the computer.
Hold down the start key and turn the computer on.
When you hear the single tone, press the play button on the recorder and press the return key on the computer.

The records on the tape must be created using the short mode for it to load properly.

## USING THE CASSETTE WITH SOUND

In the last program, we used a BASIC boot program to bring in the program. Using the RUN " C :" command, the computer loaded in the first program and ran it. This program contained the instruction to either CLOAD or RUN "C:" the next program on the tape. It also poked the memory location that directed the sound of the data so that the program loaded silently.

The ATARI recorder is a stereo recorder. Most other computers use a monaurial recorder. With a monaurial recorder, the computer places two tracks of data on the tape, one track on one half and one on the other. With a stereo recorder, the computer only uses half of the track for data. A stereo recorder places four tracks on each tape, two on one half of the tape and two on the other. See Fig. 14-1 for the data tracks.

The other two tracks on the tape are left blank. They can have sound or spoken instructions on them if you have the facilities to record and duplicate stereo tapes. The procedure is fairly simple, but it does require some planning and timing.

First, load the BASIC boot program into the computer. Save it to a new cassette using the SAVE "C:" command. After the BASIC boot program has been saved to the cassette, load in the program that you want to save. If you have a disk drive, you can load the program in from the disk. If you have only a cassette recorder, carefully remove the new cassette from the recorder and place the cassette with the program on it in the recorder and load it into the computer. You want to handle the cassette with the new program on it carefully because the tape is in position for the second program. If you rewind the tape, you will be saving the program over the BASIC boot program. If the tape advances too far, there could be a loading problem.

Once the second program is loaded into the computer, it can be saved to the new tape with either the SAVE " C :" command or the CSAVE command. If your boot program is using the RUN "C:" command, then use the SAVE "C:" command and the second program will run immediately after it is loaded in. If your BASIC boot program uses the CLOAD command, CSAVE your program to the cassette.

After the second program has been saved, rewind the cassette, type RUN "C:", press the play button on the recorder and the return key on the computer twice. If you have not poked


Fig. 14-1. Track formats on cassette.
location 65 with a 0 , you will hear the BASIC boot program load in. The screen will change colors and display your message on the screen. The tone will sound and the computer will begin to load in the second program. You don't even have to press the return key. The BASIC boot program did it all. Now listen to the program load. If you can hear it, you either didn't have a POKE 65,0 in the boot program, have a problem with separation in the cassette recorder, or have very good ears. The only sounds that should come through the television speaker are the sounds recorded on the left track. Since we did not place any sounds there, you shouldn't hear any.

## Adding Sounds or Instructions

In order to record sounds, music, or instructions on the left track, you need a stereo cassette recorder/duplicator. Place the cassette into the recorder and listen to it. First you will hear a pure tone. Then you will hear the date. Each record is separated by the pure tone. The BASIC boot program will be about four or five records long. The last record of this program will have a slightly different sound. After listening to the records several times, you will be able to tell the difference between the program records and the ending record. After the last record for the first program, you will hear the pure tone again for a longer period of time before you hear the first record. This is the tone that the computer sends out before it starts to send the program. It seems longer here because there is no leader tape between the first and second program. This is where you should start the music, sound, or instructions on the left track.

Place a new tape into deck B of the recorder/duplicator. Place the tape that you have just saved the two programs on into deck A. Press the play and record buttons for cassette B and the play button for cassette A . If you are using a microphone, be sure that it is connected to the left track. If you will be recording music directly, be sure that your patch cord is plugged in for the left channel. Listen to the cassette as it is being duplicated from deck A to deck B. When you hear the tone for the beginning of the second program, you can begin speaking, playing the music, etc. Be sure to stop recording on the left track just before the last record. Otherwise, the recorder will stop loading in the program and you will not hear the remaining words or music.

Rewind both cassettes, remove the newly created cassette from deck B and place it in your program recorder. Type RUN "C:" and press the return key. This time when the second program loads into the machine, you should hear your music, instructions, or whatever you recorded on the left track coming through the television speaker.

Because of the speed variances between recording machines, head alignments, and the nature of cassettes, you may have to repeat the duplication process before you create a tape that will load. This process cannot be used with a high speed tape duplicator.

## Voice Synchronization

Another use for the cassette recorder is for voice synchronization. Poking memory location 54018 with 52 , turns on the motor on the recorder. Poking that location with a 60 turns the motor off.

The following program turns the recorder on and off at the correct time. It is a spelling program. To use this program, you will need a recorder with a microphone. First enter this program into the computer and save it on tape. Either turn the tape over and rewind it so that you are at the beginning of the back side, or just remove the tape from the program recorder and place it in the other recorder. Now record the words in the data line onto the tape. Space the words at five second intervals. Now rewind the cassette to the beginning of the words and run the program.

## Listing 14－2．Listen and Spell

```
10 एEM LTSTTNG 1.4.2
20 FEM LTSTEN ANO SFEILI...
30 हWM BY N, 所, GOHFETBEF FOF TAB BOOKS
```




```
FEM CLIEAF THE SCFEEN
60 FOSTTTON 3y%:? "LTSTEN TO THE WORO"
```



```
OEF
```



```
UN
90 FOKE W4018.60:REM TUFN TT OFF
100 W=O*REAO WOFTO$
110 ? % "WHAT WAS THE WORO" 尼WM ASK゙ F
OR WOF゙#
120 INFUT ANS$
1%O TH WOFW&-ANS& THEN FOSTTTON 3y20:?
    "VFEY GOOW" *FOF T:=.% TO WOO&NEXT T&BOT
0)
140 W=WHINTF WQ3 THEN 110
ISO FOSTTTON 3y20%? "THE:WORTO WAS ......"
夕 WORて利
160 FOR T:= T0 500%NEXT T&BOTO 50
170 FOSTTTON 3y 10:T "YOU HAUF: FTNTSHEW
    YOUR SFFINING FOF TOMAY!!!"
1.90 FNW
200 WATA BOOKS,FAVOKTTE, OOTBALL, yOBBT
FGyCAFNTUAL, MOUNTATNyETONTCyFATLURE, &T
TITU#E, SECUFE
```

Line 40 sets aside the string space for the word（WORD\＄）and the answer（ANS\＄）．
Line 50 adds one to the value in N ．This counts the words as they are being given．If the value is greater than 10 ，then all the words have been given and the program will go to the end at line 170 after the screen is cleared．

Line 60 instructs the user to listen to the word．
Line 70 turns on the cassette recorder by poking location 54018 with a 52 ．The play button on the recorder must be pressed down for this program to work．If that button is not down，you will hear a click from the television speaker，but no word．

Line 80 is a timing loop．This is set for about five seconds．You may have to adjust this number for your own program recorder．

Line 90 turns the recorder back off．
Line 100 sets the variable $W$ to zero．This variable will count the number of times the user tries to spell the word．It also reads the word from the data line．This is the word that was just spoken on the tape．

Line 110 asks the user for the word.
Line 120 waits for an entry to be made.
Line 130 checks the answer entered against the word. If it is correct, a message will be printed on the screen; the program will pause and then go on to line 50 for another word.

Line 140 adds one to the variable $W$ and checks to see is this was the third try. If it wasn't, the program goes to line 110 and asks for the word to be entered again.

Line 150 prints the correct word if the user tried to spell it three times and couldn't.
Line 160 is a timing loop to give the user time to study the word. Then the program continues at line 50 .

Line 170 tells the user that all the words have been spelled.
Line 200 contains the words used in this program.
This program can be a very effective way to learn, but it does have its drawbacks. In this case, the words must be asked in the same order every time. After a while, the user will know the order of the words. Since the tape cannot be rewound or fastforwarded from the computer, the information will always be presented in the same order. If the word was entered wrong, or if you want to hear it again, the tape cannot be rewound to that word.

On the other hand, if you are presenting a very structured lesson or a story with animation, there would be no need to rewind or repeat parts of the tape.

## Index

* 


## Index

## A

Abacus, 1
Animation, 45
Animation in the Text Mode program, 55
Animation programs, 48, 53
Animation with strings, 91
ANTIC chip, 9
ANTIC instruction set, 12
ANTIC 3 mode, 17
ANTIC 3 program, 17
Assembly language listing to move character set from ROM to RAM, 39
AUTORUN/SYS, 189
AUTORUN/SYS, machine language routine for, 192
AUTORUN/SYS program, 190
B
BASIC, 79
BASIC Boot Load program, 197
BASIC Table programs, 82-86
BASIC token commands, 79, 80
Binary number system, 1
Blank, horizontal, 11, 107
Blank, vertical, 11-107
Boot, cassette, 197
Boot, disk, 189
Boot record, cassette, 198
Boot sector, 191
Buffer, disk, 179

## C

Calendar program, 181
Carousel program, 60, 64
Cassette boot, 197
Cassette handler, 195
Characters, hardware values of, 23
Central processing unit, 9
Character set, 16

Character set, editing, 26
Character set construction, 25
Character Set Editor program, 28
Character set moved from ROM to RAM, 39
Chip, ANTIC, 9
Chip, CTIA, 9, 16
Chip, GTIA, 10, 16
Chip, POKEY, 9
Chips, large-scale integrated, 9
Code, hardware, 168
Code, keyboard, 166
Color Artifacting program, 23
Color Service Routine, 109
Color text modes, 19
Command, DRAWTO, 15
Command, input, 161
Command, locate, 11, 171
Command, open, 177
Commands, BASIC token, 79, 80
Commands, XIO, 181
Control codes, ATASCII, 172
Conversions program, numbers, 3
Counting systems, 1
Course Horizontal Scroll program, 123
Course Vertical Scroll program, 121
CTIA chip, 10, 16

## D

Data for Exclamation Point program, 26
Data format, cassette, 195
Decay, 153
Directory, file, 187
Directory Listing program, 178
Disk boot, 189
Disk buffer, 179
Disk file manager, 177
Disk handler, 185
Displaying Sectors program, 185
Display list, 10

Display list interrupts, 107
Display modes, 20
Distortion, 153
Double Character Sets program, 112
DRAWTO command, 15

## E

Editing the character set, 26
Exclamation point, 26

F
Farmer, and the Duck, Fox and Grain Puzzle program, 91
File directory, 187
File management system, 187
File manager, disk, 177
File structures, 81
Fine Horizontal Scroll programs, 129, 131
Fine Vertical Scroll: Down program, 127
Fine Vertical Scroll program, 126
Frames, cassette, 196

## G

Gap, inter-record, 196
Graphic modes, 16
Graphics modes program, mixed, 13
GTIA chip, 10, 16

## H

Handler, disk, 185
Hardware code, 168
Hardware registers, 108
Hexadecimal number system, 2
Horizontal blank, 11, 107
Horizontal Blank, Machine Language Subroutine, 143

Input command, 161

Input/output, central, 177 Input/output control buffer, 177 Instruction set, ANTIC, 12 Interrupt routine to flash inverse characters, 116
Interrupts, display list, 107
Invisible graphic modes, 36

## K

Keyboard code, 166
Keyboard Conversion program, 167
Keyboard interpretation, 161

## L

Large-scale integrated chips, 9
Letter Attack program, 169
List, display, 10
Listen and Spell program, 201
Locate, Poke, and Peek program, 171
Locate command, 11, 171
Loudness, 153

## M

Machine language listing, moving players up and down, 77
Machine language subroutine, Horizontal Blank, 143
Machine language subroutine for vertical blank, 144
Machine language subroutines, 99
Memory addresses, screen, 9, 11
Memory locations, screen, 174
Mirror Images Routine, 113
Missiles, 14, 61
Mixed Modes program, 13
Modes, display, 20
Modes, graphic, 16
Modes, invisible graphic, 36
Modes, nontext, 22
Modes, text, 16
Move Player/Missile Up/Down program, 100
Moving Players program, 117
Moving players up and down, machine language listing, 77
Multicolor Characters program, 37
Music: Machine Language Subroutine, 157

## N

Nontext modes, 22
Number system, binary, 1
Number system, hexadecimal, 2

## 0

Open command, 177
Output buffer, 85
Overscan, 10

## P

Page flipping, 133
Pitch, 153

Pixels, 12
Player/missile graphics, 14, 61
Player/missile priority order, 69
Player/Missile Strings program, 102
Players, 14, 61
Playfield, 14, 128
Pointer, 87
POKEY chip, 9
Precise Timing Programs, 114, 115
Print form Disk program, 180
Printing Control Characters program, 174
Priority order, player/missile, 69
Program, Animation in the Text Mode, 55
Program, ANTIC 3, 17
Program, AUTORUN/SYS, 190
Program, BASIC Boot Load, 197
Program, BASIC Tables, 82-86
Program, Calendar, 181
Program, Carousel, 60, 64
Program, Character Set Editor, 28
Program, Color Artifacting, 23
Program, Color Service Routine, 109
Program, Conversions, 3
Program, Course Horizontal Scroll, 123
Program, Course Vertical Scroll, 121
Program, Data for Exclamation point, 26
Program, Directory Listing, 178
Program, displaying Sectors, 185
Program, Double Character Sets, 112
Program, Fine Horizontal Scroll, 129, 131
Program, Fine Vertical Scroll, 126
Program, Fine Vertical Scroll:Down, 127
Program, Keyboard Conversion, 167
Program, Letter Attack, 169
Program, Listen and Spell, 201
Program, Locate, Poke, and Peek, 171
Program, Mirror Images Routine, 113
Program, Mixed Modes, 13
Program, Move Character Set, 100
Program, Move Player/Missile Up/ Down, 100
Program, Moving Players, 117
Program, Multicolor Characters, 37
Program, Music: Machine Language Subroutine, 157
Program, Precise Timing, 114, 115
Program, Print from Disk, 180
Program, Printing Control Characters, 174
Program, Read the Keyboard, 161
Program, Simple Page Flipping: Two Different Modes, 135
Program, Simultaneous Page Flipping: Machine Language Subroutine, 141

Program, Slide Editor, 145
Program, Slide Show, 148
Program, Sounds, 154
Program, Sounds with Attack and Decay, 155
Program, The Birds, 70
Program, The Farmer and the Duck, Fox, and Grain Puzzle, 91
Program, Tiles, 163
Program, Variations on Tones, 157
Programs, Simultaneous Page Flipping, 137-139

## R

Raster scan, 11, 107
Read the Keyboard Program, 161
Register, shadow, 108
Registers, hardware, 108
Registers, sound, 156
Relocating strings, 101
ROM, 16
ROM to RAM, character set moved from, 39
Routine, deferred vertical blank, 144
Routine, immediate vertical blank, 144
Runtime stack, 88

## S

Screen displays, memory mapped, 9
Screen flipping, 133
Screen flipping, machine language subroutine for, 140
Screen Flipping program, 133
Screen memory locations, 174
Scrolling, course, 121, 123
Scrolling, fine, 125, 129
Scrolling, horizontal, 121, 123, 129
Scrolling, vertical, 121, 125
Service interrupt to flash inverse characters, 116
Shadow register, 108
Simple Animation program, 48, 53
Simple Page Flipping: Two Different Modes program, 135
Simultaneous Page Flipping: Machine Language Subroutine program, 141
Simultaneous Page Flipping programs, 137-139
Slide Editor program, 145
Slides, creating, 144
Slide Show program, 148
Sound, 153
Sound, direct access too, 156
Sound characteristics, attack, 153
Sound characteristics, decay, 153
Sound characteristics, release, 153
Sound characteristics, sustain, 153
Sounds on tape, 200
Sounds program, 154
Sounds with Attack and Decay program, 155

Speeding up a program, 88
Statement table, 86
String/array area, 84
Strings, animation using, 91
Strings, relocating, 101
Subroutines, 89
Subroutines, machine language, 99

## T

Text modes, 16

The Birds program, 70
Tiles program, 163
Token commands, 79, 80
Tone generator registers, 157
Track format, disk, 187

## V

Variable name table, 79
Variables, 81
Variations on Tones program, 157

Vertical blank, 11, 107
Vertical blank, machine language subroutine for, 144
Voice, 153
Voice synchronization, 200
Volume, 153
Volume table of contents, disk, 187
X
XIO commands, 181
-
,

## Advanced Programming Techniques for Your ATARI ${ }^{\circledR}$, including Graphics and Voice Programs

If you are intrigued with the possibilities of the programs included in Advanced Programming Techniques for Your ATARI ®, including Graphics and Voice Programs (TAB Book No. 1545), you should definitely consider having the ready-to-run disk containing the software applications. This software is guaranteed free of manufacturer's defects. (If you have any problems, return the disk within 30 days and we'll send you a new one.) Not only will you save the time and effort of typing the programs, the disk eliminates the possibility of errors that can prevent the programs from functioning. Interested?

Available on disk for the ATARI 400 or $800,32 \mathrm{~K}$ at $\$ 29.95$ for each disk plus $\$ 1.00$ each shipping and handling.
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# Advanced Programming Techniques for Your ATARI, ${ }^{\text {® }}$ including Graphics and Voice Programs 

by Linda M. Schreiber

- Get the most from your ATARI's sound and graphics capabilities for both practical and entertainment purposes!
- Master the special techniques that let you write your own advanced programs for almost any application you can think of!
- Go beyond the limitations imposed by BASIC . . . to become the master of your machine rather than merely its user!
Here's a book that shows you how to understand the special characteristics of your ATARI and how to use them for all sorts of new and exciting sound and graphics effects. You can create your own character sets . . . mix graphics modes . . . use player/missile graphics and screen flipping . . . create animated games . . . understand and use interrupts . . . create your own self-booting disk and cassette programs . . . even enter a machine language subroutine to play music while a BASIC program is running!

If you have a good understanding of BASIC but want to go beyond the limitations it imposes, this book is the place to begin. You'll learn to manipulate your machine using professional tips and tricks perfected by an author thoroughly knowledgeable in both program design and the ATARI's capabilities. Every program is described in detail so that you'll be able to use the illustrated techniques to begin writing your own original programs. You'll even find a listing of all ATARI memory locations used by the operating system, discover how to change their values for different programming effects, and learn how to use the disk file structure to give you control over the drive. EVERYTHING you need to become an advanced programmer, able to use all of your ATARI's unique capabilities, is included in this outstanding sourcebook!

Linda M. Schreiber is a professional programmer and expert on microcomputers. She is the author of TAB's ATARI Programming . . . with 55 Programs.
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